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Preface
Linux and RPM — A Brief History

Welcome! Thisisabook about the Red Hat Package Manager, or RPM Package Manager, known to
its friends as smply RPM. The history of RPM is inextricably linked to the history of GNU/Linux,
so a bit of GNU/Linux history may be in order. GNU/Linux is a full-featured implementation of a
UNIX-like operating system, and has taken the computing world by storm.

And for a good reason — When choosing GNU/Linux, an Intel-based personal computer that had
previously been prisoner of the dreaded Windows hourglass is transformed into a fully multitasking,
network capable, personal workstation. All for the cost of the time required to download, install, and
configure the software.

Of course, if you're not the type to tinker with downloaded software, many companies have created
CDROM s containing GNU/Linux and associated software. The amount of tinkering required with
these distributions has varied widely. The phrase "You get what you pay for" is never more true
than in the area of GNU/Linux distributions.

One distribution bears the curious name "Red Hat Linux". Produced by a company of the same
name, this GNU/Linux distribution was different. One of the key decisions a new Linux user needs
to make is which of the many different parts of the distribution to install on their system. Most dis-
tributions use some sort of menu, making it easy to pick and choose. Red Hat Linux is no different.

But what is different about Red Hat Linux is that the creators of the distribution wanted their cus-
tomers to have the the ability to make the same choices long after the installation process was over.
Some commercial UNIX systems have this capability (called "package management”), and a few
GNU/Linux distributors were trying to come up with something similar, but none had at the time the
extensive scope present in RPM.

Over time, Red Hat Linux has become the most popular distribution available today. For it to edge
out the previous leader (Slackware) in just two years is amazing. There has to be a reason for this
kind of success, and a good part of the reason is RPM. But until the first edition of this book, there
had been precious little in terms of RPM documentation. Y ou could say that RPM's ease of use has
made detailed instructions practically unnecessary, and you'd be right.

However, there are always people that want to know more about their computers, and given the pop-
ularity of Red Hat Linux, this alone would have made a book on RPM worthwhile. But there's more
to the story than that.

Thereisatruism in the world of Free Software, that goes something like this: If there's a better solu-
tion freely available, useit! RPM is no exception to the rule. Put under the terms of the GNU Gener-
al Public License (Meaning: RPM cannot be made proprietary by anyone, not even Bill Gates),
RPM started to attract the attention of othersin the Linux, Unix, and free software communities.

At present, RPM is used by several commercial software companies producing Linux applications.
They find that RPM makes it easier to get their products into the hands of their customers. They also
find that it can even make the process of building their software easier. (Those of you that develop
software for fun and profit, stick around — the second half of this book will show you everything
you need to know to get your software "RPM-ized")

People have also ported RPM to several commercial UNIX systems, including DEC's Digital Unix,

IBM's AlX, and Silicon Graphics IRIX. Why? The simple answer is that it makesit easier to install,
upgrade, and de-install software. If al these people are using RPM, shouldn't you?

Parts of the book, and who they're for

This book is divided into two major sections. The first section is for anyone that needs to know how
to use RPM on their system. Given the state of the GNU/Linux arena today, this could mean just

Xiv
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about anyone, including people that are new to GNU/Linux, or even UNIX. So those of you that
think that

Is -FAl !'* | less

is serious magic (or maybe even a typing error), relax — we'll explain everything you'll need to
know in the first section.

In the book's second half, welll be covering all thereis to know about building packages using RPM.
Since software engineering on GNU/Linux and UNIX systems requires in-depth knowledge of the
operating system, available tools, and basic programming concepts, we're going to assume that the
reader has sufficient background in these areas. Feel free to browse through the second half, but
don't hesitate to seek additional sources of information if you find the going a bit tough.
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Chapter 1. An Introduction to
Package Management

What are Packages, and Why Manage Them?

To answer that question, let's go back to the basics for amoment. Computers process information. In
order for this to happen, there are some prerequisites:

e A computer (Obviously!).
» Some information to process (Also obvious!).
e A program to do the processing (Still pretty obvious!).

Unless these three things come together very little is going to happen, information processing-wise.
But each of these items have their own requirements that need to be satisfied before things can get
exciting.

Take the computer, for example. While it needs things like electricity and a cool, dry place to oper-
ate, it also needs access to the other two items — information and programs — in order to do its
thing. The way to get information and programs into a computer is to place them in the computer's
mass storage. These days, mass storage invariably means a disk drive. Putting information and pro-
grams on the disk drive means that they are stored as files. So much for the computer's part in this.

OK, let's look at the information. Does information have any particular needs? Well, it needs suffi-
cient space on the disk drive, but more importantly, it needs to be in the proper format for the pro-
gram that will be processing it. That's it for information.

Finally, we have the program. What does it need? Like the information, it needs sufficient disk
space on the disk drive. But there are many other things that it may need:

* It may need information to process, in the correct format, named properly, and in the appropriate
areaon adisk drive somewhere.

* It may need one or more configuration files. These are files that control the program's behavior
and permit some level of customization. Like the information, these files must be in the proper
format, named properly, and in the appropriate area on a disk. We'll be referring to them by their
other name — config files — throughout the book.

» It may need work areas on a disk, named properly, and located in the appropriate area.
* It may even need other programs, each with their own requirements.

» Although not strictly required by the program itself, the program may come with one or more
files containing documentation. These files can be very handy for the humans trying to get the
program to do their bidding!

As you can imagine, this can get pretty complicated. It's not so bad once everything is set up prop-
erly, but how do things get set up properly in the first place? There are two possibilities:

1. After reading the documentation that comes with the program you'd like to use, you copy the
various programs, configuration files, and information onto your computer, making sure they
are all named correctly, are located in the proper place, and that there is sufficient disk spaceto
hold them all. Y ou make the appropriate changes to the configuration file(s). Finally, you run
any setup programs that are necessary, giving them whatever information they require to do
their job.
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2. You let the computer doit.

If it seems like the first choice isn't so bad, consider how many files you'll need to keep track of. On
atypical Linux system, it's not unusual to have over 20,000 different files. That's alot of document-
ation reading, file copying, and configuring! And what happens when you want a newer version of a
program? More of the same!

Some people think the second alternative is easier. RPM was made for them.

Enter the Package

When you consider that computers are very good at keeping track of large amounts of data, the idea
of giving your computer the job of riding herd over 20,000 files seems like a good one. And that's
exactly what package management software does. But what is a"package”?

A package in the computer sense is very similar to a package in the physical sense. Both are meth-
ods of keeping related objects together in the same place. Both need to be opened before the con-
tents can be used. Both can have a"packing dlip" taped to the side, identifying the contents.

Normally, package management systems take all the various files containing programs, data, docu-
mentation, and configuration information, and place them in one specially formatted file — a pack-
agefile. In the case of RPM, the package file is sometimes called a "package”, a".rpm file", or even
an "RPM". All mean the same thing — a package containing software meant to be installed using
RPM.

What types of software are normally found in a package? There are no hard and fast rules, but nor-
mally a package's contents consist of one of the following types of software:

e A collection of one or more programs that perform a single well-defined task. This is normally
what people think of as an "application”. Word processors and programming languages would fit
into this category.

e A gspecific part of an operating system. Examples might be system initialization scripts, a partic-
ular command shell, or the software required to support aweb server, for example.

Advantages of a Package

One of the most obvious benefits to having a package is that the package is one easily manageable
chunk. If you move it from one place to another, there's no risk of any part getting left behind. But
although this is the most obvious advantage, it's not the biggest one.

The biggest advantage is that the package can contain the knowledge about what it takes to install it-
self on your computer. And if the package contains the steps required to install itself, the package
can also contain the steps required to uninstall itself. What used to be a painful manual process is
now a straightforward procedure. What used to be a mass of 20,000 files becomes a couple hundred
packages.

Manage Your Packages, or They Will Manage You

A couple hundred? Even though the use of packages has decreased the complexity of managing a
system by an order of magnitude, it hasn't yet gotten to the level of being a"no-brainer". It's still ne-
cessary to keep track of what packages are installed on your system. And if there are some packages
that require other packagesin order to install or operate correctly, these should be tracked aswell.

Packages Lead Active Lives

If you start looking at a computer system as a collection of packages, you'll find that a distinct set of
operations will take place on those packages time and time again:
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* New packages are installed. Maybe it's a spreadsheet you'll use to keep track of expenses, or the
|atest shoot-em-up game, but in either case it's new and you want it.

* Old packages are replaced with newer versions. Whoever wrote the word processor you use
daily, comes out with a new version. Y ou'll probably want to install the new version and remove
the old one.

» Packages are removed entirely. Perhaps that over-hyped strategy game just didn't cut it. You
have better things to do with that disk space, so get rid of it!

With this much activity going on, it's easy to lose track of things. What types of package informa-
tion should be available to keep you informed?

Keeping Track of Packages

Just as there are certain operations that are performed on packages, there are also certain types of in-
formation that will make it easier to make sense of the packages installed on your system:

» Certainly you'd like to be able to see what packages are installed. It's easy to forget if that fax
program you tried afew months ago is still installed or not.

» It would be nice to be able to get more detailed information on a specific package. This might
consist of anything from the date the package was installed, to alist of filesit installed on your
system.

» Being able to access this information in a variety of ways can be helpful, too. Instead of simply
finding out what files a package installed, it might be handy to be able to name a particular file
and find out which package installed it.

e If this amount of detail is possible, then it should be possible to see if the way a package is
presently installed varies from the way it was originally installed. It's not at all unusual to make
a mistake and delete one file — or a hundred. Being able to tell if one or more packages are
missing files could greatly simplify the process of getting an ailing system back on its feet again.

» Files containing configuration information can be areal headache. If it were possible to pay ex-
tra attention to these files and make sure any changes made to them weren't lost, life would cer-
tainly be alot easier.

Package Management: How to Do It?

Well, all that sounds great — easy install, upgrade, and deletion of packages; getting package in-
formation presented severa different ways;, making sure packages are installed correctly; and even
tracking changes to config files. But how do you do it?

As mentioned above, the obvious answer isto let the computer do it. Many groups have tried to cre-

ate package management software. There are two basic approaches:

1. Some package management systems concentrate on the specific steps required to manipulate a
package.

2. Other package management systems take a different approach, keeping track of the files on the

system and mani pulating packages by concentrating on the files involved.

Each approach has its good and bad points. In the first method, it's easy to install new packages,
somewhat difficult to remove old ones, and almost impossible to obtain any meaningful information
about installed packages.

The second method makes it easy to obtain information about installed packages, and fairly easy to
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install and remove packages. The main problem using this method is that there may not be a well-
defined way to execute any commands required during the installation or removal process.

In practice, no package management system uses one approach or the other — al are a mixture of
the two. The exact mix and design goals will dictate how well a particular package management sys-
tem meets the needs of the people using it. At the time Red Hat started work on their Linux distribu-
tion, there were a number of package management systems in use, each with a different approach to
making package management easier.

Ancestors of RPM

RPP

PMS

Since thisis abook on the Red Hat Package Manager, a good way to see what RPM isall about isto
look at the package management software that preceded RPM.

RPP was used in the first Red Hat Linux distributions. Many of RPP's features would be recogniz-
able to anyone who has worked with RPM. Some of these innovative features are:

» Simple, one command installation and uninstallation of packages.
e Scriptsthat can run before and after installation and uninstallation of packages.

» Package verification. The files of individual packages can be checked to see that they haven't
been modified since they were installed.

» Powerful querying. The database of packages can be queried for information about installed
packages, including file lists, descriptions and more.

While RPP possessed several of the features that were important enough to continue on as parts of
RPM today, it had some weaknesses, too:

e It didn't use "pristine sources'. Every program is made up of programming language statements
stored in files. This source code is later trandlated into a binary language that the computer can
execute. In the case of RPP, its packages were based on source code that had been modified spe-
cifically for RPP, hence the sources weren't pristine. This is a bad idea for a number of fairly
technical reasons. Not using pristine sources made it difficult for package developers to keep
things straight, particularly if they were building hundreds of different packages.

» It couldn't guarantee executables were built from packaged sources. The process of building a
package for RPP was such that there was no way to ensure the executable programs were built
from the source code contained in an RPP source package. Once again, this was a problem for
the package builder, especially those who had large numbers of packagesto build.

* It had no support for multiple architectures. As people started using RPP, it became obvious that
the package managers that were unable to simplify the process of building packages for more
than one architecture, or type of computer, were going to be at a disadvantage. This was a prob-
lem, particularly for Red Hat, as they were starting to look at the possibility of creating Linux
distributions for other architectures, such as the Digital Alpha

Even with these problems, RPP was one of the things that made the first Red Hat Linux distribu-
tions unique. Its ability to simplify the process of installing software was areal boon to many of Red
Hat's customers, particularly those with little experience in Linux.

While Red Hat was busy with RPP, another group of Linux devotees were hard at work with their
package management system. Known as PMS, its development, lead by Rik Faith, attacked the
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PM

problem of package management from a dlightly different viewpoint.

Like RPP, PMS was used to package a Linux distribution. This distribution was known as the
BOGUS distribution, and &l the software in it was built from original unmodified sources. Any
changes that were required were patched in during the processing of building the software. Thisis
the concept of "pristine sources' and is PMS's most important contribution to RPM. The importance
of pristine sources can not be overstated. It allows the packager to quickly release new version of
software, and to immediately see what changes were made to the software.

The chief disadvantages of PMS were weak querying ability, no package verification, no multiple
architecture support, and poor database design.

Later, Rik Faith and Doug Hoffman, working under contract for Red Hat, produced PM. The design
combined all the important features of RPP and PM, including one command installation and unin-
stallation, scripts run before and after installation and uninstallation, package verification, advanced
guerying, and pristine sources. However it retained RPP's and PM's chief disadvantages: weak data-
base design and no support for multiple architectures.

PM was very close to a viable package management system, but it wasn't quite ready for prime time.
It was never used in acommercially available product.

RPM Version 1

With two major forays into package management behind them, Marc Ewing and Erik Troan went to
work on athird attempt. This one would be called the Red Hat Package Manager, or RPM.

Although it built on the experiences of PM, PMS, and RPP, RPM was quite different under the
hood. Written in the Perl programming language for fast development, the creation of RPM version
1 focused on addressing the flaws of its ancestors. In some cases, the flaws were eliminated, while
in others, the problems remained.

Some of the successes of RPM version 1 were:

» Automatic handling of configuration files. The contents of config files are often changed from
what they were in the original package, making it hard for a package manager to know how a
particular config file should be handled during installs, upgrades, and erasures. PM made an at-
tempt at config file handling, but in RPM it was improved further. In many respects, this feature
isthe key to RPM's power and flexibility.

» Ease of rebuilding large numbers of packages. By making it easy for people who were trying to
create a Linux distribution consisting of several hundred packages, RPM was a step in the right
direction.

* It was easy to use. Many of the concepts used in RPP had withstood the test of time and were
used in RPM. For instance, the ability to verify the installation of a package was one of the fea-
turesthat set RPP apart. It was adapted and expanded in RPM version 1.

But RPM version 1 wasn't perfect. There were anumber of flaws, some of them major:

e It was slow. While the use of Perl made RPM's development proceed more quickly, it also
meant that RPM wouldn't run as quickly asit would have, had it been writtenin C.

* Itsdatabase design was fragile. Unfortunately, under RPM version 1 it was not unusual for there
to be problems with the database. While the approach of dedicating a database to package man-
agement was a good idea, the implementation used in RPM version 1 |eft alot to be desired.

* Itwasbig. Thisisanother artifact of using Perl. Normally, RPM's size requirements were not an
issue, except for one area. When performing an initial system install, RPM was run from a
small, floppy-based system environment. The need to have Perl available meant space on the
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boot floppies was aways a problem.

» It didn't support multiple architectures (types of computers) well. The need to have a package
manager support more than one type of computer hadn't been acknowledged before. With RPM
version 1, an initial stab was taken at the problem, but the implementation was incomplete. Non-
etheless, RPM had been ported to a number of other computer systems. It was becoming obvious
that the issue of multi-architecture support was not going away and had to be addressed.

* The package file format wasn't extensible. This made it very difficult to add functionality, since
any change to the file format would cause older versions of RPM to break.

Even though their Linux distribution was a success, and RPM was much of the reason for it, Marc
and Erik knew that some changes were going to be necessary to carry RPM to the next level.

The RPM of Today: Version 2

Looking back on their experiences with RPM version 1, Marc and Erik made a major change to
RPM's design: They rewrote it entirely in C. This did wonderful things to RPM's speed and size.
Querying the database was quicker now, and there was no need to have Perl around just to do pack-
age management.

In addition, the database format was redesigned to improve both performance and reliability. Dis-
playing package information can take as little as a tenth of the time spent in RPM version 1, for ex-
ample.

Realizing RPM's potential in the non-Linux arena, they also created rpmlib, a library of RPM
routines that allow the use of RPM functionality in other programs. RPM's ability to function on
more than one architecture was aso enhanced. Finally, the package file format was made more ex-
tensible, clearing the way for future enhancements to RPM.

So is RPM perfect? No program can ever reach perfection, and RPM is no exception. But as a pack-
age manager that can run on several different types of systems, RPM has a lot to offer, and it will
only get better. Let'stake alook at the design criteria that drove the development of RPM.

RPM Design Goals

The design goas of RPM could best be summed up with the phrase "something for everyone".
While the main reason for the existence of RPM was to make it easier for Red Hat to build the sev-
era hundred packages that comprised their Linux distribution, it was not the only reason RPM was
created. Let'stake alook at the various requirements the Red Hat team used in their design of RPM:

Make it easy to get packages on and off the system

As weve seen earlier in this chapter, the act of installing a package can involve many complex
steps. Entrusting these steps to a person who may not have the necessary experience is a strategy for
failure. So the goal for RPM was to make it as easy as possible for anyone to install packages. The
same holds true for removing packages. It is a complex and error-prone operation, and one that
RPM should handle for the user.

The other side of thisissueisthat RPM should give the package builder almost total control in terms
of how the package isinstalled. The reason for thisis simple: if the package builders do their home-
work, their package should install and uninstall properly.

Make it easy to verify a package was installed cor-
rectly

Because software problems are afact of life, the ability to verify the proper installation of a package
isvita. If done properly, it should be possible to catch a variety of problems, including things such
asmissing or modified files.
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Make it easy for the package builder

While we're dedicating an entire book to package management, in reality it should be a small por-
tion of the package builder's job. Why? They've got better things to do! If they are the people that
are actualy creating the software to be packaged, that's where they should be spending the majority
of their time.

Even if the package builder isn't actually writing software, they still have better things to do than
worry about building packages. For instance, they may be responsible for building many packages.
The less time spent on building an individual package trandates to more packages that can be built.

Make it start with the original source code

Delving a bit more into the package builder's world, it was deemed important that RPM start with
the original, unmodified source code. Why is this so important?

Using the original sources makes it possible to separate the changes required to build the package
from any changes implemented to fix bugs, add new features, or anything else. Thisis a good thing
for package builders, since many of them are not the original authors of the programs they package.

This separation makes it easy, months down the road, to know exactly what changes were made in
order to get the package to build. Thisisimportant when a new version of the packaged software be-
comes available. Many times it's only necessary to apply the original "package building" changes to
the newer software. At worst, the changes provide a starting point to determine what sorts of things
might need to be changed in the new version.

Make it work on different computer architectures

One of the tougher things for a package builder to do is to take a program, make it run on more than
one type of computer, and distribute packages for each. Because RPM makes it easy to take a pro-
gram's original source code, add the changes necessary to get it to build, and produce a package for
each architecture in one step, it can be pretty handy.

What's in a package?

With all the magical things we've claimed that package management software in general (and RPM
in particular) can do, you'd think there was a tiny computer guru bundled in every package.
However, the redlity is not that magical. Here's a quick overview of the more important parts of an
RPM package 1 .

RPM's Package Labels

Every package built for RPM has to have a specific set of information that uniquely identifiesit. We
call thisinformation a package label. Here are two sample package labels:

* nls-1.0-1

e perl-5.001m4

While these labels look like they have very little in common, in fact they al follow RPM's package

labeling convention. There are three different components in every package label. Let's ook at each
onein order:

Component #1: The Software's Name

Every package label begins with the name of the software. The name may be derived from the name

1 See Appendix A, Format of the RPM File for complete details on the contents of a.rpm file.
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of the application packaged, or it may be a name describing a group of related programs bundled to-
gether by the package builder. The software names in the packages listed above are: nl s and per | .
Asyou can see, the software name is separated from the rest of the package label by a dash.

Component #2: The Software's Version

Next in the package label is an identifier that describes the version of the software being packaged.
If the package builder bundled a number of related programs together, the software version is prob-
ably a number of their own choosing. However, if the package consists of one major application, the
software version normally comes directly from the application's developer. The actual version spe-
cification is quite flexible, as can be seen in the examples above. The versions shown are: 1. 0 and
5. 001m A dash separates the software version from the remainder of the package label.

Component #3: The Package's Release
The package release is the most unambiguous part of a package label. It is a number chosen by the
package builder. It reflects the number of times the package has been rebuilt using the same version
software. Normally, the rebuilds are due to bugs uncovered after the package has been in use for a

while. By tradition, the package release starts at 1. The package releases in the example above are:
1and4.

Labels And Names: Similar, But Distinct

Package labels are used internally by RPM. For example, if you ask RPM to list every installed
package, it will respond with alist of package labels. When a package fileis created, part of the file-
name consists of the package label. There is no technical requirement for this, but it does make it
easier to keep track of things.

However, a package file may be renamed, and the new filename won't confuse RPM in the least.

That's because the package label is contained within the file. For afairly technical view of the inside
of apackagefile, refer to Appendix A, Format of the RPM File.

Package-wide Information

Some of the information contained in a package is general in nature. This information includes such
items as:

» The date and time the package was built.

e A description of the package's contents.

» Thetota size of al thefilesinstalled by the package.

» Information that allows the package to be grouped with similar packages.

* A digital "signature” that can be used to verify the authenticity and integrity of the package. 2

Per-file Information

Each package also contains information about every file contained in the package. The information
includes:

» The name of every file and where it isto be installed.

e Eachfile'spermissions.

» Each file'sowner and group specifications.

2 For more information on RPM's signature checking capability, refer to the section called “rpm -K — What Doesit Do?’.
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*  TheMD5 checksum of each file. 3

* Thefil€'s contents.

Let's Get Started

To summarize, a package management system uses the computer to keep track of al the various bits
and pieces that comprise an application or an entire operating system. Most package management
systems use a specially formatted file to keep everything together in a single, easily manageable en-
tity, or package. Additionally, package management systems tend to provide one or more of the fol-
lowing functions:

» Installing new packages.

* Removing old packages.

» Upgrading from an old package to anew one.

»  Obtaining information about installed packages.

RPM has been designed with Red Hat's past package management experiences in mind. PM and
RPP provided most of these functions with varying degrees of success. Marc Ewing and Erik Troan

have worked hard to make RPM better than its predecessors in every way. Now it's time to see how
they did, and learn how to use RPM!

3 Well discuss MD5 checksums in greater detail in the section called “MD5 Checksum”.
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2. Using RPM to

Table 2.1. rpm -i Command Syntax

Install

rpm -i (or --install) optionsfilel.rpm...fileN rpm

Parameters

filel.rpm...fileN rpm

‘ One or more RPM package files (URLs OK)

Install-specific Options

Page

-h (or --hash) Print hash marks ("#") during install |the section called “-h: Perfect for
the Impatient”

--test Perform installation tests only the section called “--test: Perform
Installation Tests Only”

--per cent Print percentages during install the section called “--percent: Not
Meant for Human Consumption”

--excludedocs Do not install documentation the section called “ --excludedocs:
Do Not Install Documentation For
This Package”

--includedocs Install documentation the section called “--includedocs:
Install Documentation For This
Package”

--replacepkgs Replace a package with a new copy the section called “--replacepkgs:

of itself Install the Package Even If Already

Installed”

--replacefiles Replace files owned by another|the section called “--replacefiles:

package Install the Package Even If It Re-

places Another Package's Files’

--force Ignore package and file conflicts  |the section called “--force: The Big
Hammer”

--noscripts Do not execute pre- and post-install |the section called “--noscripts: Do

scripts

Not Execute Pre- and Post-instal
Scripts’

--prefix <pat h>

Relocate package to <pat h> if
possible

the section caled “ --prefix
<pat h>: Relocate the package to
<pat h>, if possible”

--ignorearch Do not verify package architecture |the section called “ --ignorearch:
Do Not Verify Package Architec-
ture”

--ignoreos Do not verify package operating|the section called “ --ignoreos: Do

system Not Verify Package Operating Sys-
tem ”

--nodeps Do not check dependencies the section called “ --nodeps. Do

Not Check Dependencies Before In-
stalling Package ”

--ftpproxy <host >

Use <host > asthe FTP proxy

the section caled “ --ftpproxy
<host >: Use<host > AsProxy In
FTP-based Installs”

--ftpport <por t >

Use<port > asthe FTP port

the section caled “ --ftpport
<port>: Use <port> In FTP-
based Installs”

General Options

Page
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-V Display additional information the section called “Getting a bit
more feedback with -v”
-wv Display debugging information the section called “Getting a lot

more information with -vv”

--root <pat h>

Set dlternate root to <pat h>

the section called “ --root <pat h>:
Use <pat h> As An Alternate Root

--rcfile<rcfil e>

Set dternate rpmrc  file to
<rcfil e>

the section caled “ --rcfile
<rcfile> Use <rcfile> As
An Alternater pnr ¢ File”

--dbpath <pat h>

Use <pat h> to find the RPM data-
base

the section caled “ --dbpath
<pat h>: Use <path> To Find
RPM Database”

rom -i — What does it do?

Of the many things RPM can do, probably the one that people think of first is the installation of
software. As mentioned earlier, installing new software is a complex, error-prone job. RPM turns
that processinto a single command.

rpm -i (--install is equivalent) installs software that's been packaged into an RPM package file. It

does this by:

» Performing dependency checks.

e Checking for conflicts.

» Performing any tasks required before the install.

» Deciding what to do with config files.

» Unpacking files from the package and putting them in the proper place.

» Performing any tasks required after the install.

» Keeping track of what it did.

Let's go through each of these stepsin a bit more detail.

Performing dependency checks:

Some packages will not operate properly unless some other package is installed, too. RPM makes
sure that the package being installed will have its dependency requirements met. It will also insure
that the package's installation will not cause dependency problems for other aready-installed pack-

ages.

Checking for conflicts:

RPM performs a number of checks during this phase. These checks look for things like attempts to
install an already installed package, attemptsto install an older package over a newer version, or the
possibility that a file may be overwritten.

Performing any tasks required before the install:

There are cases where one or more commands must be given prior to the actual installation of a
package. RPM performs these commands exactly as directed by the package builder, thus eliminat-
ing acommon source of problems during installations.
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Deciding what to do with config files:

One of the features that really sets RPM apart from other package managers, is the way it handles
configuration files. Since these files are normally changed to customize the behavior of installed
software, simply overwriting a config file would tend to make people angry — all their customiza-
tions would be gone! Instead, RPM analyzes the situation and attempts to do "the right thing" with
config files, even if they weren't originally installed by RPM! 1

Unpacking files from the package and putting them in
the proper place:

This is the step most people think of when they think about installing software. Each package file
contains alist of filesthat are to be installed, as well astheir destination on your system. In addition,
many other file attributes, such as permissions and ownerships, are set correctly by RPM.

Performing any tasks required after the install:

Very often anew package requires that one or more commands be executed after the new filesarein
place. An example of thiswould be running Idconfig to make new shared libraries accessible.

Keeping track of what it did:

Every time RPM installs a package on your system, it keepstrack of thefilesit instaled, in its data-
base. The database contains a wealth of information necessary for RPM to do its job. For example,
RPM uses the database when it checks for possible conflicts during an install.

Performing an Install

Let's have RPM install a package. The only thing necessary is to give the command (rpm -i) fol-
lowed by the name of the packagefile:

# rpm-i eject-1.2-2.i386.rpm
#

At this point, all the steps outlined above have been performed. The package is how installed. Note
that the file name need not adhere to RPM's file naming convention:

# mv eject-1.2-2.i386.rpm baz.txt
# rpm-i baz.txt
#

In this case, we changed the name of the package file ej ect - 1. 2- 2. i 386. r pmto baz. t xt

and then proceeded to install the package. The result isidentical to the previous install, that is, the
ej ect - 1. 2- 2 package successfully installed. The name of the package file, although normally in-
corporating the package label, is not used by RPM during the installation process. RPM uses the
contents of the package file, which means that even if the file was placed on a DOS floppy and the
name truncated, the installation would till proceed normally.

URLs — Another Way to Specify Package Files

1 Areyou interested in what exactly "the right thing" means? the section called “Config file magic” has al the details.
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If you've surfed the World Wide Web, you've no doubt noticed the way web pages are identified:

htt p: //ww. r edhat . com support/docs/ r pmi RPM HOAMQ' RPM HOATO. ht m

Thisis called a Uniform Resource Locator, or URL. RPM can aso use URLS, although they look a
little bit different. Here's one:

ftp://ftp.redhat.coni pub/redhat/code/rpm rpm2.3-1.i386.rpm

Theft p: signifiesthat this URL isaFile Transfer Protocol URL. Asthe name implies, this type of
URL is used to move files around. The section containing f t p. r edhat . comspecifies the host-
name, or the name of the system where the package file resides.

The remainder of the URL (/ pub/ r edhat / code/ rpm r pm 2. 3- 1. i 386. r pm) specifiesthe
path to the package file, followed by the package file itsalf.

RPM's use of URLS gives us the ability to install a package located on the other side of the world,
with a single command:

# rpm-i ftp://ftp.gnonovision. conl pub/rpns/foobar-1.0-1.i386.rpm
#

This command would use anonymous FTP to obtain the f oobar version 1.0 package file and in-
stall it on your system. Of course, anonymous FTP (no username and password required) is not al-
ways available. Therefore, the URL may also contain a username and password preceding the host-
name;

ftp://smth:mypass@t p. gnonmovi si on. com pub/rpns/foobar-1.0-1.i386.rpm

However, entering a password where it can be seen by anyone looking at your screen is a bad idea.
So try this format:

ftp://smth@tp. gnonovisi on. conl pub/rpns/foobar-1.0-1.i386.rpm

RPM will prompt you for your password, and you'll be in business:

# rpm-i ftp://smth@tp.gnonovision.con pub/rpns/apnd-2.4-1.i386.rpm
Password for smith@tp. gnonovi sion.com mypass (not echoed)
#

After entering avalid password, RPM installs the package.
On some systems, the FTP daemon doesn't run on the standard port 21. Normally thisis done for the

sake of enhanced security. Fortunately, there is away to specify anon-standard port in a URL:

ftp://ftp.gnonmovi sion.com 1024/ pub/r pns/ f oobar-1.0-1.i386.rpm
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This URL will direct the FTP reguest to port 1024. The --ftpport option is another way to specify
the port. This option is discussed later, in the section called “ --ftpport <port >: Use <port > In
FTP-based Installs”.

A warning message you might never see

Depending on circumstances, the following message might be rare or very common. While perform-
ing an ordinary install, RPM prints a warning message:

# rpm-i cdp-0.33-100.i 386.rpm
war ni ng: /etc/cdp-config saved as /etc/cdp-config.rpnorig
#

What does it mean? It has to do with RPM's handling of config files. In the example above, RPM
found a file (/ et ¢/ cdp- confi g) that didn't belong to any RPM-installed package. Since the
cdp- 0. 33- 100 package contains afile of the same name that isto be installed in the same direct-
ory, thereis a problem.

RPM solves this the best way it can. It performs two steps:

1. Itrenamestheorigina filetocdp-confi g. rpnori g.

2. ltinstallsthe new cdp- confi g filethat came with the package.
Continuing our example, if welook in/ et ¢, we see that thisis exactly what has happened:

#1s -al /etc/cdp*

STWIr--r-- 1 root r oot 119 Jun 23 16:00 /etc/cdp-config
STW W -- 1 root r oot 56 Jun 14 21:44 /etc/cdp-config.rpnorig

#

Thisis the best possible solution to atricky problem. The package is installed with a config file that
is known to work. After all, the original file may be for an older, incompatible version of the soft-
ware. However, the origina file is saved so that it can be studied by the system administrator, who
can decide whether the original file should be put back into service or not.

Two handy options

There are two optionsto rpm -i that work so well, and are so useful, you might think they should be
RPM's default behavior. They aren't, but using them only requires that you type an extratwo charac-
ters:

Getting a bit more feedback with -v

Even though rpm -i is doing many things, it's not very exciting, is it? When performing installs,
RPM is pretty quiet, unless something goes wrong. However, we can ask for a bit more output by
adding -v to the command:

# rpm-iv eject-1.2-2.i386.rpm
Installing eject-1.2-2.i386.rpm
#

By adding -v, RPM displayed a simple status line. Using -v is a good idea, particularly if you're go-
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ing to use asingle command to install more than one package:

# rpm-iv *. rpm

Installing eject-1.2-2.i386.rpm
Installing i BCS-1.2-3.i386.rpm
Installing logrotate-1.0-1.i386.rpm

#

In this case, there were three .rpm files in the directory. By using a simple wildcard, it's as easy to
install one package asit isto install one hundred!

-h: Perfect for the Impatient

Sometimes a package can be quite large. Other than watching the disk activity light flash, there's no
assurance that RPM is working, and if it is, how far along it is. If you add -h, RPM will print fifty
hash marks ("#") as the install proceeds:

# rpm-ih eject-1.2-2.i386.rpm
HURHHHHH TR
#

Once dl fifty hash marks are printed, the package is completely installed. Using -v with -h resultsin
avery nice display, particularly when installing more than one package:

# rpm-ivh *.rpm

ej ect RHABHBHHBHHHHBH AR H B HBH AR A R A
i BCS BHABHBHHBHBHHBH AR H B HBH AR BB R AR
| ogrotate BHABHBHHBHBHHBH AR H B HHBH AR A AR R A
#

Additional options to rpm -i

Normally rpm -i, perhaps with the -v and -h, is all you'll need. However, there may be times when a
basic install is not going to get the job done. Fortunately, RPM has a wealth of install options to
make the tough times a little easier. As with any other powerful tool, you should understand these
options before putting them to use. Let's take alook at them:

Getting a lot more information with -vv

Sometimes it's necessary to have even more information than we can get with -v. By adding another
Vv, We can start to see more of RPM'sinner workings:

# rpm-ivv eject-1.2-2.i386.rpm

D installing eject-1.2-2.i386.rpm

Install|ng eject-1.2-2.i386.rpm

package: eject-1.2-2 files test = 0

running preinstall script (if any)

setting file owners and groups by nanme (not id)

/1 /usr/bin/eject owned by root (0), group root (0) node 755

/1 /usr/man/ manl/eject.1l owned by root (0), group root (0) node 644

Qoooo
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--test:

D: running postinstall script (if any)

#

The lines starting with D:  have been added by using -vv. The line ending with "fil es test =
0", means that RPM is actually going to install the package. If the number were non-zero, it would
mean that the --test option was present, and RPM would not actually perform the installation. For
more information on using --test with rpm -i, see the section called “--test: Perform Installation
TestsOnly”.

Continuing with the above example, we see that RPM next executes a pre-install script (if there is
one), followed by the actual installation of the filesin the package. There isoneline for each file be-
ing installed, and that line shows the filename, ownership, group membership, and permissions (or
mode) applied to the file. With larger packages, the output from -vv can get quite lengthy! Finally,
RPM runs a post-install script, if one exists for the package. We'l be discussing pre- and post-install
scripts in more detail in the section called “--noscripts: Do Not Execute Pre- and Post-install
Scripts’.

In the vast majority of cases, it will not be necessary to use -wv. It is normally used by software en-
gineers working on RPM itself, and the output can change without notice. However, it's a handy
way to gain insightsinto RPM's inner workings.

Perform Installation Tests Only

There are times when it's more appropriate to take it slow and not try to install a package right away.
RPM provides the --test option for that. As the names implies, it performs all the checks that RPM
normally does during an install, but stops short of actually performing the steps necessary to install
the package:

#rpm-i --test eject-1.2-2.i386.rpm
#

Once again, there's not very much output. This is because the test succeeded; had there been a prob-
lem, the output would have been a bit more interesting. In this example, there are some problems:

# rpm-i --test rpm2.0.11-1.i386.rpm
/binfrpmconflicts with file fromrpm2.3-1
fusr/bin/gendiff conflicts with file fromrpm2.3-1
/fusr/bin/rpn2cpio conflicts with file fromrpm2.3-1
{fusr/bin/rpnconvert conflicts with file fromrpm2.3-1
fusr/man/ man8/rpm 8 conflicts with file fromrpm2.3-1
error: rpm2.0.11-1.i 386.rpm cannot be installed

#

If you'll note the version numbers, we're trying to install an older version of RPM (2.0.11) "on top
of" a newer version(2.3). RPM faithfully reported the various file conflicts and summarized with a
message saying that the install would not have proceeded, even if --test had not been on the com-
mand line.

The --test option will aso catch dependency-related problems:

# rpm-i --test blather-7.9-1.i386.rpm

fail ed dependenci es:
bother >= 3.1 is needed by blather-7.9-1
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Here's atip for all you script-writers out there: RPM will return a non-zero status if the --test option
detects problems...

--replacepkgs: Install the Package Even If Already In-
stalled

The --replacepkgs option is used to force RPM to install a package that it believes to be installed
already. This option is normally used if the installed package has been damaged somehow and needs
to be fixed up.

To see how the --replacepkgs option works, let's first install some software:

# rpm-iv cdp-0.33-2.i386.rpm
Installing cdp-0.33-2.i386.rpm
#

OK, now that we have cdp- 0. 33- 2 installed, let's see what happens if we try to install the same
version "on top of" itself:

# rpm-iv cdp-0.33-2.i386.rpm

Installing cdp-0.33-2.i386.rpm

package cdp-0.33-2 is already installed

error: cdp-0.33-2.i386.rpm cannot be installed

#

That didn't go very well. Let's see what adding --r eplacepkgs will do :

# rpm-iv --repl acepkgs cdp-0.33-2.i386.rpm
Installing cdp-0.33-2.i386.rpm
#

Much better. The original package was replaced by a new copy of itself.

--replacefiles: Install the Package Even If It Replaces
Another Package's Files

While the --replacepkgs option permitted a package to be installed "on top of" itself, --replacefiles
isused to allow a package to overwrite files belonging to a different package. Sounds strange? Let's
go over it in abit more detail.

One thing that sets RPM apart from many other package managers is that it keeps track of all the
filesit installs in a database. Each file's database entry contains a variety of information about the
file, including a means of summarizing the file's contents. 2 By using these summaries, known as
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MD5 checksums, RPM can determine if a particular file is going to be replaced by a file with the
same name, but different contents. Here's an example:

Package "A" installs afile (we'll call it/ bi n/ f 0o. bar). Once Package A isingtaled, f 0o. bar
resides happily in the / bi n directory. In the RPM database, there is an entry for / bi n/ f 0o. bar,
including the file's MD5 checksum.

However, there is a another package, "B". Package B also hasafile called f 0o. bar that it wantsto
install in/ bi n. There can't be two filesin the same directory with the same name. The files are dif-
ferent; their MD5 checksums do not match. What happens if Package B isinstalled? Let's find out.
Here, we'veinstalled a package:

# rpm-iv cdp-0.33-2.i386.rpm
Installing cdp-0.33-2.i386.rpm
#

OK, no problem there. But we have another package to install. In this case, it is a new release of the
cdp package. It should be noted that RPM's detection of file conflicts does not depend on the two
packages being related. It is strictly based on the name of the file, the directory in which it resides,
and the file's MD5 checksum. Here's what happens when we try to install the package:

# rpm-iv cdp-0.33-3.i386.rpm

Installing cdp-0.33-3.i386.rpm

/usr/bin/cdp conflicts with file fromcdp-0.33-2
error: cdp-0.33-3.i386.rpm cannot be installed

#

What's happening? The package cdp- 0. 33- 2 has afile, / usr/ bi n/ cdp, that it installed. Sure
enough, thereit is. Let's highlight the size and creation date of the file for future reference:

# |ls -al /usr/bin/cdp
- T WXT - XF - X 1 root r oot 34460 Feb 25 14:27 /usr/bin/cdp
#

The package we just tried to install, cdp- 0. 33- 3 (note the different release), also installs a file
cdp in/ usr/ bi n. Since there is a conflict, that means that the two package's cdp files must be
different — their checksums don't match. Because of this, RPM won't let the second package install.
But with --replacefiles, we can force RPM to let the/ usr/ bi n/ cdp from cdp- 0. 33- 3 replace
the/ usr/ bi n/ cdp from cdp- 0. 33- 2:

# rpm-iv --replacefiles cdp-0.33-3.i386.rpm
Installing cdp-0.33-3.i386.rpm
#

Taking a closer look at / usr/ bi n/ cdp, we find that they certainly are different, both in size and

2 Well get more into this aspect of RPM in the section called “rpm -V — What Does it Do?’ when we discuss rpm -V.
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creation date:

# 1s -al [usr/bin/cdp
- T WX - XT - X 1 root r oot 34444 Apr 24 22:37 [usr/bin/cdp
#

File conflicts should be a relatively rare occurrence. They only happen when two packages attempt
to install files with the same name but different contents. There are two possible reasons for this to

happen:

* Ingtalling a newer version of a package without erasing the older version. A newer version of a
package is awonderful source of file conflicts against older versions — the filenames remain the
same, but the contents change. We used it in our example because it's an easy way to show what
happens when there are file conflicts. However, it is usually a bad idea when it comes to doing
this as away to upgrade packages. RPM has a special option for this (rpm -U) that is discussed
in Chapter 4, Using RPM to Upgrade Packages.

» Installing two unrelated packages that each install a file with the same name. This may happen
because of poor package design (hence the file residing in more than one package), or alack of
coordination between the people building the packages.

--replacefiles and Config Files

What happens if a conflicting file is a config file that you've sweated over and worked on until it's
just right? Will issuing a --replacefiles on a package with a conflicting config file blow all your
changes away?

No! RPM won't cook your goose. 3
It will save any changes you've made, to aconfig filecalled <f i | e>. r pnsave. Let'sgiveit atry:

As system administrator, you want to make sure your new users have a rich environment the first
time they log in. So you've come up with areally nifty . bashr c file that will be executed whenev-
er they log in. Knowing that everyone will enjoy your wonderful . bashr c file, you place it in/
et c/ skel . That way, every time anew account is created, your . bashr ¢ will be copied into the
new user'slogin directory.

Not realizing that the . bashr c file you modified in / et c/ skel is listed as a config file in a
package called (strangely enough) et cskel , you decide to experiment with RPM using the et c-
skel package. First you try to install it:

# rpm-iv etcskel-1.0-100.i386.rpm

et cskel |/ etc/skel/.bashrc conflicts with fi frometcskel -1.0-3
[

e
error: etcskel-1.0-100.i386.rpm cannot be installed

#

Hmmm. That didn't work. Wait a minute! | can add --r eplacefiles to the command and it should in-
stall just fine:

# rpm-iv --replacefiles etcskel-1.0-100.i386.rpm

3 You'l have to do that yourself!
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Installing etcskel-1.0-100.i386.rpm
war ni ng: /etc/skel/.bashrc saved as /etc/skel/.bashrc.rpnsave

#

Wait aminute... That's my customized . bashr c! Wasit really saved?

# 1s -al /etc/skel/

total 8

- WXT - XTI - X 1 root
STWr--1-- 1 root
STWr--1-- 1 root
STWr--1-- 1 root
STWIr--r-- 1 root
STWr--r-- 1 root
dr wxr - Xr - x 2 root
| rvxr wxr wx 1 root

r oot
r oot
r oot
r oot
r oot
r oot
r oot
r oot

186 Cct
1126 Aug

24 Jul
220 Aug
169 Jun
159 Jun
1024 Nay

9 Jun

# cat /etc/skel/.bashrc.rpmsave

# . bashrc

# User specific aliases and functions
# Modi fied by the sysadm n

uptinme

# Source gl obal definitions

if [ -f /etc/bashrc ];
/ etc/ bashrc

fi
#

t hen

12 1994
23 1995
13 1994
23 1995
17 20:02
17 20: 46
13 13:18
17 20: 46

. Xclients

. Xdefaul ts

. bash_I ogout

. bash_profile

. bashrc

. bashrc. rpnmsave

.xfm

.Xsession -> . Xclients

Whew! You heave asigh of relief, and study the new . bashr c to seeif the changes need to bein-
tegrated into your customized version.

--replacefiles Can Mean Trouble Down the Road

While --r eplacefiles can make today's difficult install go away, it can mean big headaches in the fu-
ture. When the time comes for erasing the packages involved in afile conflict, bad things can hap-

pen.

What bad things? Well, files can be deleted. Here's how, in three easy steps:

1. Two packages are installed. When the second package is installed, there is a conflict with afile
installed by the first package. Therefore, the --replacefiles option is used to force RPM to re-

place the conflicting file with the one from the second package.

2. At some point in the future, the second package is erased.

3. Theconflicting fileis gone!

Let'slook at an example. First, we install a new package. Next, we take alook at afile it installed,

noting the size and creation date.

# rpm-iv cdp-0.33-2.i386.rpm

Installing cdp-0.33-2.i386.rpm

# 1s -al /usr/bin/cdp
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- T WXT - XF - X 1 root r oot 34460 Feb 25 14:27 /usr/bin/cdp
#

Next, wetry to install a newer release of the same package. It fails:

# rpm-iv cdp-0.33-3.i386.rpm

Installing cdp-0.33-3.i386.rpm

fusr/bin/cdp conflicts with file from cdp-0.33-2
error: cdp-0.33-3.i386.rpm cannot be installed

#

So, we use --replacefiles to convince the newer package to install. We note that the newer package
installed afile on top of the file originaly installed:

# rpm-iv --replacefiles cdp-0.33-3.i386.rpm

Installing cdp-0.33-3.i386.rpm

# |ls -al /usr/bin/cdp

- T WXT - XF - X 1 root r oot 34444 Apr 24 22:37 /usr/bin/cdp
#

The original cdp file, 34,460 bytes long, and dated February 25th, has been replaced with a file
with the same name, but 34,444 bytes long from the 24th of April. The original fileislong gone.

Next, we erased the package we just installed. 4 Finally, we tried to find the file:

# rpm-e cdp-0.33-3
# |ls -al /usr/bin/cdp

I's: /usr/bin/cdp: No such file or directory

#

The file is gone. Why is this? The reason is that / usr / bi n/ cdp from the first package was re-
placed when the second package was installed using the --replacefiles option. Then, when the
second package was erased, the / usr / bi n/ cdp file was removed, since it belonged to the second
package. If the first package had been erased first, there would have been no problem, since RPM
would have realized that the first package's file had already been deleted, and would have left the
filein place.

The only problem with this state of affairs is that the first package is till installed, except for /
usr/ bi n/ cdp. So now there's a partially installed package on the system. What to do? Perhapsit's
time to exercise your new-found knowledge by issuing an rpm -i --replacepkgs command to fix up
the first package...

--nodeps: Do Not Check Dependencies Before In-
stalling Package

4 For more information on erasing packages with rpm -e, see Chapter 3, Using RPM to Erase Packages.
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One day it'll happen. You'll beinstalling a new package, when suddenly, the install bombs:

# rpm-i blather-7.9-1.i386.rpm

fail ed dependenci es:
bother >= 3.1 is needed by blather-7.9-1

#

What happened? The problem is that the package you're installing requires another package to be in-
stalled in order for it to work properly. In our example, the bl at her package won't work properly
unlessthe bot her package (and more specifically, bot her version 3.1 or later) isinstalled. Since
our system doesn't have an appropriate version of bot her instaled at all, RPM aborted the install-
ation of bl at her .

Now, 99 times out of 100, this exactly the right thing for RPM to do. After all, if the package doesn't
have everything it needs to work properly, why try to install it? Well, as with everything elsein life,
there are exceptions to the rule. And that is why there is a--nodeps option.

Adding the --nodeps options to an install command directs RPM to ignore any dependency-related
problems and to compl ete the package installation. Going back to our example above, let's add the -
-nodeps option to the command line and see what happens:

# rpm-i --nodeps blather-7.9-1.i386.rpm
#

The package was installed without a peep. Whether it will work properly is another matter, but it is
installed. In general, it's not a good idea to use --nodeps to get around dependency problems. The
package builders included the dependency requirements for a reason, and it's best not to second-
guess them.

--force: The Big Hammer

Adding --force to an install command is a way of saying "Install it anyway!" In essence, it adds -
-replacepkgs and --r eplacefiles to the command. Like a big hammer, --force is an irresistible force
5 that makes things happen. In fact, the only thing that will prevent a--for ce'ed install from proceed-
ing is a dependency conflict.

And like a big hammer, it pays to fully understand why you need to use --for ce before actually us-
ing it.
--excludedocs: Do Not Install Documentation For This
Package

RPM has a number of good features. One of them is the fact that RPM classifies the files it installs
into one of three categories.

1. Configfiles.

2. Files containing documentation.

3. All other files.

5 No pun intended.
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RPM uses the --excludedocs option to prevent files classified as documentation from being in-
stalled. In the following example, we know that the package contains documentation: specificaly,
the man page, / usr/ man/ manl/ cdp. 1. Let's see how --excludedocs keeps it from being in-
stalled:

# rpm-iv --excludedocs cdp-0.33-3.i386.rpm
Installing cdp-0.33-3.i386.rpm
# 1s -al /usr/man/ manl/cdp. 1

['s: /usr/man/ manl/cdp.1: No such file or directory

#

The primary reason to use --excludedocs is to save on disk space. The savings can be sizeable. For
example, on an RPM-installed Linux system, there can be over 5,000 documentation files, using
nearly 50 megabytes.

If you like, you can make --excludedocs the default for all installs. To do this, simply add the fol-
lowing lineto/ et ¢/ r pnr c, . r pnr c inyour login directory, or the file specified with the --rcfile

(which is discussed in the section called “ --rcfile <rcfil e>: Use <rcfil e> As An Alternate
r pnr c File”) option:

excludedocs: 1

After that, every timean rpm -i command is run, it will not install any documentation files. 6

--includedocs: Install Documentation For This Pack-

age

Asthe name implies, --includedocs directs RPM to install any files marked as being documentation.
This option is normally not required, unless the rpmrc file entry "excludedocs: 1" isincluded in the
referenced rpmrc file. Here's an example. Note that in this example, / et ¢/ r pnr ¢ contains "ex-
cludedocs: 1", which directs RPM not to install documentation files:

# |s [usr/man/ manl/ cdp. 1

I s: /usr/man/ manl/cdp.1: No such file or directory
# rpm-iv cdp-0.33-3.i386.rpm

Installing cdp-0.33-3.i386.rpm

# |'s /usr/ man/ manl/cdp. 1

I's: /usr/man/ nmanl/cdp.1: No such file or directory

#

Here we've checked to make sure that the cdp man page did not previously exist on the system.
Then after installing the cdp package, we find that the "excludedocs: 1" in/ et ¢/ r pnr c did its
job: the man page wasn't installed. Let's try it again, this time adding the --includedocs option:

# |'s /usr/ man/ manl/ cdp. 1

6 For more information on rpmrc files, refer to Appendix B, Ther pnr ¢ File.
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I s: /usr/man/ manl/cdp.1: No such file or directory

# rpm-iv --includedocs cdp-0.33-3.i386.rpm

Installing cdp-0.33-3.i386.rpm

# |'s /usr/ man/ manl/ cdp. 1

STWr--r-- 1 root r oot 4550 Apr 24 22:37 /usr/man/ nanl/cdp. 1
#

The --includedocs option overrode the rpmrc file's "excludedocs: 1" entry, causing RPM to install
the documentation file.

--prefix <pat h>: Relocate the package to <pat h>, if
possible

Some packages give the person installing them flexibility in determining where on their system they
should be installed. These are known as rel ocatable packages. A relocatable package differs from a
package that cannot be relocated, in only one way — the definition of a default prefix. Because of
this, it takes a bit of additional effort to determine if a package is relocatable. But here's an RPM
command that can be used to find out: 7

rpm-gp --queryformat "% defaul tprefix}\n" <packagefile>

Just replace <packagefi | e> with the name of the package file you want to check out. If the
package is not relocatable, you'll only see the word ( none) . If, on the other hand, the command
displays a path, that means the package is relocatable. Unless specified otherwise, every file in the
package will be installed somewhere below the path specified by the default prefix.

What if you want to specify otherwise? Easy: just use the --prefix option. Let'sgiveit atry:

# rpm-gp --queryformat "% defaul tprefix}\n" cdplayer-1.0-1.i386.rpm
{usr/1 ocal

# rpm-i --prefix /tnp/test cdplayer-1.0-1.i386.rpm
#

Here we've used our magic query command to determine that the cdpl ayer package is relocat-
able. It normally installs below / usr /1 ocal , but we wanted to move it around. By adding the -
-prefix option, we were able to make the package install in/ t mp/ t est . If we take alook there,
well seethat RPM created all the necessary directories to hold the package's files:

#1s -IR /tnp/test/

total 2

dr wxr - Xr - x 2 root r oot 1024 Dec 16 13:21 bin/

dr wWxr - Xr - X 3 root r oot 1024 Dec 16 13: 21 man/

/tmp/ test/bin:

total 41

- FWXT - XF - X 1 root r oot 40739 Cct 14 20: 25 cdp*

[ rwxr wxr wx 1 root r oot 17 Dec 16 13:21 cdplay -> /tnp/test/bin/

7 We discuss RPM's query commands in Chapter 5, Getting Information About Packages.
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/tp/test/ man:

total 1

dr wWxr - Xr - x 2 root r oot 1024 Dec 16 13: 21 nmanl/
/trp/ test/ man/ manl:

total 5

- FWXT - XT - X 1 root r oot 4550 Cct 14 20: 25 cdp. 1*
#

--noscripts: Do Not Execute Pre- and Post-install
Scripts

Before we talk about the --noscripts option, we need to cover a hit of background. In the section
called “ Getting a lot more information with -vv”, we saw some output from an install using the -vv
option. As can be seen, there are two lines that mention pre-install and post-install scripts. When
some packages are installed, they may require that certain programs be executed before, after, or be-
fore and after the package's files are copied to disk. 8

The --noscripts option prevents these scripts from being executed during an install. Thisis a very
dangerous thing to do! The --noscripts option is realy meant for package builders to use during the
development of their packages. By preventing the pre- and post-install scripts from running, a pack-
age builder can keep abuggy package from bringing down their development system. Once the bugs
are found and eliminated, the --noscripts option is no longer necessary.

--percent: Not Meant for Human Consumption

An option that will probably never be very popular is --percent. This option is meant to be used by
programs that interact with the user, perhaps presenting a graphical user interface for RPM. When
the --percent option is used, RPM displays a series of numbers. Each number is a percentage that
indicates how far along the install is. When the number reaches 100%, the installation is compl ete.

# rpm-i --percent iBCS-1.2-3.i386.rpm

% iBCS:1.2:3
%% 0. 002140
%% 1. 492386
%% 5. 296632
%% 9. 310026
%% 15. 271010
9% 26. 217846
%% 31. 216000
%% 100. 000000
%% 100. 000000

#

Thelist of percentages will vary depending on the number of filesin the package, but every package
ends at 100% when completely installed.

--rcfile<rcfil e> Use<rcfil e>As An Alternaterpm
rc File

The --rcfile option is used to specify a file containing default settings for RPM. Normally, this op-
tion is not needed. By default, RPM uses/ et ¢/ r pnr ¢ and afile named . r pnr ¢ located in your

8 It's possible to use RPM's query command to see if a package has pre- or post-install scripts. See the section called “ --scripts — Show
Scripts Associated With a Package” for more information.
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login directory.

This option would be used if there was a need to switch between severa sets of RPM defaults. Soft-
ware developers and package builders will normally be the only people using the --r cfile option. For
more information onr pnr ¢ files, see Appendix B, Ther pnr ¢ File.

--root <pat h>: Use <pat h> As An Alternate Root

Adding --root <pat h> to an install command forces RPM to assume that the directory specified by
<pat h> is actualy the "root" directory. The --root option affects every aspect of the install pro-
cess, so pre- and post-install scripts are run with <pat h> as their root directory (using ch-
root ( 2), if you must know). In addition, RPM expects its database to reside in the directory spe-
cified by thedbpath r pnr ¢ fileentry, relative to <pat h>. 9

Normally this option is only used during an initial system install, or when a system has been booted
off a"rescue disk" and some packages need to be re-installed.

--dbpath <pat h>: Use <pat h> To Find RPM Database

In order for RPM to do its handiwork, it needs access to an RPM database. Normally, this database
exists in the directory specified by the r pnr ¢ file entry, dbpath. By default, dbpath is set to /
var/lib/rpm

Although the dbpat h entry can be modified in the appropriate r pnr ¢ file, the --dbpath option is
probably a better choice when the database path needs to be changed temporarily. An example of a
time the --dbpath option would come in handy is when it's necessary to examine an RPM database
copied from another system. Granted, it's not a common occurrence, but it's difficult to handle any
other way.

--ftpport <port >: Use <port > In FTP-based Installs

Back in the section called “URLs — Another Way to Specify Package Files’ we showed how RPM
can access package files by the use of a URL. We also mentioned that some systems may not use the
standard FTP port. In those cases, it's hecessary to give RPM the proper port number to use. As we
mentioned above, one approach isto embed the port number in the URL itself.

Another approach is to use the --ftpport option. RPM will access the desired port when this option,
along with the port number, is added to the command line. In cases where the desired port seldom
changes, it may be entered inanr pnr ¢ file by using the ftpport entry. 10

--ftpproxy <host >: Use <host > As Proxy In FTP-based
Installs

Many companies and Internet Service Providers (ISPs) employ various methods to protect their net-
work connections against misuse. One of these methods is to use a system that will process all FTP
requests on behalf of the other systems on the company or ISP network. By having a single com-
puter act as a proxy for the other systems, it serves to protect the other systems against any FTP-
related misuse.

When RPM is employed on a network with an FTP proxy system, it will be necessary for RPM to
direct all its FTP requests to the FTP proxy. RPM will send its FTP requests to the specified proxy
system when the --ftppr oxy option, along with the proxy hostname, is added to the command line.

In cases where the proxy host seldom changes, it may be entered in anr pnr ¢ file by using the ftp-
proxy entry. 11

9 For more information on r pnr ¢ file entries, see Appendix B, Ther pnr ¢ File.
10 Theuse of r pnr c filesis described in Appendix B, Ther pnr ¢ File.
11 Theuse of r pnr ¢ filesis described in Appendix B, Ther pnr c File.
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--ignorearch: Do Not Verify Package Architecture

When a package file is created, RPM specifies the architecture, or type of computer hardware, for
which the package was created. Thisis a good thing, as the architecture is one of the main factorsin
determining whether a package written for one computer is going to be compatible with another
computer.

When a package isinstalled, RPM uses the arch_compat r pnr ¢ entriesin order to determine what
are normally considered compatible architectures. Unless you're porting RPM to a new architecture,
you shouldn't make any changes to these entries. 12 While RPM attempts to make the right decisions
regarding package compatibility, there are times when it errs on the side of conservatism. In those
cases, it's necessary to override RPM's decision. The --ignorear ch option is used in those cases.
When added to the command line, RPM will not perform any architecture-related checking.

Unless you really know what you're doing, you should never use --ignor ear ch!

--ignoreos: Do Not Verify Package Operating System

When a package file is created, RPM specifies the operating system for which the package was cre-
ated. Thisis a good thing as the operating system is one of the main factors in determining whether
a package written for one computer is going to be compatible with another computer.

When a package is installed, RPM uses the os_compat r pnt ¢ entries to determine what are nor-
mally considered compatible operating systems. Unless you're porting RPM to a new operating sys-
tem, you shouldn't make any changes to these entries. 13 While RPM attempts to make the right de-
cisions regarding package compatibility, there are times when it errs on the side of conservatism. In
those cases, it's necessary to override RPM's decision. The --ignor eos option is used in those cases.
When added to the command line, RPM will not perform any operating system-related checking.

Unless you really know what you're doing, you should never use --ignor eos!

12 If you are porting RPM, you'll find more on arch_compat in the section called “ xxx_compat — Define Compatible Architectures”.
13 If you are porting RPM, you'll find more on os_compat in the section called “ xxx_compat — Define Compatible Architectures”.
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3. Using RPM

Packages

Table 3.1. rpm -e Command Syntax

to Erase

rpm -e (or --erase) opt i ons pkgl ... pkgN

Parameters
pkgl ... pkgN ‘ One or more installed packages
Erase-specific Options Page
--test Perform erase tests only the section caled “ --test — Go
Through the Process of Erasing the
Package, But Do Not Erase It ”
--noscripts Do not execute pre- and post-|the section called “ --noscripts —
uninstall scripts Do Not Execute Pre- and Post-
uninstall Scripts”
--nodeps Do not check dependencies the section caled “ --nodeps. Do
Not Check Dependencies Before
Erasing Package”
General Options Page
-W Display debugging information the section called “Getting More In-

formation With -vv”

--root <pat h>

Set alternate root to <pat h>

the section called “ --root <pat h>
— Use<pat h> Asthe Root "

-rcfile<rcfil e> Set dternate rpmrc  file tofthe section called --rcfile
<rcfil e> <rcfile> — Read <rcfil e>

For RPM Defaults”
--dbpath <pat h> Use <pat h> to find the RPM data- [the section called --dbpath

base

<pat h>: Use <path> To Find
RPM Database”

rpm -e — What Does it Do?

The rpm -e command (--erase is equivalent) removes, or erases, one or more packages from the
system. RPM performs a series of steps whenever it erases a package:

» It checks the RPM database to make sure that no other packages depend on the package being

erased.

* It executes apre-uninstall script (if one exists).

» It checksto seeif any of the package's config files have been modified. If so, it saves copies of

them.

» It reviews the RPM database to find every file listed as being part of the package, and if they do
not belong to another package, deletes them.

» It executes a post-uninstall script (if one exists).

» Itremovesall traces of the package (and the files belonging to it) from the RPM database.
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That's quite a bit of activity for asingle command. No wonder RPM can be such atime-saver!

Erasing a Package

The most basic erase command is:

# rpm-e eject
#

In this case, the ej ect package was erased. There isn't much in the way of feedback, is there?
Could we get more if we add -v?

# rpm-ev eject
#

Still nothing. However, there's another option that can be counted on to give a wealth of informa
tion. Let'sgiveit atry:

Getting More Information With -vv

By adding -vv to the command line, we can often get a better feel for what's going on inside RPM.
The -vv option was really meant for the RPM devel opers, and its output may change, but it is a great
way to gain insight into RPM's inner workings. Let's try it with rpm -e:

rpm-evv eject

uni nstal ling record nunber 286040
runni ng preuninstall script (if any)
renoving files test = 0

/usr/ man/ manl/ eject.1 - renoving
/usr/bin/eject - renoving

runni ng postuninstall script (if any)
renovi ng dat abase entry

renovi ng name i ndex

renmovi ng group index

removing file index for /usr/bin/eject
removing file index for /usr/man/ manl/eject.1

i vivivivivivivivivieiwiie:

Although -v had no effect on RPM's output, -vv gave us atorrent of output. But what does it tell us?

First, RPM displays the package's record number. The number is normally of use only to people that
work on RPM's database code.

Next, RPM executes a"pre-uninstall" script, if one exists. This script can execute any commands re-
quired to remove the package before any files are actually deleted.

The"files test = 0"lineindicatesthat RPM is to actually erase the package. If the number
had been non-zero, RPM would only be performing a test of the package erasure. This happens
when the --test option is used. Refer to the section called “ --test — Go Through the Process of
Erasing the Package, But Do Not Erase It ” for more information on the use of the --test option with
rpm -e.

The next two lines log the actual removal of the files comprising the package. Packages with many
files can result in alot of output when using -vv!
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Next, RPM executes a "post-uninstall" script, if one exists. Like the pre-uninstall script, this script is
used to perform any processing required to cleanly erase the package. Unlike the pre-uninstall script,
however, the post-uninstall script runs after all the package's files have been removed.

Finally, the last five lines show the process RPM uses to remove every trace of the package from its
database. From the messages, we can see that the database contains some per-package data, fol-
lowed by information on every file installed by the package.

Additional Options

If you're interested in a complex command with lots of options, rpm -e is not the place to look.
Therejust aren't that many different ways to erase a package! But there are a few options you should
know about.

--test — Go Through the Process of Erasing the Pack-
age, But Do Not Erase It

If you're abit gun-shy about erasing a package, you can use the --test option first to see what rpm -e
would do:

# rpm-e --test bother

renovi ng these packages woul d break dependenci es:
bother >= 3.1 is needed by blather-7.9-1

#

It's pretty easy to see that the bl at her package wouldn't work very well if bot her were erased.
To be fair, however, RPM wouldn't have erased the package in this example unless we used the -
-nodeps option, which we'll discuss shortly.

However, if there are no problems erasing the package, you won't see very much:

# rpm-e --test eject
#

We know, based on previous experience, that -v doesn't give us any additional output with rpm -e.
However, we do know that -vv works wonders. Let's see what it has to say:

rpm-evv --test eject

uni nstal ling record nunber 286040
runni ng preuninstall script (if any)
woul d renove files test =1

/fusr/ man/ manl/eject.1 - woul d renove
/usr/bin/eject - would renmove
runni ng postuninstall script (if any)
woul d renpve dat abase entry

* QOOUoOoO ®

As you can see, the output is similar to that of aregular erase command using the -vv option, with
the following exceptions:
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e The"would renmove files test = 1" line ends with a non-zero number. This is be-
cause --test has been added. If the command hadn't included --test, the number would have been
0, and the package would have been erased.

» Thereisalinefor each file that RPM would have removed, each one ending with "woul d r e-
nove" instead of "r enovi ng".

» Thereisonly oneline at the end, stating: "woul d renove dat abase entry", versusthe
multi-line output showing the cleanup of the RPM database during an actual erase.

By using --test in conjunction with -vv, it's easy to see exactly what RPM would do during an actual
erase.

--nodeps: Do Not Check Dependencies Before Erasing
Package

It'slikely that one day while erasing a package, you'll see something like this:

# rpm -e bot her

renovi ng these packages woul d break dependenci es:
bother >= 3.1 is needed by blather-7.9-1

#

What happened? The problem is that one or more of the packages installed on your system require
the package you're trying to erase. Without it, they won't work properly. In our example, the
bl at her package won't work properly unless the bot her package (and more specificaly,
bot her version 3.1 or later) is installed. Since we're trying to erase bot her , RPM aborted the
erasure.

Now, 99 times out of 100, this is exactly the right thing for RPM to do. After all, if the package is
needed by other packages, why try to erase it? As with everything elsein life, there are exceptions to
therule. And that iswhy thereis a--nodeps option.

Adding the --nodeps options to an erase command directs RPM to ignore any dependency-related
problems, and to erase the package. Going back to our example above, let's add the --nodeps option
to the command line and see what happens:

# rpm-e --nodeps bot her
#

The package was erased without a peep. Whether the bl at her package will work properly is an-
other matter. In general, it's not a good idea to use --nodeps to get around dependency problems.
The package builders included the dependency requirements for areason, and it's best not to second-
guess them.

--noscripts — Do Not Execute Pre- and Post-uninstall
Scripts

In the section called “ Getting More Information With -vv”, we used the -vv option to see what RPM
was actually doing when it erased a package. We noted that there were two scripts, a pre-uninstall
and a post-uninstall, that were used to execute commands required during the process of erasing a
package.
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The --noscripts option prevents these scripts from being executed during an erase. This is a very
dangerous thing to do! The --noscripts option is really meant for package builders to use during the
development of their packages. By preventing the pre- and post-uninstall scripts from running, a
package builder can keep a buggy package from bringing down their development system. Once the
bugs are found and eliminated, there's very little need to prevent these scripts from running; in fact,
doing so can cause problems!

-rcfile<rcfil e>— Read <rcfil e> For RPM Defaults

The --rcfile option is used to specify a file containing default settings for RPM. Normally, this op-
tion is not needed. By default, RPM uses/ et ¢/ r pnr ¢ and afile named . r pnr ¢ located in your
login directory.

This option would be used if there was a need to switch between several sets of RPM defaults. Soft-
ware developers and package builders will normally be the only people using the --r cfile option. For
more information onr pnr ¢ files, see Appendix B, Ther pnr ¢ File.

--root <pat h> — Use <pat h> As the Root

Adding --root <pat h> to an install command forces RPM to assume that the directory specified by
<pat h> is actualy the "root" directory. The --root option affects every aspect of the install pro-
cess, so pre- and post-install scripts are run with <pat h> as their root directory (using ch-
root ( 2), if you must know). In addition, RPM expects its database to reside in the directory spe-
cified by the dbpath r pnr ¢ fileentry, relativeto <pat h>. 1

Normally this option is only used during an initial system install, or when a system has been booted
off a"rescue disk" and some packages need to be re-installed.

--dbpath <pat h>: Use <pat h> To Find RPM Database

In order for RPM to do its handiwork, it needs access to an RPM database. Normally, this database
exists in the directory specified by the r pnr c file entry, dbpath. By default, dbpath is set to /
var/lib/rpm

Although the dbpath entry can be modified in the appropriate r pnr ¢ file, the --dbpath option is
probably a better choice when the database path needs to be changed temporarily. An example of a
time the --dbpath option would come in handy is when it's necessary to examine an RPM database
copied from another system. Granted, it's not a common occurrence, but it's difficult to handle any
other way.

rom -e and Config files

If you've made changes to a configuration file that was originally installed by RPM, your changes
won't be lost if you erase the package. Say, for example, that we've made changes to /
et c/ skel /. bashr c (aconfig file), which was installed as part of the et cskel package. Later,
weremove et cskel :

# rpm-e etcskel
#

But if wetakealook in/ et ¢/ skel , look what's there:

# |s -al

1 For more information on r pnt ¢ file entries, see Appendix B, Ther pnr ¢ File.
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total 5

dr wxr - Xr - x
dr wxr - Xr - x
-FTWrF--f--
dr wxr - Xr - x

#

N~ 0w

r oot
r oot
r oot
r oot

r oot
r oot
r oot
r oot

1024 Jun
2048 Jun
152 Jun
1024 May

17 22:01 .

17 19:01
17 21:54
13 13:18

_bashrc. rpnsave
. xfm

Sure enough: . bashrc. rpnsave is a copy of your modified . bashrc filel Remember,
however, that this feature only works with config files. Not sure how to determine which files RPM
thinks are config files? Chapter 5, Getting Information About Packages will show you how.

Watch Out!

RPM takes most of the work out of removing software from your system, and that's great. As with
everything else in life, however, there's a downside. RPM also makes it easy to erase packages that
are critical to your system's continued operation. Here are some examples of packages not to erase:

 RPM: RPM will happily uninstall itself. No problem — you'll just re-install it with rpm -i...

Oops!

» Bash: The Bourne-again Shell may not be the shell you use, but certain parts of many Linux sys-
tems (like the scripts executed during system startup and shutdown) use / bi n/ sh, which is a
symboliclink to/ bi n/ bash. No/ bi n/ bash, no/ bi n/ sh. No/ bi n/ sh, no system!

In many cases, RPM's dependency processing will prevent inadvertent erasures from causing
massive problems. However, if you're not sure, use rpm -q to get more information about the pack-
ageyou'd liketo erase. 2

2 See Chapter 5, Getting Information About Packages for more information on rpm -q.
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Table4.1. rpm -U Command Syntax

rpm -U (or --upgrade)optionsfil el. rpm...fil eN. rpm

Parameters
filel.rpm...fileN rpm ‘ One or more RPM package files (URLs OK)
Upgrade-specific Options Page
-h (or --hash) Print hash marks ("#") during up-|the section called “-h: Perfect for
gradea the Impatient”
--oldpackage Permit "upgrading” to an older|the section called “ --oldpackage:
package Upgrade To An Older Version”
--test Perform upgrade tests onlya the section called “--test: Perform
Installation Tests Only”
--excludedocs Do not install documentationa the section called “ --excludedocs:
Do Not Install Documentation For
This Package”
--includedocs Install documentationa the section called “--includedocs:
Install Documentation For This
Package”
--replacepkgs Replace a package with a new copy the section called “--replacepkgs:
of itselfa Install the Package Even If Already
Installed”
--replacefiles Replace files owned by another|the section called “--replacefiles:
packagea Install the Package Even If It Re-
places Another Package's Files’
--force Ignore package and file conflicts  |the section called “--force: The Big
Hammer”
--per cent Print percentages during upgradea  |the section called “--percent: Not
Meant for Human Consumption”
--noscripts Do not execute pre- and post-install |the section called “ --noscripts: Do

scripts

Not Execute Install and Uninstall
Scripts”

--prefix <pat h>

Relocate package to <pat h> if
possiblea

the section called --pr efix
<pat h>: Relocate the package to
<pat h>, if possible”

--ignorearch Do not verify package architecturea |the section called “ --ignorearch:
Do Not Verify Package Architec-
ture”

--ignoreos Do not verify package operating|the section called “ --ignoreos: Do

systema Not Verify Package Operating Sys-
tem”

--nodeps Do not check dependenciesa the section called “ --nodeps. Do

Not Check Dependencies Before In-
stalling Package "

--ftpproxy <host >

Use<host > asthe FTP proxya

the section called “ --ftpproxy
<host >: Use<host > AsProxy In
FTP-based Installs”

--ftpport <port >

Use<port > asthe FTP porta

the section called --ftpport
<port>: Use <port> In FTP-
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based Installs”
General Options Page
-V Display additional informationa the section called “Getting a bit
more feedback with -v”
-w Display debugging informationa the section called “Getting a lot
more information with -vv”
--root <pat h> Set dternate root to <pat h>a the section called “ --root <pat h>:

Use <pat h> As An Alternate Root

--rcfile<rcfil e> Set dternate rpmrc  file tojthe section caled “ --rcfile
<rcfil e>a <rcfile> Use <rcfile> As
An Alternater pnt ¢ File”
--dbpath <pat h> Use <pat h> to find the RPM data- [the section called “ --dbpath
base a <pat h>: Use <path> To Find
RPM Database”

a This option behaves identically to the same option used with rpm -i. Please see Chapter 2, Using RPM to Install Packages
for more information on this option.

rom -U — What Does it Do?

If there was one RPM command that could win over friends, it would be RPM's upgrade command.
After all, anyone who has ever tried to install a newer version of any software knows what a trau-
matic experience it can be. With RPM, though, this process is reduced to a single command: rpm -
U. Therpm -U command (--upgrade is equivalent) performs two distinct operations:

1. Installsthe desired package.

2. FErasesall older versions of the package, if any exist.

If it sounds to you like rpm -U is nothing more than an rpm -i command (see Chapter 2, Using
RPM to Install Packages) followed by the appropriate number of rpm -e commands, (see Chapter 3,
Using RPM to Erase Packages) you'd be exactly right. In fact, we'll be referring back to those
chapters as we discuss rpm -U, so if you haven't skimmed those chapters yet, you might want to do
that now.

While some people might think it's a "cheap shot" to claim that RPM performs an upgrade when in
fact it's just doing the equivalent of a couple of other commands, in fact, it's a very smart thing to
do. By carefully crafting RPM's package installation and erasure commands to do the work required
during an upgrade, it makes RPM more tolerant of misuse by preserving important files even if an
upgrade isn't being done.

If RPM had been written with a very "smart" upgrade command, and the install and erase com-
mands couldn't handle upgrade situations at all, installing a package could overwrite a modified con-
figuration file. Likewise, erasing a package would aso mean that config files could be erased. Not a
good situation! However, RPM's approach to upgrades makes it possible to handle even the most
tricky situation — having multiple versions of a package install simultaneously.

Config file magic

While the rpm -i and rpm -e commands each do their part to keep config files straight, it is with
rpm -U that the full power of RPM's config file handling shows through. There are no less than six
different scenarios that RPM takes into account when handling config files.

In order to make the appropriate decisions, RPM needs information. The information used to decide
how to handle config files is a set of three large numbers known as MD5 checksums. An MD5
checksum is produced when a file is used as the input to a complex series of mathematical opera-
tions. The resulting checksum has a unique property, in that any change to the file's contents will
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result in a change to the checksum of that file. 1 Therefore, MD5 checksums are a powerful tool for
quickly determining whether two different files have the same contents or not.

In the previous paragraph, we stated that RPM uses three different MD5 checksums to determine
what should be done with a config file. The three checksums are:

1. TheMD5 checksum of the filewhen it was originally installed. We'll call thisthe original file.
2. The MD5 checksum of thefile asit exists at upgrade time. Well call thisthe current file.

3. The MDS5 checksum of the corresponding file in the new package. We'll call thisthe new file.
Let's take alook at the various combinations of checksums, see what RPM will do because of them,

and discuss why. In the following examples, well use the letters X, Y, and Z in place of lengthy
MD5 checksums.

Original file = X, Current file = X, New file = X

In this case, the file originally installed was never modified. 2 The file in the new version of the
package is identical to the file on disk.

In this case, RPM ingtalls the new file, overwriting the original. Y ou may be wondering why go to
the trouble of installing the new file if it's just the same as the existing one. The reason is that as-
pects of the file other than its name and contents might have changed. The file's ownership, for ex-
ample, might be different in the new version.

Original file = X, Current file = X, New file = Y

The original file has not been modified, but the file in the new package is different. Perhaps the dif-
ference represents a bug-fix, or anew feature. It makes no difference to RPM.

In this case, RPM ingtalls the new file, overwriting the original. This makes sense. If it didn't, RPM
would never permit newer, modified versions of software to be installed! The original file is not
saved, since it had not been changed. A lack of changes here means that no site-specific modifica
tions were made to thefile.

Original file = X, Current file =Y, New file = X

Here we have afile that was changed at some point. However, the new file is identical to the exist-
ing file prior to the local modifications.

In this case, RPM takes the viewpoint that since the original file and the new file are identical, the
modifications made to the original version must still be valid for the new version. It leaves the exist-
ing, modified filein place.

Original file = X, Current file = Y, New file = Y

At some point the origina file was modified, and those modifications happen to make the file
identical to the new file. Perhaps the modification was made to fix a security problem, and the new
version of the file has the same fix applied to it.

In this case, RPM installs the new version, overwriting the modified original. The same philosophy
used in the first scenario applies here — although the file has not changed, perhaps some other as-
pect of thefile has, so the new version isinstalled.

Original file = X, Current file =Y, New file = Z

Here the original file was modified at some point. The new file is different from both the original

1 Actualy, there's aonein 2128 chance a change will go undetected, but for all practical purposes, it's as close to perfect as we can get.
2 Or, as some sticklers for detail may note, it may have been modified, and subsequently those modifications were undone.
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and the modified versions of the original file.

RPM is not able to analyze the contents of the files, and determine what is going on. In thisinstance,
it takes the best possible approach. The new file is known to work properly with the rest of the soft-
ware in the new package — at least the people building the new package should have insured that it
does. The modified original file is an unknown: it might work with the new package, it might not.
So RPM installs the new file.

BUT... The existing file was definitely modified. Someone made an effort to change the file, for
some reason. Perhaps the information contained in the file is still of use. Therefore, RPM saves the
modified file, naming it <fil e>. r pnmsave, and prints a warning, so the user knows what
happened:

war ni ng: /etc/skel/.bashrc saved as /etc/skel/.bashrc.rpnsave

These five scenarios cover just about every possible circumstance, save one. The missing scenario?
Original file = none, Current file = ??, New file = ??

While RPM doesn't use checksums in this particular case, we'll describe it in those terms, for the
sake of consistency. In thisinstance, RPM had not installed the file originally, so there is no original
checksum.

Because the file had not originally been installed as part of a package, there is no way for RPM to
determine if the file currently in place had been modified. Therefore, the checksums for the current
file and the new file are irrelevant; they cannot be used to clear up the mystery.

When this happens, RPM renames thefileto <f i | e>. r pnori g, prints awarning, and installs the
new file. This way, any modifications contained in the origina file are saved. The system adminis-
trator can review the differences between the original and the newly installed files and determine
what action should be taken.

As you can see, in the mgjority of cases RPM will automatically take the proper course of action
when performing an upgrade. It is only when config files have been modified and are to be overwrit-
ten, that RPM leaves any post-upgrade work for the system administrator. Even in those cases,
many times the modified files are not worth saving and can be del eted.

Upgrading a Package

The most basic version of the rpm -U command is simply "rpm -U", followed by the name of a
. r pmpackage file:

# rpm-U eject-1.2-2.i386.rpm
#

Here, RPM performed all the steps necessary to upgrade the ej ect - 1. 2- 2 package, faster than
could have been done by hand. As in RPM's install command, Uniform Resource Locators, or
URLSs, can also be used to specify the packagefile. 3

rom -U's Dirty Little Secret

WEéll, in the example above, we didn't tell the whole story. There was no older version of the ej ect
package instaled. Yes, it's true — rpm -U works just fine as a replacement for the normal install
command rpm -i.

3 For more information on RPM's use of URLS, please see the section called “URLs— Another Way to Specify Package Files’.
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This is another, more concrete example of the strength of RPM's method of performing upgrades.
Since RPM's install command is smart enough to handle upgrades, RPM's upgrade command is
realy just another way to specify an install. Some people never even bother to use RPM's install
command; they always userpm -U. Maybe the "-U" should stand for, "Uh, do the right thing"...

They're Nearly Identical...

Given the fact that rpm -U can be used as a replacement to rpm -i, it follows that most of the op-
tions available for rpm -U areidentical to those used with rpm -i. Therefore, to keep the duplication
to aminimum, we'll discuss only those options that are unique to rpm -U, or that behave differently
from the same option when used with rpm -i. The table on Table 4.1, “rpm -U Command Syntax”
at the start of this chapter shows all valid options to RPM's upgrade command, and indicates which
are identical to those used with rpm -i.

--oldpackage: Upgrade To An Older Version

This option might be used a bit more by people that like to stay on the "bleeding edge" of new ver-
sions of software, but eventually, everyone will probably need to use it. Usually, the situation plays
out like this:

* You hear about some new software that sounds pretty nifty, so you download the . r pmfile and
install it.

» The software is great! It does everything you ask for, and more. You end up using it every day
for the next few months.

* You hear that a new version of your favorite software is available. Y ou waste no time in getting
the package. Y ou upgrade the software by using rpm -U. No problem!

» Fingers arched in anticipation, you launch the new version. Y our computer's screen goes blank!

Looks like a bug in the new version. Now what do you do? Hmmm. Maybe you can just "upgrade”
to the older version. Let'stry to go back to release 2 of cdp- 0. 33 from release 3.

# rpm-UW cdp-0.33-2.i386.rpm

Installing cdp-0.33-2.i386.rpm

package cdp-0.33-3 (which is newer) is already installed
error: cdp-0.33-2.i386.rpm cannot be installed

#

That didn't work very well. At least it told us just what the problem was — we were trying to up-
grade to an older version of a package that is already installed. Fortunately, there's a special option
for just this situation: --oldpackage. Let's giveit atry:

# rpm-W --ol dpackage cdp-0.33-2.i386.rpm

Installing cdp-0.33-2.i386.rpm

#

By using the --oldpackage option, release 3 of cdp- 0. 33 is history, and has been replaced by re-
lease 2.
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--force: The Big Hammer

Adding --for ce to an upgrade command is away of saying "Upgrade it anyway!" In essence, it adds
--replacepkgs, --replacefiles, and --oldpackage to the command. Like a big hammer, --force is an
irresistible force 4 that makes things happen. In fact, the only thing that will prevent a--for ce'ed up-
grade from proceeding is a dependency conflict.

And like a big hammer, it pays to fully understand why you need to use --for ce before actually us-
ing it.
--noscripts: Do Not Execute Install and Uninstall
Scripts

The --noscripts option prevents a package's pre- and post-install scripts from being executed. This
is no different than the option's behavior when used with RPM's install command. However, there is
an additiona point to consider when the option is used during an upgrade. The following example
uses specially-built packages that display messages when their scripts are executed by RPM:

# rpm-i bother-2.7-1.i386.rpm

This is the bother 2.7 preinstall script
isis the bother 2.7 postinstall script

In this case, a package has been installed. As expected, its scripts are executed. Next, let's upgrade
this package:

# rpm -U bot her-3.5-1.i386.rpm

This is the bother 3.5 preinstall script
This is the bother 3.5 postinstall script
This is the bother 2.7 preuninstall script
This is the bother 2.7 postuninstall script
#

This is a textbook example of the sequence of events during an upgrade. The new version of the
packageisinstalled (as shown by the pre- and post-install scripts being executed). Finally, the previ-
ous version of the package is removed (showing the pre- and post-uninstall scripts being executed).

There are really no surprises there — it worked just the way it was meant to. Thistime, let's use the
--noscr ipts option when the time comes to perform the upgrade:
# rpm-i bother-2.7-1.i386.rpm

is is the bother 2.7 preinstall script
This is the bother 2.7 postinstall script

Again, the first package isinstalled, and its scripts are executed. Now let's try the upgrade using the
--noscripts option:

4 Pun intended.
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# rpm-U --noscripts bother-3.5-1.i386.rpm

is is the bother 2.7 preuninstall script
This is the bother 2.7 postuninstall script

The difference here is that the --noscripts option prevented the new package's scripts from execut-
ing. The scripts from the package being erased were still executed.
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Packages

Table5.1. rpm -g Command Syntax

rpm -q (or --query) options

Package Selection Options

Page

pkgl ... pkgN

Query installed package(s)

the section called “ The Package La
bd”

-p<file>(or"-")

Query package file<fi | e> (URLs
OK)

the section called “ -p <fil e> —
Query a Specific RPM Package File

f<file> Query package owning <f i | e> the section caled “ -f <fil e> —
Query the Package Owning
<file>"

-a Query al installed packages the section called “-a — Query All

Installed Packages’

--whatprovides <x>

Query packages providing capabil-
ity <x>

the section called “ --whatprovides
<x>: Query the Packages That
Provide Capability <x>"

-g <gr oup>

Query packages belonging to group
<gr oup>

the section called “ -g <gr oup>:
Query Packages Belonging To
Group <gr oup>"

--whatrequires <x>

Query packages requiring capability
<X>

the section called * --whatrequires
<x>: Query the Packages That Re-
quire Capability <x>"

Information Sel

ection Options

Page

<nul | > Display full package label the section called “ The Package La
bel”

-i Display summary package informa- [the section called “-i — Display

tion Package Information”

-l Display list of filesin package the section called “-1 — Display the
Package's File List”

-C Display list of configuration files  |the section called “ -c — Display
the Package's List of Configuration
Files”

-d Display list of documentation files |the section called “ -d — Display a
List of the Package's Documenta
tion”

-S Display list of filesin package, with|the section called “ -s — Display

state the State of Each File in the Pack-
age”

--scripts Display install, uninstall, verify|the section called “ --scripts —

scripts Show Scripts Associated With a

Package”

--queryformat (or --gf)

Display queried data in custom
format

the section called “ --queryformat
— Construct a Custom Query Re-
sponse”

--dump

Display al verifiable information
for each file

the section caled “ --dump: Dis
play All Verifiable Information for
Each File”
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--provides Display capabilities  package|the section called “ --provides: Dis-
provides play Capabilities Provided by the
Package”
--requires (or -R) Display capabilities package re-|the section called “ --requires: Dis-
quires play Capabilities Required by the
Package”
General Options Page
-v Display additional information the section caled “ -v — Display
Additional Information ”
-W Display debugging information the section called “ Getting a lot
more information with -vv ”
--root <pat h> Set alternate root to <pat h> the section called “ --root <pat h>:

Use <pat h> As An Alternate Root

-rcfile<rcfil e> Set dternate rpnrc file tojthe section caled “ --rcfile
<rcfil e> <rcfile> Use <rcfile> As
An Alternater pnr ¢ File”
--dbpath <pat h> Use <pat h> to find the RPM data- [the section called “ --dbpath
base <pat h>: Use <path> To Find
RPM Database”

rom -g — What does it do?

One of the nice things about using RPM is that the packages you manage don't end up going into
some kind of black hole. Nothing would be worse than to install, upgrade, and erase several differ-
ent packages and not have a clue asto what's on your system. In fact, RPM's query function can help
you get out of sticky situations like:

* You're poking around your system, and you come across afile that you just can't identify. Where
did it come from?

e Your friend sends you a package file, and you have no idea what the package does, what it in-
stalls, or whereit originally came from.

* You know that you installed XFree86 a couple months ago, but you don't know what version,
and you can't find any documentation on it.

Thelist could go on, but you get the idea. The rpm -q command is what you heed. If you're the kind
of person that doesn't like to have more options than you know what to do with, rpm -g might look
imposing. But fear not. Once you have a handle on the basic structure of an RPM query, it'll be a
piece of cake.

The Parts of an RPM Query

It becomes easy to construct a query command once you understand the individual parts. First is the
-q (You can also use --query, if you like). After all, you need to tell RPM what function to perform,
right? The rest of a query command consists of two distinct parts. package selection (or what pack-
ages you'd like to query), and information selection (or what information you'd like to see). Let's
take alook at package selection first:

Query Commands, Part One: Package Selection

The first thing you'll need to decide when issuing an RPM query is what package (or packages)
you'd like to query. RPM has several ways to specify packages, so you have quite an assortment to
choose from.
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The Package Label

In earlier chapters, we discussed RPM's package label, a string that uniquely identifies every in-
stalled package. Every label contains three pieces of information:

1. Thename of the packaged software.
2. Theversion of the packaged software.

3. The package's release number.

When issuing a query command using package labels, you must always include the package name.
You can also include the version and even the release, if you like. The only restrictions are that each
part of the package label specified must be complete, and that if any parts of the package label are
missing, all parts to the right must be omitted as well. This second restriction is just a long way of
saying that if you specify the release, you must also specify the version as well. Let's look at a few
examples.

Say, for instance, you've recently installed a new version of the C libraries, but you can't remember
the version number:

# rpm-q |libc
[ibc-5.2.18-1
#

In this type of query, RPM returns the complete package label for all installed packages that match
the given information. In the example above, if version 5.2.17 of the C libraries was also installed,
its package label would have been displayed, too.

In this example, we've included the version as well as the package name:

#rpm-q rpm2.3
rpmz2.3-1
#

Note, however, that RPM is a hit picky about specifying package names. Here are some queries for
the C library that won't work:

# rpm-q LibC
package LibC is not installed

#
#rpm-qlib

package lib is not installed

#
#rpm-q "lib*"

package lib* is not installed

#

62



Getting Information About Packages

# rpm-q libc-5
package libc-5 is not installed

#
# rpm-q libc-5.2.1

package libc-5.2.1 is not installed

#

As you can see, RPM is case sensitive about package hames and cannot match partial names, ver-
sion numbers, or release numbers. Nor can it use the wildcard characters we've come to know and
love. Aswe've seen, however, RPM can perform the query when more than one field of the package
label is present. In the above case, rpm -q libc-5.2.18, or even rpm -q libc-5.2.18-1 would have
found the package, | i bc-5. 2. 18- 1.

Querying based on package labels may seem a bit restrictive. After al, you need to know the exact
name of a package in order to perform a query on it. But there are other ways of specifying pack-

ages. ..

-a— Query All Installed Packages

-f<fil

Want lots of information fast? Using the -a option, you can query every package installed on your
system. For example:

# rpm-qa

El ectri cFence-2.0.5-2
| mgeMagi ck- 3. 7-2

tmet ex- xt exsh-0.3.3-8
| out-3.06-4

#

(On a system installed using RPM, the number of packages can easily number 200 or more; we've
deleted most of the output.)

The -a option can produce mountains of output, which makes it a prime candidate for piping
through the many Linux/UNIX commands available. One of the prime candidates would be a pager
such as mor e, so that the list of installed packages could be viewed a screenful at atime.

Another handy command to pipe rpm -ga's output through is grep. In fact, using grep, it's possible
to get around RPM's lack of built-in wildcard processing:

# rpm-ga | grep -i sysv

SysVinit-2.64-2

#

In this example, we were able to find the SysVi ni t package, even though we didn't have the com-
plete package name, or capitalization.

e>— Query the Package Owning <fi | e>

How many times have you found a program sitting on your system and wondered "what doesit do?"
Well, if the program was installed by RPM as part of a package, it's easy to find out. Simply use the
-f option. Example: You find a strange program called Isin/ bi n (Okay, it is a contrived example).
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Wonder what package installed it? Simple!

# rpm-gf /bin/ls
fileutils-3.12-3
#

If you happen to point RPM at afileit didn't install, you'll get a message similar to the following:

# rpm-qgf .cshrc
file /home/ed/.cshrc is not owned by any package

#

A Tricky Detail

It's possible that you'll get the "not owned by any package' message in error. Here's an example of
how it can happen:

# rpm -qgf /usr/X11/bin/xterm
file /usr/ X11l/bin/xtermis not owned by any package

#

As you can see, we're trying to find out what package the xt er mprogram is part of. The first ex-
ample failed, which might lead oneto believe that xt er mreally isn't owned by any package.

However, let'slook at adirectory listing:
#1s -1F [usr

| T KT WKT WX 1 root r oot 5 May 13 12:46 X11 -> X11R6/
dr Wxr wxr - X 7 root r oot 1024 Mar 21 00: 21 X11R6/

(Wevetruncated the list; normally / usr isquite a bit more crowded than this.)

The key hereistheline ending with"X11 -> X11R6/". Thisisknown asa"symboaliclink". It'sa
way of referring to afile (here, a directory file) by another name. In this case, if we used the path /

usr/ X11, or / usr/ X11R6, it shouldn't make a difference. It certainly doesn't make a difference
to programs that simply want access to the file. But it does make a difference to RPM, because RPM
doesn't use the filename to access the file. RPM uses the filename as a key into its database. It would
be very difficult, if not impossible, to keep track of all the symlinks on a system and try every pos-
sible path to afile during a query.

What to do? There are two options:

1. Make sure you always specify a path free of symlinks. This can be pretty tough, though. An al-
ternative approach isto use namei to track down symlinks:
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# namei /usr/ X11/ bin/ xterm
f: Jusr/X11/ bi n/ xterm
d usr
| X11 -> X11R6
d X11R6
d bin
- xterm

It's pretty easy to see the X11 to X11R6 symlink. Using this approach you can enter the non-
symlinked path and get the desired resullts:

# rpm -qf /usr/X11R6/ bi n/xterm
XFree86-3.1.2-5
#

2. Change your directory to the one holding the file you want to query. Even if you use a sym-
linked path to get there, querying the file should then work as you'd expect:

# cd /usr/ X11/bin
# rpm-qgf xterm
XFree86-3.1.2-5
#

So if you get a "not owned by any package" error, and you think it may not be true, try one of the
approaches above.

-p <fi |l e>— Query a Specific RPM Package File

Up to now, every means of specifying a package to an RPM query focused on packages that had
already been installed. While it's certainly very useful to be able to dredge up information about
packages that are already on your system, what about packages that haven't yet been installed? The -
p option can do that for you.

One situation where this capability would help, occurs when the name of a package file has been
changed. Since the name of the file containing a package has nothing to do with the name of the
package (though, by tradition it's nice to name package files consistently), we can use this option to
find out exactly what package afile contains:

# rpm-qgp foo. bar
rpm2.3-1
#

With one command RPM gives you the answer. 1
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The -p option can also use Uniform Resource Locators to specify package files. See the section
called “URLs— Another Way to Specify Package Files’ for more information on using URLS.

There'sone last trick up -p's sleeve — it can also perform a query by reading a package from stand-
ard input. Here's an example:

# cat bother-3.5-1.i386.rpm| rpm-qp -
bot her-3.5-1
#

We piped the output of cat into RPM. The dash at the end of the command line directs RPM to read
the package from standard input.

-g <gr oup>: Query Packages Belonging To Group <gr oup>

When a package is built, the package builder must classify the package, grouping it with other pack-
ages that perform similar functions. RPM gives you the ability to query installed packages based on
their groups. For example, there is a group known as Base. This group consists of packages that
provide low-level structure for a Linux distribution. Let's see what installed packages make up the
Base group:

# rpm-qg Base

setup-1.5-1
panctonfig-0.5
filesystem 1.
cront abs- 1. 3-
dev-2.3-1
etcskel -1.1-1
initscripts-2.73-1
mai | cap-1.0-3

pam 0. 50- 17
passwd- 0. 50- 2

redhat -rel ease-4.0-1
rootfiles-1.3-1
terncap-9.12. 6-5

0-5
2-1
1

#

One thing to keep in mind is that group specifications are case-sensitive. Issuing the command rpm
-qg base won't produce any output.

--whatprovides <x>: Query the Packages That Provide Capability
<X>

RPM provides extensive support for dependencies between packages. The basic mechanism used is
that a package may require what another package provides. The thing that is required and provided
can be a shared library's soname. It can also be a character string chosen by the package builder. In
any case, it'simportant to be able to display which packages provide a given capability.

Thisisjust what the --whatprovides option does. When the option, followed by a capahility, is ad-

ded to a query command, RPM will select those packages that provide the capability. Here's an ex-
ample:

# rpm-qg --whatprovi des nodul e-info

1 0n most Linux systems, the file command can be used to obtain similar information. See Appendix A, Format of the RPM File for details
on how to add this capability to your system's file command.
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kernel -2.0. 18-5
#

In this case, the only package that providesthe nodul e- i nf o capability isker nel - 2. 0. 18- 5.

--whatrequires <x>: Query the Packages That Require Capability
<X>

The --whatrequires option is the logical complement to the --whatprovides option described
above. It is used to display which packages require the specified capability. Expanding on the ex-
ample we started with --whatprovides, let's see which packages require the nodul e- i nf o capab-
ility:

# rpm-qg --whatrequires nodul e-info

kernel cfg-0. 3-2

#

There's only one package that requires modul e-i nf o — ker nel cf g- 0. 3- 2.

Query Commands, Part Two: Information Selection

After specifying the package (or packages) you wish to query, you'll need to figure out just what in-
formation you'd like RPM to retrieve. As we've seen, by default, RPM only returns the complete
package label. But there's much more to a package than that. Here, we'll explore every information
selection option available to us.

-i — Display Package Information

Adding -i to rpm -q tells RPM to give you some information on the package or packages you've se-
lected. For the sake of clarity, let's take alook at what it gives you and explain what you're looking
at:

# rpm-qgi rpm

Nane ©orpm Distribution: Red Hat Linux Vanderbilt
Ver si on : 2.3 Vendor: Red Hat Software

Rel ease 1 Build Date: Tue Dec 24 09:07:59 1996
Install date: Thu Dec 26 23:01:51 1996 Build Host: porky.redhat.com

G oup  Uilities/ System Source RPM rpm2.3-1.src.rpm

Si ze : 631157

Sunmary . Red Hat Package Manager

Description :

RPMis a powerful package nanager, which can be used to build, install,

query, verify, update, and uninstall individual software packages. A

package consists of an archive of files, and package i nformation, including

nane, version, and description.

#

There's quite abit of information here, so let's go through it entry by entry:

* Nane — The name of the package you queried. Usually (but not always) it bears some resemb-
lance to the name of the underlying software.
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Ver si on — The version number of the software, as specified by the software's original creator.

Rel ease — The number of times a package consisting of this software has been packaged. If
the version number should change, the release number should start over againat "1".

As you've probably noticed, these three pieces of information comprise the package label we've
come to know and love. Continuing, we have:

I nstal |l dat e — Thisisthetime when the package was installed on your system.

G oup — In our example, this looks suspiciously like a path. If you went searching madly for a
directory tree by that name, you'd come up dry — it isn't a set of directories at all.

When a package builder starts to create a new package, they enter a list of words that describe
the software. The list, which goes from least specific to most specific, attempts to categorize the
software in a concise manner. The primary use for the group is to enable graphically oriented
package managers based on RPM to present packages grouped by function. Red Hat Linux's
glint command does this.

Si ze — Thisisthe size (in bytes) of every file in this package. It might make your decision to
erase an unused package easier if you see six or more digits here.

Surmmar y — Thisis a concise description of the packaged software.

Descri pti on — Thisis a verbose description of the packaged software. Some descriptions
might be more, well, descriptive than others, but hopefully it will be enough to clue you in asto
the software's role in the greater scheme of things.

Di st ri buti on — Theword "distribution” is really not the best name for this field. "Product”
might be a better choice. In any case, thisis the name of the product this package is a part of.

Vendor — The organization responsible for building this package.

Bui | d Dat e — Thetime the package was created.

Bui | d Host — The name of the computer system that built the package. 2
Sour ce RPM— The process of building a package resultsin two files:

1. The package file used to install the packaged software. This is sometimes called the binary
package.

2. The package file containing the source code and other files used to create the binary pack-
age file. This is known as the source RPM package file. This is the filename that is dis-
played in thisfield.

Unless you want to make changes to the software, you probably won't need to worry about

source packages. But if you do, stick around, because the second part of this book isfor you...

-| — Display the Package's File List

Adding -l to rpm -q tells RPM to display the list of files that are installed by the specified package
or packages. If you've used Is before, you won't be surprised by RPM'sfile list.

Here's alook at one of the smaller packages on Red Hat Linux — adduser :

# rpm -gl adduser

/ usr/ sbi n/ adduser

H

2 Note to software packagers: Choose your build machine nameswisely! A silly or offensive name might be embarrassing...
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Theadduser package consists of only onefile, so there's only one filename displayed.
-v — Display Additional Information

In some cases, the -v option can be added to a query command for additional information. The -l op-
tion we've been discussing is an example of just such a case. Note how the -v option adds verbosity:

# rpm-qgl v adduser
- I WXT - XTI - X- r oot r oot 3894 Feb 25 13:45 /usr/sbhin/ adduser
#

Looks alot like the output from |s, doesn't it? Looks can be deceiving. Everything you see here is
straight from RPM's database. However, the format is identical to Is, so it's more easily understood.
If thisis Greek to you, consult the Is man page.

-c — Display the Package's List of Configuration Files

When -c is added to an rpm -g command, RPM will display the configuration files that are part of
the specified package or packages. As mentioned earlier in the book, config files are important, be-
cause they control the behavior of the packaged software. Let's take alook at the list of config files
for XFr ee86:

# rpm -qc XFree86

/etc/ X11/fs/config

[etc/ X11/twnl system twnrc
/ etc/ X11/ xdm G veConsol e
/ et c/ X11/ xdm TakeConsol e
/ et c/ X11/ xdm Xaccess

/ et c/ X11/ xdm Xr esour ces

[ etc/ X11/ xdm Xservers

/ et c/ X11/ xdm Xsessi on

[ etc/ X11/ xdn Xset up_0

/ et ¢/ X11/ xdm chooser

[ etc/ X11/ xdnml xdm confi g
/etc/ X11/xinit/xinitrc
[etc/ X11/ xsm system xsm
/usr/ X11R6/1i b/ X11/ XF86Confi g

#

These are the files you'd want to look at first if you were looking to customize XFree86 for your
particular needs. Just like -1, we can also add v for more information:

# rpm -qcv XFree86
-r--r--r--- root root 423 Mar 21 00: 17 /etc/ X1l/fs/config

| FwWxr wxrwx- root oot 30 Mar 21 00:29 /usr/X11R6/1i b/ X11/ XF86Config -> ..

#

(Note that last file: RPM will display symbolic links, as well.)

-d — Display a List of the Package's Documentation
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When -d is added to a query, we get alist of al files containing documentation for the named pack-
age or packages. Thisisagreat way to get up to speed when you're having problems with unfamiliar
software. Aswith -c and -1, you'll see either asimplelist of filenames, or (if you've added -v) amore
comprehensive list. Here's an example that might look daunting at first, but really isn't:

# rpm -qdcf /sbin/dunp

/ et ¢/ dunpdat es
/usr/doc/dunp-0. 3-5

/usr/doc/ dunp-0. 3-5
/usr/doc/dunp-0. 3-5
/usr/doc/ dunp-0. 3-5/1 NSTALL
/usr/ doc/ dunp- 0. 3- 5/ KNOANBUGS
/usr/ doc/ dunp- 0. 3- 5/ THANKS
/usr/ doc/ dunp- 0. 3- 5/ dunp- 0. 3. announce
[ usr/ doc/ dunp-0. 3-5/ dunp. | sm
/usr/doc/dunp-0.3-5/1inux-1.2.x.patch
[ usr/ man/ man8/ dunp. 8

/usr/ man/ man8/ r dunp. 8

/usr/ man/ man8/ restore. 8
/fusr/ man/ man8/rm . 8

/fusr/ man/ man8/rrestore. 8

#

Let's take that a phabet soup set of options, one letter at atime:

* g — Perform aquery.

+ d— Listal documentation files.

e c—Listal config files.

» f— Query the package that owns the specified file (/ sbi n/ dunp, in this case).

The list of files represents all the documentation and config files that apply to the package owning /
sbi n/ dunp.

-s — Display the State of Each File in the Package

Unlike the past three sections, which dealt with alist of files of one type or another, adding -sto a
query will list the state of the files that comprise one or more packages. | can hear you out there;
you're saying, "What is the state of a file?' For every file that RPM installs, there is an associated
state. There are four possible states:

1. normal — A fileinthenor mal state has not been modified by installing another package on
the system.

2. replaced — Filesinther epl aced state have been modified by installing another package
on the system.

3. not installed—Afileisclassifiedasnot install edwhenit,er,isn'tinstalled! This
state is normally seen only if the package was partially installed. An example of a partialy in-
stalled package would be one that was installed with the --excludedocs option. Using this op-
tion, no documentation files would be installed. The RPM database would still contain entries
for these missing files, but their state would benot i nstal | ed.

4. net shared — Thenet shared state is used to support client systems that NFS mount
portions of their filesystems from a server. Since the server most likely exports filesystems to
more than one client, if a client erased a package that contained files on a shared filesystem,
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other client systems would have incompletely installed packages. The net shar ed state is
used to alert RPM to the fact that afileis on a shared filesystem and should not be erased. Files
will beinthenet shar ed state when two things happen:

a. Thenetsharedpath r pnt c file entry has been changed from its default (null) value. 3

b. Thefileistobeinstalled in adirectory within anet shared path.
Here's an example showing how file states appear:

# rpm -qgs adduser
nor nal / usr/ sbi n/ adduser

#

(That nor nal at the start of the line is the state, followed by the file name)

The file state is one of the tools RPM uses to determine the most appropriate action to take when
packages are installed or erased.

Now would the average person need to check the states of files? Not really. But if there should be
problems, this kind of information can help get things back on track.

--provides: Display Capabilities Provided by the Package

By adding --provides to a query command, we can see the capabilities provided by one or more
packages. If the package doesn't provide any capabilities, the --provides option produces no output:

# rpm-q --provides rpm
#

However, if a package does provide capabilities, they will be displayed:

# rpm-q --provides foonly
i ndex

#

It's important to remember that capabilities are not filenames. In the above example, the f oonl y
package contains no file called i ndex; it's just a character string the package builder chose. Thisis
no different from the following example:

# rpm-qg --provides libc

|ibmso.5
| i bc.so.5

#

While there might be symlinks by those namesin/ | i b, capabilities are a property of the package,
not afile contained in the package!

3 For moreinformation on r pnr c file entries, please refer to Appendix B, Ther pnr ¢ File.
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--requires: Display Capabilities Required by the Package
The --requires option (-R is equivalent) is the logical complement to the --provides option. It dis-

plays the capabilities required by the specified package(s). If a package has no requirements, there's
no output:

# rpm-q --requires adduser
#

In cases where there are requirements, they are displayed as follows:

# rpm-q --requires rpm
libz.so.1
i bdb. so. 2
libc.so.5

#

It's dlso possible that you'll come across something like this:

# rpm-q --requires bl ather
bother >= 3.1
#

Packages may aso be built to require another package. This requirement can also include specific
versions. In the example above, the bot her package is required by bl at her ; specificaly, a ver-
sion of bot her greater than or equal to 3.1.

Here's something worth understanding. Let's say we decide to track down the bot her that
bl at her says it requires. If we use RPM's query capabilities, we could use the --whatprovides
package selection option to try to find it:

# rpm-q --what provi des bot her

no package provi des bot her

#

No dice. This might lead you to believe that the bl at her package has a problem. The moral of this
story is that, when trying to find out what package fulfills another package's requirements, it's a
good idea to aso try a simple query using the requirement as a package name. Continuing our ex-
ample above, let's see if there's a package called bot her :

# rpm-qg bot her
bot her-3.5-1
#
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Bingo! However, if we see what capabilitiesthe bot her package provides, we come up dry:

# rpm-q --provi des bot her
#

The reason for the lack of output is that all packages, by default, "provide" their package name (and
version).

--dump: Display All Verifiable Information for Each File

The --dump option is used to display every piece of information RPM has on one or more files lis-
ted in its database. The information islisted in a very concise fashion. Since the --dump option dis-
plays file-related information, the list of files must be chosen by using the -I, -c, or -d options (or
some combination thereof):

# rpm-ql --dunp adduser

/usr/ sbin/ adduser 4442 841083888 cabfa53dc74952aa5b5e3a5f a5d8904b 0100755
root root 0 0 0 X

#

What does al this stuff mean? Let's go through it, item-by-item:

e The/ usr/shi n/ adduser issimple: it'sthe name of the file being dump'ed.
* 4442 isthe size of thefile, in bytes.

» How about 8410838887 It's the time the file was last modified, in seconds past the Unix zero
date of January 1, 1970.

e Thecabf ab3dc74952aa5b5e3a5f a5d8904b isthe MD5 checksum of the fil€'s contents,
al 128 bits of it.

» If you guessed 0100755 was the file's mode, you'd be right.

e Thefirstr oot representsthefile's owner.

» Thesecondr oot isthefile'sgroup.

« Well take the next part (0 0) in one chunk. The first zero shows whether the file is a config
file. If zero, asin this case, then thefileis not a config file. The next zero shows whether the file

is documentation. Again, since there is a zero here, thisfileisn't documentation, either.

» Thefina O represents the file's major and minor numbers. These are set only for device special
files. Otherwise, it will be zero.

» If the file were a symlink, the spot taken by the X would contain a path pointing to the linked
file

Normally, the --dump option is used by people that want to extract the file-related information from
RPM and process it somehow.

--scripts — Show Scripts Associated With a Package

If you add --scripts (that's two dashes) to a query, you get to see alittle bit more of RPM's underly-
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ing magic:

# rpm-q --scripts XFree86

preinstall script:
(none)

postinstall script:
/sbin/ldconfig
/ sbi n/ pantonfig --add --service=xdm --password=none --sesslist=none

preuni nstall script:
(none)

postuni nstall script:
/ sbin/ldconfig
if [ "$1" = 0] ; then
/ sbi n/ pantonfig --renove --servi ce=xdm - - passwor d=none --sesslist=none
fi

verify script:
(none)

#

In this particular case, the XFr ee86 package has two scripts: one labeled post i nst al | , and one
labeled post uni nst al | . As you might imagine, the postinstall script is executed just after the
package's files have been installed; the postuninstall script is executed just after the package's files
have been erased.

Based on the labels in this example, you'd probably imagine that a package can have as many asfive
different scripts. You'd beright:

1. Thepreinstal script, which is executed just before the package's files are installed.

2. Thepostinstall script, which is executed just after the package's filesareinstalled.

3. Thepreuninstall script, which is executed just before the package's files are removed.
4. Thepostuninstall script, which is executed just after the package's files are removed.
5. And findly, the verify script. While it's easy to figure out the other scripts' functions based on

their name, what does a script called verify do? Well, we haven't gotten to it yet, but packages
can also be verified for proper installation. This script is used during verification. 4

Is this something you'll need very often? Asin the case of displaying file states, not really. But when
you need it, you really need it!

--queryformat — Construct a Custom Query Response

OK, say you're still not satisfied. You'd like some additional information, or you think a different
format would be easier on the eyes. Maybe you want to take some information on the packages
you've installed and run it through a script for some specialized processing. Y ou can do it, using the
--queryformat option. In fact, if you look back at the output of the -i option, RPM was using -
-queryformat internally. Here's how it works:

On the RPM command line, include --queryfor mat. Right after that, enter a format string, enclosed
insingle quotes™ ".

The format string can consist of anumber of different components:
4 For more information on package verification, please see the section called “rpm -V — What Doesit Do?’.
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» Litera text, including escape sequences.
» Tags, with optional field width, formatting, and iteration information.

e Array lterators.

Let'slook at each of these components.

Literal text
Any part of aformat string that is not associated with tags or array iterators will be treated as literal
text. Literal text is just that: It's text that is printed just as it appears in the format string. In fact, a
format string can consist of nothing but literal text, although the output wouldn't tell us much about
the packages being queried. Let's give the --queryformat option a try, using a format string with
nothing but literal text:
# rpm-q --queryformat 'This is a test!' rpm

This is a test!#

The RPM command might look a little unusual, but if you take out the --queryformat option, along
with its format string, you'll see this is just an ordinary query of the r pm package. When the -
-queryformat option is present, RPM will use the text immediately following the option as a format
string. In our case, the format string is'Thisis a test!'. The single quotes are required. Otherwise,
it's likely your shell will complain about some of the characters contained in the average format
string.

The output of this command appears on the second line. As we can see, the literal text from the
format string was printed exactly asit was entered.

Carriage Control Escape Sequences
Wait aminute. What is that # doing at the end of the output? Well, that's our shell prompt. You see,
we didn't direct RPM to move to a new line after producing the output, so the shell prompt ended up
being tacked to the end of our output.
Isthere away to fix that? Yes, there is. We need to use an escape sequence. An escape segquence isa
seguence of characters that starts with a backslash (\). Escape sequences add carriage control in-
formation to aformat string. The following escape sequences can be used:
* \a— Producesabell or similar alert.
* \b — Backspaces one character.
» \f — Outputs aform-feed character.
* \n — Outputs a newline character sequence.
» \r — Outputs a carriage return character.
* \t — Causes ahorizontal tab.
* \v— Causesavertical tab.
* \\— Displays a backsash character.

Based on thislist, it seemsthat a\n escape sequence at the end of the format string will put our shell
prompt on the next line;
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# rpm-q --queryformat 'This is a test!\n' rpm
This is a test!

#

Much better...
Tags

The most important parts of aformat string are the tags. Each tag specifies what information is to be
displayed and can optionally include field-width, as well as justification and data formatting instruc-
tions. 5 But for now, let's look at the basic tag. In fact, let's look at three — the tags that print the
package name, version, and release.

Strangely enough, these tags are called NAME, VERSION, and RELEASE. In order to be used in
aformat string, the tag names must be enclosed in curly braces and preceded by a percent sign. Let's
giveitatry:

# rpm-qg --queryformat ' % NAVE} %4 VERSI ON} %4 RELEASE}\ n' rpm

rpn2. 31

#

Let's add a dash between the tags and see if that makes the output a little easier to read:

# rpm-q --queryformat ' 9% NAVE} - % VERSI ON} - %4 RELEASE}\ n' rpm
rpm2.3-1
#

Now our format string outputs standard package |abels.
Field Width and Justification

Sometimes it's desirable to allocate fields of a particular size for a tag. This is done by putting the
desired field width between the tag's leading percent sign, and the opening curly brace. Using our
package-label-producing format string, let's allocate a 20-character field for the version:

# rpm-qg --queryformat ' % NAMVE} - %20{ VERSI O\} - % RELEASE}\ n' rpm

rpm 2.3-1

#

The result is afield of 20 characters: 17 spaces, followed by the three characters that make up the
version.

In this case, the version field isright justified; that is, the datais printed at the far right of the output
field. We can | eft justify the field by preceding the field width specification with a dash:

5 RPM uses printf to do --queryformat formatting. Therefore, you can use any of the pri ntf format modifiers discussed in the
printf(3) manpage.

76



Getting Information About Packages

# rpm-q --queryformat ' 9% NAVE} - % 20{ VERSI ON} - % RELEASE}\ n' rpm
rpm2.3 -1
#

Now the version is printed at the far left of the output field. You might be wondering what would
happen if the field width specification didn't leave enough room for the data being printed. The field
width specification can be considered the minimum width the field will take. If the data being prin-
ted iswider, the field will expand to accommodate the data.

Modifiers — Making Data More Readable

While RPM does its best to appropriately display the data from a --queryformat, there are times
when you'll need to lend a helping hand. Here's an example. Say we want to display the name of
each installed package, followed by the time the package was installed. Looking through the avail-
abletags, we see INSTALLTIME. Great! Looks like thiswill be simple;

# rpm-qga --queryformat ' 9% NAVE} was installed on %I NSTALLTI ME}\n’
setup was installed on 845414601

panctonfig was installed on 845414602

filesystemwas installed on 845414607

an1mas installed on 851659311
pgp was installed on 846027549

#

WEell, that's alot of output, but not very useful. What are those numbers? RPM didn't lie -- they're
the time the packages were installed. The problem is, the times are being displayed in their numeric
form used internally by the operating system, and humans like to see the day, month, year, and so
on.

Fortunately, there's a modifier for just this situation. The name of the modifier is :date, and it fol-
lows the tag name. Let's try our example again, thistime using :date:

# rpm-qga --queryformat ' %4 NAVE} was installed on % | NSTALLTI ME: dat e}\ n'
setup was installed on Tue Cct 15 17:23:21 1996

panctonfig was installed on Tue Cct 15 17:23:22 1996

filesystemwas installed on Tue Cct 15 17:23:27 1996

rpmwas installed on Thu Dec 26 23:01:51 1996
pgp was installed on Tue Cct 22 19:39:09 1996

#

That sureisalot easier to understand, isn't it?

Here'salist of the available modifiers:

* The:date modifier displays dates in human-readable form. It transforms 846027549 into Tue
Cct 22 19:39: 09 1996.

» The:perms modifier displays file permissions in an easy-to-read format. It changes - 32275 to
- WK - XTI - X- .
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e The:depflags modifier displays the version comparison flags used in dependency processing, in
human-readable form. It turns 12 into >=.

* The:fflags modifier displays ac if the file has been marked as being a configuration file, ad if
the file has been marked as being a documentation file, and blank otherwise. Thus, 2 becomesd.

Array lterators

Until now, we've been using tags that represent single data items. There is, for example, only one
package name or installation date for each package. However, there are other tags that can represent
many different pieces of data. One such tag is FILENAMES, which can be used to display the
names of every file contained in a package.

Let's put together a format string that will display the package name, followed by the name of every
file that package contains. Well try it onthe adduser packagefirst, since it contains only onefile:

# rpm-qg --queryformat ' % NAME}: 9% FI LENAVES}\ n' adduser
adduser: /usr/sbin/ adduser

#

Hey, not bad — got it on the first try. Now let'stry it on a package with more than one file:

# rpm-q --queryformat ' 9% NAME}: 9% FI LENAMES}\n' et cskel
et cskel : (array)

#

Hmmm. What went wrong? It worked before... Well, it worked before because the adduser pack-
age contained only one file. The FILENAMES tag points to an array of hames, so when there is
more than onefile in a package, there's a problem.

But there is a solution. It's called an iterator. An iterator can step through each entry in an array,
producing output as it goes. Iterators are created when square braces enclose one or more tags and
literal text. Since we want to iterate through the FILENAMES array, let's enclose that tag in the
iterator:

# rpm-q --queryformat ' %4 NAVE}: [ % FI LENAVES}]\n' etcskel
etcskel : /etc/skel/etc/skel/.Xclients/etc/skel/.Xdefaul ts/etc/skel/.ba

#

There was more output — it went right off the screen in one long line. The problem? We didn't in-
clude a newline escape sequence inside the iterator. Let'stry it again:

# rpm-q --queryformat ' 9% NAVE}: [ % FI LENAVES}\ n]' etcskel

et cskel : /etc/skel
/etc/skel/.Xclients
/etc/skel /. Xdefaults

[ etc/skel/.bash_| ogout
/etc/skel/.bash_profile
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| etc/ skel /. bashrc
/ etc/ skel /. xsessi on

#

That's more like it. If we wanted, we could put another file-related tag inside the iterator. If we in-
cluded the FIL ESIZES tag, we'd be able to see the name of each file, aswell as how big it was:

# rpm-q --queryformat ' 9% NAVE}: [ % FI LENAVES} (9% Fl LESI ZES} bytes)\n]' etcskel

etcskel : /etc/skel (1024 bytes)
/etcl/skel/.Xclients (551 bytes)
/etcl/skel/.Xdefaults (3785 bytes)
/etcl/skel/.bash_| ogout (24 bytes)
/etcl/skel/.bash _profile (220 bytes)
/etcl/skel/.bashrc (124 bytes)
/etcl/skel/.xsession (9 bytes)

#

That's pretty nice. But it would be even nicer if the package name appeared on each line, along with
the filename and size. Maybe if we put the NAME tag inside the iterator:

# rpm-q --queryformat '[ % NAVE}: % FI LENAVES} \
? (Y% FILESI ZES} bytes)\n]' etcskel

etcskel : /etc/skel (parallel array size msmatch)#

The error message says it al. The FILENAMES and FILESIZES arrays are the same size. The
NAME tag isn't even an array. Of course the sizes don't match!

Iterating Single-Entry Tags

If atag only has one piece of data, it's possible to put it in an iterator and have its one piece of data
displayed with every iteration. Thisis done by preceding the tag name with an equal sign. Let'stry it
out on our current example:

# rpm-q --queryformat '[ % =NAME}: 9% FI LENAMES} (9% FILESI ZES} bytes)\n]' etcskel

etcskel : /etc/skel (1024 bytes)

etcskel : /etc/skel/.Xclients (551 bytes)
etcskel : /etc/skel/.Xdefaults (3785 bytes)
etcskel : /etc/skel/.bash_| ogout (24 bytes)
etcskel : /etc/skel/.bash profile (220 bytes)
etcskel : /etc/skel/.bashrc (124 bytes)
etcskel : /etc/skel/.xsession (9 bytes)

#

That's about all there is to format strings. Now, if RPM's standard output doesn't give you what you
want, you have no reason to complain. Just --queryformat it!

In Case You Were Wondering...

What's that? Y ou say you don't know what tags are available? Y ou can use RPM's --quer ytags op-
tion. When used as the only option (ie, rpm --querytags), it produces a list of available tags. It
should be noted that RPM displays the complete tag name. For instance, RPMTAG_ARCH is the
complete name, yet you'll only need to use ARCH in your format string. Here's a partial example of
the --querytags option in action:
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# rpm --querytags
RPMITAG_NAME
RPMIAG_VERSI ON
RPMITAG_RELEASE
I'?'IIDMI'AG_VERI FYSCRI PT

#

Be forewarned: the full list is quite lengthy. At the time this book was written, there were over 70
tags! You'll notice that each tag is printed in uppercase, and is preceded with RPMTAG_. If we
were to use that last tag, RPMTAG_VERIFYSCRIPT, in aformat string, it could be specified in
any of the following ways:

% RPMIAG_VERI FYSCRI PT}
% RPMTAG _VerifyScript}
% RPMIAG_VeRi FyScRi Pt}
% VERI FYSCRI PT}
% VerifyScript}
% VeRi FyScRi Pt }

The only hard-and-fast rule regarding tagsisthat if you include the RPMTAG _ prefix, it must be all
uppercase. The fourth example above shows the traditional way of specifying a tag — prefix omit-
ted, al uppercase. The choice, however, isyours.

One other thing to keep in mind is that not every package will have every type of tagged information
available. In cases where the requested information is not available, RPM will display ( none) or
(unknown) . There are also a few tags that, for one reason or another, will not produce useful out-
put when using in a format string. For a comprehensive list of queryformat tags, please see Ap-
pendix D, Available Tags For --queryformat.

Getting a lot more information with -vv

Sometimes it's necessary to have even more information than we can get with -v. By adding another
Vv, we can start to see more of RPM's inner workings:

# rpm-qvv rpm

D: opening database in //var/lib/rpm
D: querying record nunber 2341208
romz2.3-1

#

The lines starting with D:  have been added by using -vv. We can see where the RPM database is
located and what record number contains information on ther pm 2. 3- 1 package. Following that
isthe usual output.

In the vast majority of cases, it will not be necessary to use -vv. It is normally used by software en-

80



Getting Information About Packages

gineers working on RPM itself, and the output can change without notice. However, it's a handy
way to gain insights into RPM's inner workings.

--root <pat h>: Use <pat h> As An Alternate Root

Adding --root <pat h> to a query command forces RPM to assume that the directory specified by
<pat h> is actualy the "root" directory. In addition, RPM expects its database to reside in the dir-
ectory specified by the dbpath r pnr c file entry, relativeto <pat h>. 6

Normally this option is only used during an initial system install, or when a system has been booted
off a"rescue disk", and some packages need to be re-installed in order to restore normal operation.

--rcfile<rcfile> Use<rcfil e>As An Alternaterpm
rc File

The --rcfile option is used to specify a file containing default settings for RPM. Normally, this op-
tion is not needed. By default, RPM uses/ et ¢/ r pnr ¢ and afile named . r pnr ¢, located in your
login directory.

This option would be used if there was a need to switch between several sets of RPM options. Soft-
ware developer and package builders will be the people using --r cfile. For more information on r p-
nT c files, see Appendix B, Ther pnt ¢ File.

--dbpath <pat h>: Use <pat h> To Find RPM Database

In order for RPM to do its handiwork, it needs access to an RPM database. Normally, this database
exists in the directory specified by the r pnr ¢ file entry, dbpath. By default, dbpath is set to /
var/lib/rpm

Although the dbpath entry can be modified in the appropriate r pnr ¢ file, the --dbpath option is
probably a better choice when the database path needs to be changed temporarily. An example of a
time the --dbpath option would come in handy is when it's necessary to examine an RPM database
copied from another system. Granted, it's not a common occurrence, but it's difficult to handle any
other way.

A Few Handy Queries

Below are some examples of situations you might find yourself in, and ways you can use RPM to
get the information you need. Keep in mind that these are just examples. Don't be afraid to experi-
ment!

Finding Config Files Based on a Program Name

You're setting up a new system, and you'd like to implement some system-wide aliases for people
using the Bourne Again SHell, bash. The problem is you just can't remember the name of the sys-
tem-wide initialization file used by bash, or where it resides:

# rpm -qcf /bin/bash
[ etc/bashrc

#

Rather than spending time trying to hunt down the file, RPM finds it for you in seconds.

6 For more information on r pnr c file entries, see Appendix B, Ther pnr ¢ File.
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Learning More About an Uninstalled Package

Practically any option can be combined with -qp to extract information from a .rpm file. Let's say
you have an unknown .rpm file, and you'd like to know a bit more before installing it:

# rpm-qgpi |l foo. bar

Name orpm Distribution: Red Hat Linux Vanderbilt
Ver si on 2.3 Vendor: Red Hat Software

Rel ease 1 Buil d Date: Tue Dec 24 09:07:59 1996
Install date: (none) Bui |l d Host: porky.redhat.com

G oup : Wilities/ System Source RPM rpm2.3-1.src.rpm

Si ze . 631157

Sunmmrary . Red Hat Package Manager

Description :

RPMis a powerful package nanager, which can be used to build, install,
query, verify, update, and uninstall individual software packages. A

package consists of an archive of files, and package information,
i ncl udi ng name, version, and description.

[ bin/rpm

[ usr/bin/find-provides

[fusr/bin/find-requires

/usr/ bin/gendiff

[ usr/bin/rpnmcpio

/usr/doc/rpm2.3-1

/”l'Jsr/src/redhat/S(lJRCES
[ usr/src/redhat/ SPECS
/usr/src/redhat/ SRPNVS

#

By displaying the package information, we know that we have a package file containing RPM ver-
sion 2.3. We can then peruse the file list, and see exactly what it would install before installing it.

Finding Documentation for a Specific Package

Picking on bash some more, you realize that your knowledge of the software is lacking. You'd like
to see when it was installed on your system, and what documentation is available for it:

# rpm -qgi d bash

Nane : bash Distribution: Red Hat Linux (Picasso)
Ver si on :1.14.6 Vendor: Red Hat Software

Rel ease 2 Build Date: Sun Feb 25 13:59:26 1996
Install date:Mon May 13 12:47:22 1996 Build Host: porky.redhat.com

G oup :Shel l's Source RPM bash-1.14.6-2.src.rpm

Si ze : 486557

Description : GNU Bourne Again Shell (bash)
/usr/ doc/ bash-1. 14. 6-2

/usr/ doc/ bash-1. 14. 6- 2/ NEWB

/usr/ doc/ bash-1. 14. 6- 2/ READVE

/usr/ doc/ bash-1. 14. 6- 2/ RELEASE
/usr/infol/bash.info.gz

/usr/ man/ manl/ bash. 1

#

Y ou never redlized that there could be so much documentation for a shell!

Finding Similar Packages
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Looking at bash's information, we see that it belongs to the group "Shells". You're not sure what
other shell packages are installed on your system. If you can find other packages in the "Shells"
group, you'll have found the other installed shells:

# rpm-ga --queryformat ' %0{NAME} %R0{GROUP}\n' | grep -i shells

ash Shel | s
bash Shel | s
csh Shel | s
nc Shel | s
tcsh Shel | s

Now you can query each of these packages, and learn more about them, too. 7

Finding Recently Installed Packages, Part |

Y ou remember installing a new package a few days ago. All you know for certain is that the pack-
ageinstalled anew command inthe/ bi n directory. Let'stry to find the package:

# find /bin -type f -ntine -14 | rpm-gF

rpm2.3-1

#

Looks like RPM version 2.3 was installed sometime in the last two weeks.

Finding Recently Installed Packages, Part Il

Another way to see which packages were recently installed is to use the --quer yfor mat option:

# rpm-qga --queryformat '%installtinme} 9% nane}-%version}-%release} %install:
rpmdevel -2.3-1 Thu Dec 26 23:02:05 1996

rpm2.3-1 Thu Dec 26 23:01:51 1996

pgp- 2. 6. 3usa-2 Tue Oct 22 19:39:09 1996

panconfig-0.50-5 Tue Cct 15 17:23:22 1996
setup-1.5-1 Tue Oct 15 17:23:21 1996

#

By having RPM include the installation time in numeric form, it was simple to sort the packages and
then use sed to remove the user-unfriendly numeric time.

Finding the Largest Installed Packages

Let's say that you're running low on disk space, and you'd like to see what packages you have in-
stalled, along with the amount of space each package takes up. You'd also like to see the largest
packages first, so you can get back as much disk space as possible:

# rpm-qga --queryformat ' % nane}-% version}-%rel ease} %size}\n" | sort -nr +1

7 Did you see this example and say to yourself, "Hey, they could've used the -g option to query for that group directly"? If you did, you've
been paying attention. This is a more general way of searching the RPM database for information: we just happened to search by group in
this example.
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ker nel -source-2.0.18-5 20608472
tetex-0.3.4-3 19757371
emacs-el -19.34-1 12259914

rootfiles-1.3-1 3494
nkinitrd-1.0-1 1898
redhat-rel ease-4.0-1 22

#

If you don't build custom kernels, or use TeX, it's easy to see how much space could be reclaimed
by removing those packages.




Chapter 6. Using RPM to Verify
Installed Packages

Table6.1. rpm -V Command Syntax

rpm -V or (--verify, or -y) options
Package Selection Options Page
pkgl ... pkgN Verify named package(s) the section called “ The Package
Label — Verify an Installed Pack-
age Against the RPM Database”
-p<file> Verify against package file|the section called “ -p <fil e> —
<file> Verify Against a Specific Package
File”
f<file> Verify packageowning <fi | e> |the section called “ f <fil e> —
Verify the Package Owning
<file> Aganst the RPM Data-
b& ”
-a Verify all installed packages the section called “ -a — Verify All
Installed Packages Against the RPM
Database”
-g <gr oup> Verify packages belonging to group|the section called “ -g <gr oup> —
<gr oup> Verify Packages Belonging To
<group>"
Verify-specific Options Page
--noscripts Do not execute verification script  |the section called “ --noscripts: Do
Not Execute Verification Script "
--nodeps Do not verify dependencies the section called “ --nodeps. Do
Not Check Dependencies During
Verification”
--nofiles Do not verify file attributes the section called “ --nofiles: Do
Not Verify File Attributes”
General Options Page
-V Display additional information the section called “-v — Display
Additional Information”
-W Display debugging information the section called “-vv — Display
Debugging Information”
--root <pat h> Set alternate root to <pat h> the section called * --root <pat h>:
Set Alternate Root to <pat h>"
-rcfile<rcfil e> Set dtenate rpmrc  file tofthe section caled * --rcfile
<rcfile> <rcfile> Set Alternate rpnrc
fileto<rcfil e>”
--dbpath <pat h> Use <pat h> to find the RPM data- [the section called “ --dbpath
base <pat h>: Use <path> To Find
RPM Database”

rom -V — What Does it Do?

From time to time, it's necessary to make sure that everything on your system is"OK". Are you sure
the packages you've installed are still configured properly? Have there been any changes made that
you don't know about? Did you mistakenly start arecursive deletein / usr and now have to assess
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What

the damage?

RPM can help. It can alert you to changes made to any of the files installed by RPM. Also, if a
package requires capabilities provided by another package, it can make sure the other packageisin-
stalled, too.

The command rpm -V (The options -y and --verify are equivalent) verifies an installed package.
Before we see how thisis done, let's take a step back and look at the big picture.

Every time a package is installed, upgraded, or erased, the changes are logged in RPM's database.
It's necessary for RPM to keep track of this information; otherwise it wouldn't be able to perform
these operations correctly. You can think of the RPM database (and the disk space it consumes) as
being the "price of admission" for the easy package management that RPM provides. 1

The RPM database reflects the configuration of the system on which it resides. When RPM accesses
the database to see how files should be manipulated during an install, upgrade, or erase, it is using
the database as a mirror of the system's configuration.

However, we can a so use the system configuration as amirror of the RPM database. What does this
"backward" view give us? What purpose would be served?

The purpose would be to see if the system configuration accurately reflects the contents of the RPM
database. If the system configuration doesn't match the database, then we can reach one of two con-
clusions:

1. The RPM database has become corrupt. The system configuration is unchanged.

2. The RPM database isintact. The system configuration has changed.

While it would be foolish to state that an RPM database has never become corrupt, it is a suffi-
ciently rare occurrence that the second conclusion is much more likely. So RPM gives us a powerful
verification tool, essentially for free.

Does it Verify?

It would be handy if RPM did nothing more than verify that every file installed by a package actu-
ally exists on your system. In reality, RPM does much more. It makes sure that if a package depends
on other packages to provide certain capabilities, the necessary packages are, in fact, installed. If the
package builder created one, RPM will also run a special verification script that can verify aspects
of the package's installation that RPM cannot.

Finally, every file installed by RPM is examined. No less than nine different attributes of each file
can be checked. Hereisthelist of attributes:

e Owner
* Group
 Mode

¢ MDS5 Checksum
+ Size

* Major Number

* Minor Number

* Symbolic Link String

1 Actualy, the priceisfairly low. For acompletely RPM-based Linux distribution, it would be unusual to have a database over 5MB in size.
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* Modification Time

Let'stake alook at each of these attributes and why they are good things to check:

File Ownership

Most operating systems today keep track of each file's creator. This is done primarily for resource
accounting. Linux and UNIX also use file ownership to help determine access rights to the file. In
addition, some files, when executed by a user, can temporarily change the user's ID, normally to a
more privileged ID. Therefore, any change of file ownership may have far reaching effects on data
security and system availability.

File Group

In asimilar manner to file ownership, a"group” specification is attached to each file. Primarily used
for determining access rights, afile's group specification can also become a user's group 1D, should
that user execute the file's contents. Therefore, any changesin afile's group specification are import-
ant, and should be monitored.

File Mode

Encompassing the file's "permissions’, the mode is a set of hits that specifies permitted access for
the file's owner, group members, and everyone else. Even more important are two additional bits
that determine whether a user's group or user 1D should be changed if they execute the program con-
tained in the file. Since these little bombshells can let any user becomer oot for the duration of the
program, it pays to be extra careful with afile's permissions.

MD5 Checksum

The MD5 checksum of a file is ssimply a 128-bit number that is mathematically derived from the
contents of the file. The MD5 algorithm was designed by Ron Rivest, the "R" in the popular RSA
public-key encryption algorithm. The "MD" in "MD5" stands for Message Digest, which is a pretty
accurate description of what it does.

Unlike literary digests, an MD5 checksum conveys no information about the contents of the original
file. However, it possesses one unique trait:

e Any change to the file, no matter how small, results in a change to the MD5 checksum. 2

RPM creates MD5 checksums of al files it manipulates, and stores them in its database. For all in-
tents and purposes, if one of these files is changed, the MD5 checksum will change, and RPM will
detect it.

File Size

Asif the use of MD5 isn't enough, RPM a so keeps track of file sizes. A difference of even one byte
more or lesswill not go unnoticed.

Major Number

Device character and block files possess a major number. The major number is used to communicate
information to the device driver associated with the special file. For instance, under Linux the spe-
cial filesfor SCS| disk drives should have a major number of 8, while the major number for an IDE
disk drive's specia file would be 3. As you can imagine, any change to a file's major number can
have disastrous effects, and is tracked by RPM.

2| IﬂroI mI Iafgrijly! HeoI Iretb||c§ srt.andpoi nt, thisis not entirely true. Using the lingo of cryptologists, it is believed to be "computationally infeas-
ible" to find two messages that produce the same MD5 checksum.
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A file's minor number is similar in concept to the major number, but conveys different information
to the device driver. In the case of disk drives, this information can consist of a unit identifier.
Should the minor number change, RPM will detect it.

Symbolic Link

If the file in question is really a symbolic link, the text string containing the name of the linked-to
fileis checked.

Modification Time

Most operating systems keep track of the date and time that a file was last modified. RPM uses this
to its advantage by keeping modification timesin its database.

When Verification Fails — rpm -V Output

When verifying a package, RPM produces output only if there is a verification failure. When afile
fails verification, the format of the output is a bit cryptic, but it packs all the information you need
into one line per file. Here is the format:

SMBDLUGT ¢ <fil e>

Where:

* Sisthefilesize.

* Misthefile'smode.

* 5 isthe MD5 checksum of thefile.

» Disthefile'smajor and minor numbers.
» L isthefile's symbolic link contents.

* Uisowner of thefile.

» Gisthefile's group.

» T isthe modification time of thefile.

» ¢ appears only if the file is a configuration file. This is handy for quickly identifying config
files, asthey are very likely to change, and therefore, very unlikely to verify successfully.

» <fil e>isthefilethat failed verification. The complete path is listed to make it easy to find.

It's unlikely that every file attribute will fail to verify, so each of the eight attribute flags will only

appear if there is a problem. Otherwise, a". " will be printed in that flag's place. Let's look at an ex-
ample or two:

Mo, ... T fusr/ X11R6/ i b/ X11/fonts/ m sc/fonts.dir
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In this case, the mode, MD5 checksum, and modification time for the specified file have failed to
verify. Thefileis not a config file (Note the absence of a"c" between the attribute list and the file-
name).

S.5....T ¢ /etc/passwd

Here, the size, checksum, and modification time of the system password file have all changed. The
"c" indicates that thisisaconfig file.

m ssi ng / var/ spool / at/ spool

Thislast exampleillustrates what RPM does when afile, that should be there, is missing entirely.

Other Verification Failure Messages

When rpm -V finds other problems, the output is a bit easier to understand:

# rpm -V bl at her
Unsati sfied dependencies for blather-7.9-1. bother >= 3.1
#

It's pretty easy to see that the bl at her package requires at least version 3.1 of the bot her pack-
age.

The output from a package's verification script is a bit harder to categorize, as the script's contents,
aswell asits messages, are entirely up to the package builder.

Selecting What to Verify, and How

There are several ways to verify packages installed on your system. If you've taken alook at RPM's
guery command, you'll find that many of them are similar. Let's start with the simplest method of
specifying packages — the package label.

The Package Label — Verify an Installed Package
Against the RPM Database

Y ou can simply follow the rpm -V command with al or part of a package label. Aswith every other
RPM command that accepts package labels, you'll need to carefully specify each part of the label
you include. Keep in mind that package names are case-sensitive, so rpm -V PackageName and
rpm -V packagename are not the same. Let's verify thei ni t scri pt s package:

# rpm-V initscripts
#
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Whileit looks like RPM didn't do anything, the following steps were performed:

» For every filein the package, RPM checked the nine file attributes that were discussed above.

» If the package was built with dependencies, the RPM database was searched to ensure the pack-
ages that satisfy those dependencies were installed.

 If the package was built with a verification script, that script was executed.

In our example, each of these steps was performed without error — the package verified success-
fully. Remember, with rpm -V you'll only see output if a package fails to verify.

-a — Verify All Installed Packages Against the RPM
Database

If you add -a to rpm -V, you can easily verify every installed package on your system. It might take
awhile, but when it's done, you'll know exactly what's been changed on your system:

# rpm -Va
.Mb.... T Jusr/X11R6/1ib/ X11/fonts/ msc/fonts.dir
nm ssi ng /var/spool /at/.lockfile
nm ssi ng /var/ spool / at/ spool
S.5....T Jusr/lib/rhs/glint/icon.pyc
..5.... T cletc/inittab
5..... [ usr/ bi n/ 1 oadkeys

H*

Don't be too surprised if rpm -Va turns up a surprising number of files that failed verification.
RPM's verification processis very strict! In many cases, the changes flagged don't indicate problems
— they are only an indication of your system's configuration being different than what the builders
of the installed packages had on their system. Also, some attributes change during normal system
operation. However, it would be wise to check into each verification failure, just to make sure.

-f <file> — Verify the Package Owning <file>
Against the RPM Database

Imagine this: you're hard at work when a program you've used a million times before suddenly stops
working. What do you do? Well, before using RPM, you probably tried to find other files associated
with that program and see if they had changed recently.

Now you can let RPM do at least part of that sleuthing for you. Simply direct RPM to verify the
package owning the ailing program:

% rpm -Vf /sbin/cardngr

S.5....T ¢ /etc/sysconfig/pcntia

%

Hmmmm. Looks like a config file was recently changed.

Thisisn't to say that using RPM to verify a package will always get you out of trouble, but it's such
aquick step it should be one of the first things you try. Here's an example of rpm -Vf not working
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out aswell:

% rpm -Vf /etc/blunder
file /etc/blunder is not owned by any package

%

(Note that the issue surrounding RPM and symbolic links mentioned in the section called “A Tricky
Detail” also appliesto rpm -Vf. Watch those symlinks!)

-p <fi | e>— Verify Against a Specific Package File

Unlike the previous options to rpm -V, each of which verified one or more packages against RPM's
database, the -p option performs the same verification, but against a package file. Why on earth
would you want to do this when the RPM database is sitting there just waiting to be used?

WEell, what if you didn't have an RPM database? While it isn't acommon occurrence, power failures,
hardware problems, and inadvertent deletions (along with non-existent backups) can leave your sys-
tem "sans database". Then your system hiccups — what do you do now?

Thisiswhere a CD full of package files can be worth its weight in gold. Simply mount the CD and
verify to your heart's content:

# rpm -Vp / mt/ cdronf RedHat / RPMS/ i 386/ adduser-1. 1-1.i 386.rpm
#

Whatever else might be wrong with this system, at least we can add new users. But what if you have
many packages to verify? It would be a very slow process doing it one package at a time. That's
where the next option comesin handy...

-g <gr oup> — Verify Packages Belonging To <gr oup>

When a package is built, the package builder must classify the package, grouping it with other pack-
ages that perform similar functions. RPM gives you the ability to verify installed packages based on
their groups. For example, there is a group known as Shel | s. This group consists of packages that
contain, strangely enough, shells. Let's verify the proper installation of every shell-related package
on the system:

# rpm-Vg Shells

nm ssi ng / et c/ bashrc

#

One thing to keep in mind is that group specifications are case-sensitive. Issuing the command rpm
-V g shellswouldn't verify many packages:

# rpm-Vg shells
group shells does not contain any packages

#
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--nodeps: Do Not Check Dependencies During Verific-
ation

When the --nodeps option is added to a verify command, RPM will bypass its dependency verifica-
tion processing. In this example, we've added the -vv option to so we can watch RPM at work:

rpm-Wv rpm

openi ng database in //var/lib/rpm
verifying record nunmber 2341208
dependenci es: | ooking for libz.so.1
dependenci es: | ooking for |ibdb.so.2
dependenci es: | ooking for libc.so.5

* QOQUo *®

Aswe can see, there are three different capabilities that the rpm package requires:

e |libz.so.1
e |ibdb.so.2

e |libc.so.5

If we add the --nodeps option, the dependency verification of the three capabilities is no longer per-
formed:

rpm-Wv --nodeps rpm

#

D: opening database in //var/lib/rpm
D: verifying record number 2341208

#

ThelineD: verifying record nunber 2341208 indicates that RPM's normal file-based
verification proceeded normally.

--noscripts: Do Not Execute Verification Script

Adding the --noscripts option to a verify command prevents execution of the verification scripts of
each package being verified. In the following example, the package verification script is executed:

rpm -\Wv bot her

openi ng dat abase in //var/lib/rpm

verifying record number 616728

verify script found - running fromfile /var/tnmp/rpm 321.vscri pt
PATH=/ sbi n: / bi n: / usr/ sbin:/usr/bin:/usr/ X11R6/ bin
export PATH
echo This is the bother 3.5 verification script
his is the bother 3.5 verification script

OQo *®

* oo+ ++
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While the actual script is not very interesting, it did execute when the package was being verified. In
the next example, we'll use the --noscripts option to prevent its execution:
rpm-Wyv --noscripts bother

#

D: openi ng database in //var/lib/rpm
D: verifying record number 616728
#

As expected, the output is identical to the prior example — minus the lines dealing with the verifica-
tion script, of course.

--nofiles: Do Not Verify File Attributes

The --nofiles option disables RPM's file-related verification processing. When this option is used,
only the verification script and dependency verification processing are performed. In this example,
the package has afile-related verification problem:

# rpm -Wyv bash

D: openi ng database in //var/lib/rpm
D. verifying record number 279448

D: dependencies: |ooking for libc.so.5

D: dependenci es: |ooking for |ibterntap.so.2
m ssi ng / et c/ bashrc

#

When the --nofiles option is added, the missing file doesn't cause a message any more:

rpm-Wv --nofiles bash

#

D: openi ng database in //var/lib/rpm

D: verifying record number 279448

D: dependencies: |ooking for libc.so.5

D: dependenci es: |ooking for |ibterntap.so.?2
#

Thisisnot to say that the missing file problem is solved, just that no file verification was performed.

-v — Display Additional Information

Although RPM won't report an error with the command syntax if you include the -v option, you
won't see much in the way of additional output:

# rpm-W bash
#

Even if there are verification errors, adding -v won't change the output:
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#

S.5....T Jetc/rc.d/init.d/ apm
S. 5 . T [usr/ X11R6/ bi n/ xapm
#

The only time that the -v option will produce output is when the package being verified has a veri-
fication script. Any normal output from the script won't be displayed by RPM, when run without -v:
3

# rpm -V bot her
#

But when -v is added, the script's non-error-related output is displayed:

# rpm -W bot her
This is the bother 3.5 verification script

#

If you're looking for more insight into RPM's inner workings, you'll have to try the next option:
-vv — Display Debugging Information

Sometimes it's necessary to have even more information than we can get with -v. By adding another
v, that's just what we'll get:

# rpm-Wv rpm

openi ng database in //var/lib/rpm
verifying record nunber 2341208
dependenci es: | ooking for libz.so.1
dependenci es: | ooking for |ibdb.so.2
dependenci es: | ooking for libc.so.5

* Q0000

The lines starting with D:  have been added by using -vv. We can see where the RPM database is
located and what record number contains information on ther pm 2. 3- 1 package. Following that
isthelist of dependencies that the r pmpackage requires.

In the vast majority of cases, it will not be necessary to use -vv. It is normally used by software en-
gineers working on RPM itself, and the output can change without notice. However, it's a handy
way to gain insightsinto RPM.

--dbpath <pat h>: Use <pat h> To Find RPM Database

In order for RPM to do its handiwork, it needs access to an RPM database. Normally, this database
exists in the directory specified by the r pnr c file entry, dbpath. By default, dbpath is set to /
var/lib/rpm

3 Failure messages will always be displayed.

94



Using RPM to Verify Installed Pack-
ages

Although the dbpath entry can be modified in the appropriate r pnr ¢ file, the --dbpath option is
probably a better choice when the database path needs to be changed temporarily. An example of a
time the --dbpath option would come in handy is when it's necessary to examine an RPM database
copied from another system. Granted, it's not a common occurrence, but it's difficult to handle any
other way.

--root <pat h>: Set Alternate Root to <pat h>

Adding --root <pat h> to a verify command forces RPM to assume that the directory specified by
<pat h> is actualy the "root" directory. In addition, RPM expects its database to reside in the dir-
ectory specified by the dbpath r pnr c file entry, relativeto <pat h>. 4

Normally this option is only used during an initial system install, or when a system has been booted
off a"rescue disk", and some packages need to be re-installed in order to restore normal operation.

--rcfile <rcfile>. Set Alternate rpnrc file to
<rcfile>

The --rcfile option is used to specify afile containing default settings for RPM. Normally, this op-
tion is not needed. By default, RPM uses/ et ¢/ r pnt ¢ and afile named . r pnr ¢, located in your
login directory.

This option would be used if there was a need to switch between severa sets of RPM options. Soft-

ware developer and package builders will be the people using --rcfile. For more information on r p-
nT c files, see Appendix B, Ther pnr ¢ File.

We've Lied to You...

Not really; we just omitted afew details until you've had a chanceto see rpm -V in action. Here are
the details:

RPM Controls What Gets Verified

Depending on the type of file being verified, RPM will not verify every possible attribute. Here is a
table showing the attributes checked for each of the different file types:

Table6.2. Verification Versus File Types

File Type |File Size |Mode MD5 Major Minor Symlink |Owner  |Group Modifica
Check-  [Number (Number |[String tion Time
sum

Directory |- X - - - - X X -

File

Symbolic |- X - - - X X X -

Links

FIFO - X - - - - X X -

Devices |- X - X X - X X -

Regular | X X X - - - X X X

Files

The Package Builder Can Also Control What Gets Verified

4 For moreinformation on r pnr c file entries, see Appendix B, Ther pnr ¢ File.
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When a package builder creates a new package, they can control what attributes are to be verified on
a file-by-file basis. The reasons for excluding specific attributes from verification can be quite in-
volved, but here's an example just to give you the flavor:

When a person logs into a system, there are device files associated with that user's terminal session.
In order for the terminal device (called t t y) to function properly, the owner and group of the device
must change to that of the person logging in. Therefore, if RPM were to verify the package that cre-
ated thet t y devicefiles, any ttys that were in use at the time would fail to verify. However, by us-
ing the % verify s directive, a package builder can save you from trivial verification failures.

5 See the section called “ The % verify Directive” for details on % verify
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Table7.1. rpm -K Command Syntax

rpm -K (or --checksig)optionsfilel.rpm...fileN.rpm

Parameters
filel.rpm...fileN rpm ‘ One or more RPM package files (URLs OK)
Checksig-specific Options Page
Do not verify PGP signatures the section called “ --nopgp — Do
Not Verify Any PGP Signatures”
General Options Page

Display additional information the section called “-v — Display
Additional Information”

Display debugging information the section called “-vv — Display
Debugging Information”

--rcfile<rcfil e> Set dternate rpmrc file tojthe section caled “ --rcfile

<rcfile> <rcfile> Use <rcfile> As
An Alternater pnr c File”

rom -K — What Does it Do?

One aspect of RPM isthat you can get a package from the Internet, and easily install it. But what do
you know about that package file? Is the organization listed as being the "vendor" of the package
really the organization that built it? Did someone make unauthorized changes to it? Can you trust
that, if installed, it won't mail a copy of your password file to a system cracker?

Features built into RPM allow you to make sure that the package file you've just gotten won't cause
you problems once it's installed, whether the package was corrupted by line noise when you down-
loaded it, or something more sinister happened to it.

The command rpm -K (The option --checksig is equivalent) verifies a package file. Using this com-
mand, it is easy to make sure the file has not been changed in any way. rpm -K can aso be used to
make sure that the package was actually built by the organization listed as being the package's
vendor. That's all very impressive, but how does it do that? Well, it just needs help from some
"Pretty Good" software.

Pretty Good Privacy: RPM's Assistant

The "Pretty Good" software we're referring to is known as "Pretty Good Privacy”, or PGP. While all
the information on PGP could fill a book (or several), we've provided a quick introduction to help
you get started.

If PGP is new to you, a quick glance through Appendix G, An Introduction to PGP should get you
well on your way to understanding, building, and installing PGP. If, on the other hand, you've got
PGP dready installed and have sent an encrypted message or two, you're probably more than ready
to continue with this chapter.

Configuring PGP for rpm -K

Once PGP is properly built and instaled, the actual configuration for RPM is trivial. Here's what
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needs to be done:
* PGP must be in your path. If PGP's usage message doesn't come up when you enter pgp at your
shell prompt, you'll need to add PGP's directory to your path.

» PGP must be able to find the public keyring file that you want to use when checking package
file signatures. Y ou can use two methods to direct PGP to the public keyring:

1.  Set the PGPPATH environment variable to point to the directory containing the public

keyring file.
2. Set the pgp_path r pnr ¢ file entry to point to the directory containing the public keyring
file.1
Now we're ready.

Using rpm -K

After all the preliminaries with PGP, it's time to get down to business. First, we need to get the
package builder's public key and add it to the public keyring file used by RPM. You'll need to do
this once for each package builder whose packages you'll want to check. Thisis what you'll need to
do:

# pgp -ka RPM PGP-KEY ./ pubring. pgp

Pretty Good Privacy(tm 2.6.3a - Public-key encryption for the nasses.
(c) 1990-96 Philip Zi nmrermann, Phil's Pretty Good Software. 1996-03-04
Uses the RSAREF(tm Toolkit, which is copyright RSA Data Security, Inc.
Distributed by the Massachusetts Institute of Technol ogy.

Export of this software may be restricted by the U S. governnent.
Current tinme: 1996/06/01 22:50 GVIr

Looki ng for new keys. ..
pub 1024/ CBA29BF9 1996/ 02/20 Red Hat Software, Inc. <redhat@edhat.conp

Checki ng signatures...

Keyfil e contains:
1 new key(s)

One or nore of the new keys are not fully certified.

Do you want to certify any of these keys yourself (y/N? n

Here we've added Red Hat's public key, since we're going to check some package files produced by
them. The file RPM PGP- KEY contains the key. At the end, PGP asks us if we want to certify the
new key. We've answered "no" since it isn't necessary to certify keysto verify packagefiles.

Next, we'll verify a packagefile:

# rpm-K rpm 2. 3-1.i 386.rpm
rpm2.3-1.i386.rpm size pgp md5 K
#

1 For more information on r pnr ¢ files, r pnr ¢ file entries, and how to use them, please see Appendix B, Ther pnr ¢ File.
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While the output might seem somewhat anti-climactic, we can now be nearly 100% certain this
package:

1. wasproduced by Red Hat.

2. isunchanged from their origina copy.

The output from this command shows that there are actually three distinct features of the package
file that are checked by the -K option:

1. Thesi ze message indicates that the size of the packaged files has not changed.

2. The pgp message indicates that the digital signature contained in the package file is a valid
signature of the package file contents, and was produced by the organization that originally
signed the package.

3.  The nd5 message indicates that a checksum contained in the package file and calculated when
the package was built, matches a checksum calculated by RPM during verification. Because the
two checksums match, it is unlikely that the package has been modified.

The OK means that each of these tests were successful. If any had failed, the name would have been
printed in parentheses. A bit later in the chapter, we'll see what happens when there are verification
problems.

-v — Display Additional Information

Adding v to averification command will produce more interesting output:

# rpm-Kv rpm2.3-1.i386.rpm

rpm2.3-1.i386.rpm

Header +Ar chi ve size OK: 278686 bytes

Cood signature fromuser "Red Hat Software, Inc. <redhat @ edhat.conmp".
Si gnature made 1996/ 12/24 18:37 GMI using 1024-bit key, key | D CBA29BF9

WARNI NG Because this public key is not certified with a trusted
signature, it is not known with high confidence that this public key
actually belongs to: "Red Hat Software, Inc. <redhat@edhat.conp”.
MD5 sum OK: 8873682c5e036a307dee87d990e75349

#

With a bit of digging, we can see that each of the three tests was performed, and each passed. The
reason for that dire-sounding warning is that PGP is meant to operate without a central authority
managing key distribution. PGP certifies keys based on webs of trust. For example, if an acquaint-
ance of yours creates a public key, you can certify it by attaching your digital signature to it. Then
anyone that knows and trusts you can aso trust your acquaintance's public key.

In this case, the key came directly from a mass-produced Red Hat Linux CDROM. If someone was
trying to masquerade as Red Hat then they have certainly gone through a lot of trouble to do so. In
this case, the lack of a certified public key is not a major problem, given the fact that the CDROM
came directly from the Red Hat offices. 2

2 Red Hat Software's public key is aso available from their website, a http://www.redhat.com/redhat/contact.html
[http://www.redhat.com/redhat/contact.html]. The RPM sources also contain the key, and are available from their FTP site at
ftp://ftp.redhat.com/pub/redhat/code/rpm [ftp://ftp.redhat.com/pub/redhat/code/rpm].
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When the Package is Not Signed

As mentioned earlier, not every package you'll run across is going to be signed. If this is the case,
here'swhat you'll see from RPM:

# rpm -K bot her-3.5-1.i386.rpm
bother-3.5-1.i386.rpm size mi5 K
#

Note the lack of a pgp message. The si ze and nd5 messages indicate that the package still has
size and checksum information that verified properly. In fact, all recently-produced package files
will have these verification measures built in automatically.

If you happen to run across an older unsigned package, you'll know it right away:

# rpm-K apnd-2.4-1.i386.rpm
apnd-2.4-1.1386.rpm No signature avail abl e
#

Older package files had only a PGP-based signature; if that was missing, there was nothing left to
verify.

When You Are Missing the Correct Public Key

If you happen to forget to add the right public key to RPM's keyring, you'll see the following re-
sponse:

# rpm-K rpm2.3-1.i 386.rpm
rpm2.3-1.i386.rpm size (PGP) md5 OK (M SSI NG KEYS)
#

Here the PGP in parentheses indicates that there's a problem with the signature, and the message at
the end of the line (M SSI NG KEYS) shows what the problem is. Basically, RPM asked PGP to
verify the package against a key that PGP didn't have, and PGP complained.

When a Package Just Doesn't Verify

Eventually it's going to happen — you go to verify a package, and it fails. We'll look at an example
of apackage that fails verification a bit later. Before we do that, |et's make a package that won't veri-
fy, to demonstrate how sensitive RPM's verification is.

First, we made a copy of asigned package, r pm 2. 3- 1. i 386. r pm to be specific. We called the
copy rpm 2. 3-1.i 386-bogus. r pm Next, using Emacs (in hexl-mode, for all you Emacs
buffs), we changed the first letter of the name of the system that built the original package. The file
rpm 2. 3- 1.1 386- bogus. r pmisnow truly bogus: it has been changed from the original file.

Although the change was a small one, it still showed up when the package file was queried. Here's a
listing from the original package:
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# rpm-qip rpm2.3-1.i386.rpm

Nane ;orpm Distribution: Red Hat Linux Vanderbilt
Ver si on : 2.3 Vendor: Red Hat Software

Rel ease 1 Build Date: Tue Dec 24 09:07:59 1996
Install date: (none) Buil d Host: porky.redhat.com

G oup o Uilities/ System Source RPM rpm2.3-1.src.rpm

Size : 631157

Sunmary . Red Hat Package Manager

Description :

RPMis a powerful package nanager, which can be used to build, install,
query, verify, update, and uninstall individual software packages. A

package consists of an archive of files, and package information,
i ncludi ng nane, version, and description.

#

And here's the same listing from the bogus package file:

# rpm-qip rpm2.3-1.i386-bogus.rpm

Name orpm Distribution: Red Hat Linux Vanderbilt
Ver si on 2.3 Vendor: Red Hat Software

Rel ease 1 Build Date: Tue Dec 24 09:07:59 1996
Install date: (none) Buil d Host: qorky.redhat.com

G oup : Wilities/ System Source RPM rpm2.3-1.src.rpm

Si ze . 631157

Sunmar y . Red Hat Package Manager

Description :

RPMis a powerful package nanager, which can be used to build, install,
query, verify, update, and uninstall individual software packages. A

package consists of an archive of files, and package information,
i ncl udi ng nanme, version, and description.

#

Notice that the build host name changed from por ky. r edhat . comto gor ky. r edhat . com
Using the cmp utility to compare the two files, we find that the difference occurs at byte 1201,
which changed from "p" (octal 160), to "q" (octal 161):

# cnp -cl rpm2.3-1.i386.rpmrpm2.3-1.i386-bogus.rpm

1201 160 p 161 q

People versed in octal numbers will note that only one bit has been changed in the entire file. That's
the smallest possible change you can make! Let's see how our bogus friend fares:

# rpm-K rpm 2. 3-1.i 386- bogus. rpm
rpm 2. 3-1.i386-bogus. rpm size PGP MD5 NOT K
#

Given that the command's output ends with NOT OK in big capita letters, it's obvious there's a

101



Using RPM to Verify Package Files

problem. Since the word si ze was printed in lowercase, the bogus package's size was OK, which
makes sense — we only changed the value of one bit without adding or subtracting anything else.

However, the PGP signature, printed in uppercase, didn't verify. Again, this makes sense, too. The
package that was signed by Red Hat has been changed. The fact that the package's MD5 checksum
also failed to verify provides further evidence that the bogus package isjust that: bogus.

--nopgp — Do Not Verify Any PGP Signhatures

Perhaps you want to be able to verify packages but, for one reason or another, you cannot use PGP.
Maybe you don't have a trustworthy source of the necessary public keys, or maybe it'sillegal to pos-
sess encryption (like PGP) software in your country. Isit still possible to verify packages?

Certainly — in fact, we've already done it, in the section called “When Y ou Are Missing the Correct
Public Key”. You lose the ability to verify the package's origins, as well as some level of confidence
in the package's integrity, but the size and MD5 checksums still give some measure of assurance as
to the package's state.

Of course, when PGP can't be used, the output from a verification always looks like something's
wrong:

# rpm-K rpm2.3-1.i 386.rpm

rpm2.3-1.i386.rpm size (PGP) nd5 OK (M SSI NG KEYS)

#

The --nopgp option directs RPM to ignore PGP entirely. If we use the --nopgp option on our ex-
ample above, we find that things ook awhole lot better:

# rpm-K --nopgp rpm2.3-1.i386.rpm
rpm2.3-1.i386.rpm size md5 K
#

-vv — Display Debugging Information

Nine times out of ten, you'll probably never have to use it, but if you're the curious type, the -vv op-
tion will give you insightsinto how RPM verifies packages. Here's an example:

# rpm-Kvv rpm2.3-1.i386.rpm

New Header signature

magi c: 8e ad e8 01

got : 8e ad e8 01

Si gnature size: 236

Signature pad : 4

si gsi ze : 240

Header + Archive: 278686

expected si ze . 278686
rpm2.3-1.i386.rpm

Header +Ar chi ve size OK: 278686 bytes
Good signature fromuser "Red Hat Software, Inc. <redhat @ edhat.comp".

Oooooooo

Si gnature made 1996/ 12/24 18:37 GMI using 1024-bit key, key | D CBA29BF9

WARNI NG  Because this public key is not certified with a trusted
signature, it is not known wi th high confidence that this public key
actually belongs to: "Red Hat Software, |Inc. <redhat@ edhat.conp".
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MD5 sum OK: 8873682c5e036a307dee87d990e75349
#

The lines starting with D: represent extra output produced by the -vv option. This output is nor-
mally used by software developers in the course of adding new features to RPM and is subject to
change, but there's no law against looking at it.

Briefly, the output shows that RPM has detected a new-style signature block, containing size, MD5
checksum, and PGP signature information. The size of the signature, the size of the package file's
header and archive sections, and the expected size of those sections are all displayed.

--rcfile<rcfil e> Use<rcfil e>As An Alternaterpm
rc File

The --rcfile option is used to specify a file containing default settings for RPM. Normally, this op-
tion is not needed. By default, RPM uses/ et ¢/ r pnr ¢ and afile named . r pnr ¢ located in your
login directory.

This option would be used if there was a need to switch between several sets of RPM defaults. Soft-
ware developers and package builders will normally be the only people using the --r cfile option. For
more information onr pnr ¢ files, see Appendix B, Ther pnr ¢ File.
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As with any other large, complex subject, there are always some leftovers — things that just don't
seem to fit in any one category. RPM is no exception. This chapter covers those aspects of RPM that
can only be called "miscellanea’...

Other RPM Options

The following options are not normally used on a day to day basis. However, some of them can be
quite important when the need arises. One such option is --rebuilddb.

--rebuilddb — Rebuild RPM database

We all hope the day never comes, and for many of us, it never does. But still, there is a chance that
one day, while you're busy using RPM to install or upgrade a package, you'll see this message:

free list corrupt (42)- contact rpmlist@ edhat.com

Once this happens, you'll find there's very little that you can do, RPM-wise. However, before you
fire off an e-mail to the RPM mailing list, you might try the --rebuilddb option. The format of the
command issimple:

rpm --rebuil ddb

The command produces no output, either. After afew minutes, it completes with nary a peep. Here's
an example of --rebuilddb being used on an RPM database that wasn't corrupt. First, let's look at
the files that comprise the database:

# cd /var/lib/rpm

#1s

total 3534

STWr--f-- 1 root r oot 1351680 Cct 17 10:35 fil ei ndex.rpm
STWr--r-- 1 root r oot 16384 Cct 17 10: 35 groupi ndex.rpm
STWr--F-- 1 root r oot 16384 Cct 17 10: 35 naneil ndex.rpm
SrWr--f-- 1 root r oot 2342536 Cct 17 10: 35 packages.rpm
STWIr--r-- 1 root r oot 16384 Cct 17 10: 35 providesi ndex.rpm
STWr--f-- 1 root r oot 16384 Cct 17 10: 35 requiredby.rpm

#

Then, we issue the command:

# rpm--rebuil ddb
#

After afew minutes, the command compl etes, and we take alook at the files again:
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#1s

total 3531

STWr--F-- 1 root r oot 1351680 COct 17 20:50 fil ei ndex. rpm
STWr--F-- 1 root r oot 16384 Cct 17 20: 50 groupi ndex.rpm
STWr--F-- 1 root r oot 16384 Cct 17 20: 50 nanei ndex. rpm
STWr--f-- 1 root r oot 2339080 Oct 17 20: 50 packages.rpm
STWr--f-- 1 root r oot 16384 Cct 17 20: 50 providesi ndex. rpm
STWF--F-- 1 root r oot 16384 Cct 17 20: 50 requiredby. rpm

#

You'l note that packages. r pmdecreased in size. Thisis due to a side-effect of the --rebuilddb
option — While it is going through the database, it is getting rid of unused portions of the database.
Our example was performed on a newly installed system where only one or two packages had been
upgraded, so the reduction in size was small. For a system that has been through a complete up-
grade, the difference would be more dramatic.

Does this mean that you should rebuild the database every once in a while? Not realy. Since RPM
eventually will make use of the holes, there's no major advantage to regular rebuilds. However,
when an RPM-based system has undergone a major upgrade, it certainly wouldn't hurt to spend a
few minutes using --rebuilddb to clean things up.

--initdb — Create a New RPM Database

If you are aready using RPM, the --initdb option is one you'll probably never have to use. The -
-initdb option is used to create a new RPM database. That's why you'll probably not need it if you're
already using RPM — you aready have an RPM database.

It might seem that the --initdb option would be dangerous. After al, won't it trash your current data-
base if you mistakenly use it? Fortunately, the answer is no. If there is an RPM database in place
already, it's still perfectly safe to use the option, even though it won't accomplish much. As an ex-
ample, here'salisting of the files that make up the RPM database on a Red Hat Linux system:

# ls [var/lib/rpm

total 3559

STWF--F-- 1 root r oot 16384 Jan 8 22:10 conflictsindex.rpm
STWF--F-- 1 root r oot 1351680 Jan 8 22:10 fil ei ndex.rpm
STWr--f-- 1 root r oot 16384 Jan 8 22:10 groupi ndex.rpm
STWr--f-- 1 root r oot 16384 Jan 8 22:10 nanei ndex. rpm
SrWr--f-- 1 root r oot 2349640 Jan 8 22:10 packages.rpm
STWr--f-- 1 root r oot 16384 Jan 8 22:10 providesindex.rpm
STWr--1-- 1 root r oot 16384 Jan 8 22:10 requiredby.rpm

#

Next, let's use the --initdb option, just to see what it does to this database:

# rpm--initdb
# 1s /var/lib/rpm

total 3559

STWF--F-- 1 root r oot 16384 Jan 8 22:10 conflictsindex.rpm
STWr--f-- 1 root r oot 1351680 Jan 8 22:10 fil ei ndex.rpm
STWr--f-- 1 root r oot 16384 Jan 8 22:10 groupi ndex.rpm
STWr--f-- 1 root r oot 16384 Jan 8 22: 10 nanei ndex. rpm
SrWr--rf-- 1 root r oot 2349640 Jan 8 22:10 packages.rpm
STWr--f-- 1 root r oot 16384 Jan 8 22:10 providesindex.rpm
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STWr--F-- 1 root r oot 16384 Jan 8 22:10 requiredby.rpm
#

Since an RPM database existed already, the --initdb option did no harm to it — there was no change
to the database files.

The only other option that can be used with --initdb is --dbpath. This permits the easy creation of a
new RPM database in the directory specified with the --dbpath option.

--quiet — Produce as little output as possible

Adding the --quiet option to any RPM command directs RPM to produce as little output as possible.
For example, RPM's build command (the subject of the second half of this book) normally produces
reams of output; by adding the --quiet option, thisisall you'll see:

# rpnbuild -ba --quiet bother-3.5.spec
Package: bot her

1 bl ock
3 bl ocks
#

The --quiet option can silence even the mighty -vv option:

# rpm-Wv --quiet eject-1.2-2.i386.rpm
#

--help — Display a help message

RPM includes a concise built-in help message for those times when you need a reminder about a
particular command. Normally you'll want to use the --help option by itself, though you might want
to pipe the output through a pager such as less, since the output is more than one screen long:

# rpm --hel p| | ess

RPM version 2.3
Copyright (C 1995 - Red Hat Software

This may be freely redistributed under the terns of the GNU Public License

usage:
--hel p - print this nessage
--version - print the version of rpm being used
all nodes support the followi ng argunents:
--rcfile <file> - use <file> instead of /etc/rpnrc and $HOVE/ .rpnrc
-V - be alittle nore verbose
-VV - be incredibly verbose (for debuggi ng)
-q - query node
--root <dir> - use <dir> as the top level directory
--dbpath <dir> - use <dir> as the directory for the database
--queryformat <s> - use s as the header format (inplies -i)
install, upgrade and query (with -p) allow ftp URL's to be used in place
of file names as well as the follow ng options:
--ftpproxy <host> - hostname or IP of ftp proxy
--ftpport <port> - port nunber of ftp server (or proxy)
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Thisisjust the first screen of RPM's help command. To see the rest, give the command atry. Prac-
tically everything there is to know about RPM is present in the --help output. It's a bit too concise to
learn RPM from, but it's enough to refresh your memory when the syntax of a particular option es-
capes youl.

--version — Display the current RPM version

If you're not sure what version of RPM is presently installed on your system, the easiest way to find
out isto ask RPM itself using the --ver sion option:

# rpm--version

RPM version 2.3

#

Using rpm2cpio

From time to time, you might find it necessary to extract one or more files from a package file. One
way to do thiswould be to:

» Install the package

* Makeacopy of the file(s) you need

» FErasethe package

An easier way would be to use rpm2cpio.

rom2cpio — What does it do?

As the name implies, rpm2cpio takes an RPM package file and converts it to a cpio archive. Be-
cause it's written to be used primarily as a filter, there's not much to be specified. rpm2cpio takes
only only one argument, and even that's optional!

The optional argument is the name of the package file to be converted. If there is no filename spe-
cified on the command line, rpm2cpio will simply read from standard input and convert that to a
cpio archive. Let'sgiveit atry:

# rpnmRcpio logrotate-1.0-1.i386.rpm

0707020001a86a000081a4000000000000000000000001313118bb000002c200000008000
000030000000000000000000000190000e73eusr/ man/ man8/ | ogrotate. 8." | ogrotate
- log fi

l e rotator

.TH rpm 8 "28 Novenber 1995" "Red Hat Software" "Red Hat Linux"
. SH NAME

(We've just shown the first few lines of output.)

What on earth is all that stuff? Remember, rpm2cpio iswritten as afilter. It writes the cpio archive
contained in the package file to standard output, which, if you've not redirected it somehow, is your
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screen. Here's a more reasonable example:

# rpnRcpio logrotate-1.0-1.i386.rpm > blah.cpio
# file blah.cpio

bl ah. cpio: ASCII cpio archive (SVR4 with CRC

#

Here we've directed rpm2cpio to convert the | ogr ot at e package file. We've also redirected
rpm2cpio's output to afile called bl ah. cpi 0. Next, using the file command, we find that the res-
ulting file is indeed a true-blue cpio archive file. The following command is entirely equivaent to
the one above and shows rpm2cpio's ability to read the package file from its standard input:

# cat logrotate-1.0-1.i386.rpm| rpnRcpio > blah.cpio
#

A more real-world example — Listing the files in a
package file

While there's nothing wrong with using rpm2cpio to actualy create a cpio archive file, it's takes a
few more steps and uses a hit more disk space than is strictly necessary. A somewhat cleaner ap-
proach would be to pipe rpm2cpio's output directly into cpio:

# rpmRcpio logrotate-1.0-1.i386.rpm | cpio -t

usr/ man/ man8/ | ogrot ate. 8

usr/sbin/logrotate

14 bl ocks

#

In this example, we used the -t option to direct cpio to produce a "table of contents' of the archive
created by rpm2cpio. This can make it much easier to get the right filename and path when you
want to extract afile.

Extracting one or more files from a package file

Continuing the example above, let's extract the man page from the | ogr ot at e package. In the ta-
ble of contents, we see that the full path isusr/ man/ nan8/ | ogr ot at e. 8. All weneed to do is
to use the filename and path as shown below:

# rpnmRcpio logrotate-1.0-1.i386.rpm|cpio -ivd usr/man/ man8/| ogrotate. 8

usr/ man/ man8/ | ogrotate. 8
14 bl ocks

#

In this case, the cpio options -i, -v, and -d direct cpio to:

» Extract one or more files from an archive.
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» Display the names of any files processed, along with the size of the archive file, in 512-byte

blocks. 1

» Create any directories that precede the filename specified in the cpio command.

So where did the file end up? The last option (-d) to cpio provides a hint. Let's take alook:

# 1s -al

total 5

STW MW - - 1 root r oot
dar wx------ 3 root r oot
# cd usr

# 1s -al

total 1

dr wx------ 3 root r oot
# cd man

# 1s -al

total 1

dar wx------ 2 root r oot
# cd nman8

# 1s -al

total 1

SFWr--1-- 1 root r oot
# cat logrotate.8

.\" logrotate - log file rotator
.TH rpm 8 "28 Novenber 1995"

. SH NAME

3918 May
1024 Jul

1024 Jul

1024 Jul

706 Jul

30
14

14

"Red Hat Software"

logrotate \- log file rotator

. SH SYNCPSI S

\fBlogrotate\fP [configfiles]

. SH DESCRI PTI ON

11: 02
12: 42

12: 42

12: 42

12: 42

| ogrotate-1.0-1.i386.rpm
usr

man8

| ogrotate. 8

"Red Hat Linux"

\fBlogrotate\fP is a tool to prevent log files from grow ng without

#

Since the current directory didn't have ausr/ nan/ man8/ path init, the -d option caused cpio to
create al the directories leading up to the | ogr ot at e. 8 file in the current directory. Based on
this, it's probably safest to use cpio outside the normal system directories unless you're comfortable
with cpio, and you know what you're doing!

Source Package Files and How To Use Them

One day, you may run across a package file with a name similar to the following:

etcskel -1.0-3.src.rpm

Noticethe sr c. Isthat a new kind of computer? If you use RPM on an Intel-based computer, you'd

1 Note that the size displayed by cpio is the size of the cpio archive and not the package file.
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normally expect to find i 386 there. Maybe someone messed up the name of the file. Well, we
know that the file command can display information about a package file, even if the filename has
been changed. We've used it before to figure out what package afile contains:

# file foo. bar

foo.bar: RPMv2 bin i386 eject-1.2-2
#

In this example, f 00. bar isan RPM version 2 file, containing an executable package — hence,
the "bi n" — built for Intel processors— the"i 386". The packageis gect version 1.2, release 2.

Let'stry the file command on this mystery file and see what we can find out about it:

# file etcskel-1.0-3.src.rpm
etcskel -1.0-3.src.rpm RPMv2 src i 386 etcskel-1.0-3
#

WEell, it's a package file all right — for version 1.0, release 3 of the et cskel package. It'sin RPM
version 2 format, and built for Intel-based systems. But what does the "sr ¢" mean?

A gentle introduction to source code

This package file contains not the executable, or "binary"”, files that a normal package contains, but
rather the "source” files required to create those binaries. When programmers create a new program,
they write the instructions, often called "code", in one or more files. The source code is then com-
piled into a binary that can be executed by the computer.

As part of the process of building package files (a process we cover in great detail in the second half
of this book), two types of package files are created:

1. Thebinary, or executable, packagefile

2. Thesource packagefile

The source package contains everything needed to recreate not only the programs and associated

files that are contained in the binary package file, but the binary and source package files them-
selves.

Do you really need more information than this?

The following discussion is going to get rather technical. Unless you're the type of person who likes
to take other peopl€e's code and modify it, chances are you won't need much more information than
this. But if you're still interested, let's explore further.

So what can | do with it?

In the case of source package files, one of the things that can be done with them is that they can be
installed. Let'stry an install of a source package:

# rpm-i cdp-0.33-3.src.rpm
#
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WEell that doesn't tell us very much and, take our word for it, adding -v doesn't improve the situation
appreciably. Let's haul out the big guns and try -vv:

# rpm-ivv cdp-0.33-3.src.rpm

D: installing cdp-0.33-3.src.rpm
Install|ng cdp-0.33-3.src.rpm

package is a source package major = 2
installing a source package

sources in: ///usr/src/redhat/ SOURCES
spec file in: ///usr/src/redhat/SPECS
file "cdp-0.33-cdplay. patch" conpl ete
file "cdp-0.33-fsstnd. patch" conpl ete
file "cdp-0.33.spec" conplete

file "cdp-0.33.tgz" conplete

rena

il
il
il
enam ng ///usr/src/redhat/ SOURCES/ cdp-0. 33. spec to ///usr/src/redhat/ SPECS/

L vivivivivlvivivlv)

What does this output tell us? Well, RPM recognizes that the file is a source package. It mentions
that sources (we know what they are) arein/ usr/ sr c/ r edhat / SOURCES. Let'stake alook:

# 1s -al [usr/src/redhat/ SOURCES/

STW- WA - - 1 root r oot 364 Apr 24 22:35 cdp-0.33-cdpl ay. patch
STW-r--F-- 1 root r oot 916 Jan 8 12:07 cdp-0.33-fsstnd. patch
STWr--f-- 1 root r oot 148916 Nov 10 1995 cdp-0.33.tgz

#

There are some files that seem to be related to cdp there. The two files ending with . pat ch" are
patches to the source. RPM permits patches to be processed when building binary packages. The
patches are bundled along with the original, unmodified sources in the source package.

The last file is a gzipped tar file. If you've gotten software off the Internet, you're probably familiar
with tar files, gzipped or not. If we look inside the file, we should see all the usual kinds of things:
READIVE files, aMakef i | e or two, and some source code:

# tar ztf cdp-0.33.tgz

cdp- 0. 33/ COPYI NG
cdp- 0. 33/ ChangelLog
cdp- 0. 33/ I NSTALL
cdp- 0. 33/ Makefil e
cdp- 0. 33/ READVE
cdp- 0. 33/ cdp

cdp- 0. 33/ cdp-0. 33. 1 sm
cdp-0.33/cdp. 1
cdp-0.33/cdp. 1.7
cdp-0. 33/ cdp. c
cdp-0. 33/ cdp. h

#

There's more, but you get the idea. OK, so there are the sources. But what is that "spec” file men-
tioned in the output? It mentions something about "/ usr/ src/ r edhat / SPECS", so let's see
what we have in that directory:
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# |s -al /usr/src/redhat/ SPECS
SrWr--r-- 1 root r oot 397 Apr 24 22:36 cdp-0. 33. spec

Without making a long story too short, a spec file contains information used by RPM to create the
binary and source packages. Using the spec file, RPM:

e Unpacks the sources.

* Appliespatches (if any exist).

* Buildsthe software.

» Createsthe binary package file.

e Creates the source package file.

» Cleansup after itself.

The neatest part of this is that RPM does this al automatically, under the control of the spec file.

That's about all we're going to say about how RPM builds packages. For more information, please
refer to the second half of this book.

Stick with us!

Aswe've noted several times, welll be covering the entire subject of building packages with RPM, in
the second half of the book. Be forewarned, however: Package building, while straightforward, is
not a task for people new to programming. But if you've written a program or two, you'll probably
find RPM's package building a piece of cake.
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Chapter 9. The Philosophy Behind
RPM

As we saw in the first half of this book, RPM can make life much easier for the user. With auto-
mated installs, upgrades, and erasures, RPM can take a lot of the guesswork out of keeping a com-
puter system up-to-date.

But what about people that sling code for aliving? Does RPM have anything to offer them? The an-
swer is yes! One of the best things about RPM is that although it was designed to make life easier
for users, it was written by people that would be using it to build many packages. So the design
philosophy of RPM has a definite bias toward making life easier for developers. Here are some of
the reasons you should consider building packages with RPM:

Pristine Sources

While many developers might use RPM to package their own software, just as many, if not more,
are going to be packaging software that they have not written. Because of this, there are some as-
pects to RPM's design that are geared toward "third-party” package builders. One such aspect is
RPM's use of "pristine" sources.

When a third-party package builder decides to package someone else's software, they often get the
software from the Net, normally as atar file compressed with something like GNU zip. That's prob-
ably about the only generaization we can make when talking about software that is eligible for
packaging. Once we look inside the tar file, there are aworld of possible differences:

» The application could be available in pure source form, in pure binary form, or some combina
tion of both.

e The application might have been written to be built using make, imake, or a script included
with the sources. Or, it might have to be built entirely by hand.

» The application might need to be configured prior to use. Maybe it uses GNU configure, a cus-
tom configuration script, or one or more files that need to be edited to reflect the target environ-
ment.

» The application might have been written to reside in specific directories, and those directories do
not exist, or are not appropriate on the target system.

» The application might not even support the target environment, requiring all manner of changes
to port it to the target environment.

We could go on, but you probably get the idea. It's arare application that comes off the Net ready to
package, and the changes required vary widely. What to do?

Thisis where the concept of pristine sources comes in. RPM has been designed to use the sources as
they come from the application's developer, no matter how it has been packaged and configured.
The main benefit is that the changes you as a package builder need to make, remain separate from
the original sources, in adistinct collection of patches.

This may not sound like much of an advantage, but consider how this would work if a new version
of the application came out. If the new version had a few localized bug fixes, it's entirely possible
the original patches could be applied, and a new package built, with a single RPM command. Even
if the patches didn't apply cleanly, it would at least give an indication as to what might need to be
done to get the new version built and packaged.

If your users sometimes customize packages, having pristine sources makes it easier for them, too.
They can see what patches you've created and can easily add their own.
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Another benefit to using pristine sources is that it makes keeping track of multiple versions of a
package simple. Instead of keeping patched sources around, or battling a revision control system, it's
only necessary to keep:

e Theorigina sourcesin their tar file.
* A copy of the patches you applied to get the application to build.

e Afileused by RPM to control the package building process.

With these three items, it's possible to easily build the package at any time. Keeping track of mul-
tiple versions only entails keeping track of each version of these three components, rather than hun-
dreds or thousands of patched source files.

In fact, it gets better than that. RPM can also build a source package containing these three compon-
ents. The source package, named using RPM's standard naming convention, keeps everything you
need to recreate a specific version of a package, in one uniquely named file. Keeping track of mul-
tiple versions of multiple packages is ssimply a matter of keeping the appropriate source packages
around. Everything else can be built from them.

Easy Builds

RPM makes it easy to build packages. Just as with the use of pristine sources, the fact that the build
process is simple is an even greater advantage to the third-party package builders responsible for
many packages, than it is to a one-package software development house. But in either case, RPM's
ease of building is a welcome relief. The following sections document some of the ways that RPM
makes building packages a straightforward process.

Reproducible Builds

One of the biggest problems facing developersis reproducing a particular build. This single problem
is the main reason so much effort is put into creating and deploying version control systems to man-
age sources.

While RPM cannot compete with a full-blown revision control system, it does an excellent job of
keeping in one place everything required to build a particular version of a package. Remember the
source package we mentioned above? With one command, RPM can open the package, extract the
sources, patch them, perform a build, and create a new binary package, ready for your users. The
best part is that the binary package will be the same every time you build it because everything
needed to create it is kept in one source package.

Unattended Builds

As we mentioned above, completely building a package takes only one RPM command. This makes
it easy to set up automated build procedures that can build one hundred packages as easily as one.
Anything from a single package consisting of one application to the several hundred packages that
comprise an entire operating system, can be built automatically using RPM.

Multi-architecture/operating system Support

It has aways been afact of life for software developers that their applications may need to be ported
to multiple operating systems. It is al'so becoming more common that a particular operating system
might run on several different platforms, or architectures.

RPM's ahility to support multiple architectures and operating systems makes it easy to build the
same package for many OS/platform combinations. A package may be configured to build on only
one architecture/OS combination, or on several. The only limitation is the application’s portability.
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Easier For Your Users

While we are primarily concerned with RPM's advantages from the developer's point of view, it's
worth looking at RPM from the user's standpoint for a moment. After all, if RPM makes life easier
for your users, that can trandate into lower support costs.

Easy Upgrades

Probably the biggest headache for user and developer aike is the upgrade of an application, or
worse yet, an entire operating system! RPM can make upgrading a one-step process. With one com-
mand, a new package can be installed, and the remnants of the old package removed.

Intelligent Configuration File Handling

Configuration files— nearly every application has them. They may go by different names, but they
all control the behavior of their application. Users normally customize config filesto their liking and
would be upset if their customizations were lost during the installation, upgrade, or removal of a
package.

RPM takes specia care with a user's config files. By using MD5 checksums, RPM can determine

what action is most appropriate with a config file. If a config file has been modified by the user and
has to be replaced, it is saved. That way a user's modifications are never lost.

Powerful Query Capabilities

RPM uses a database to keep track of al files it installs. RPM's database provides other benefits,
such as the wide variety of information that can be easily retrieved from it. RPM's query command
makes it easy for users to quickly answer anumber of questions, such as:

*  Wheredid thisfile come from? Isit part of a package?

»  What does this package do?

»  What packages are installed on my system?

These are just a few examples of the many ways RPM can provide information about one or more
packages on a user's system.

Easy Package Verification

Another way that RPM leverages the information stored in its database, is by providing an easy way
to verify that a package is properly installed. With this capability, RPM makes it easy to determine,
for example, what packages were damaged by a wildcard delete in / usr / bi n. In addition, RPM's
verification command can detect changes to file attributes, such as a file's permissions, ownership,
and size.

To Summarize...

RPM was written by developers for developers. It makes building packages as easy as possible, even
if the software being packaged hasn't been devel oped in-house. In addition, RPM presents some sig-
nificant advantages to users, thereby reducing support needs.

In the next chapter, we'll introduce the basic concepts of package building with RPM.
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Now that we've seen the design philosophy of RPM, let's look at the nuts and bolts of RPM's build
process. Building a package is similar to compiling code — there are inputs, an engine that does the
dirty work, and outputs.

The Inputs

There are three different kinds of inputs that are used to drive RPM's build process. Two of the three
inputs are required, and the third, strictly speaking, is optional. But unless you're packaging your
own code, chances are you'll need it.

The Sources

First and foremost, are the sources. After al, without them, there wouldn't be much to build! In the
case of packaging someone else's software, the sources should be kept as the author distributed
them, which usually means a compressed tar file. RPM can handle other archive formats, but a bit
more up-front effort is required.

In any case, you should not modify the sources used in the package building process. If you're a
third-party package builder, that means the sources should be just the way you got them from the au-
thor's FTP site. If it's your own software, the choice is up to you, but you should consider starting
with your mainstream sources.

The Patches

Why all the emphasis on unmodified sources? Because RPM gives you the ability to automatically
apply patches to them. Usually, the nature of these patches falls into one of the following categories:

» The patch addresses an issue specific to the target system. This could include changing make-
files to install the application into the appropriate directories, or resolving cross-platform con-
flicts, such asreplacing BSD system calls with their SY SV counterparts.

» The patch creates files that are normally created during a configuration step in the installation
process. Many times, it's necessary to either edit configuration files or scripts in order to set
things up for compilation. In other cases, a configuration utility needs to be run before the

sources are compiled. In either instance, the patches create the environment required for proper
compilation.

Creating the Patches
While it might sound a bit daunting to take into account the types of patches outlined above, it's
really quite simple. Here's how it's done:
1. Unpack the sources.
2. Renamethetop-level directory. Make it end with ".orig", for example.
3. Unpack the sources again, leaving the top-level directory name unchanged.

The source tree that you created the second time will be the one you'll use to get the software to
build.
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If the software builds with no changes required, that's great — you won't need a patch. But if you
had to make any changes, you'll have to create a set of patches. To do so, simply clean the source
directory of any binaries. Then, issue arecursive diff command to compare the source tree you used
for the build, against the original, unmodified source tree. It's as easy as that!

The Spec File

The spec fileis at the heart of RPM's packaging building process. Similar in concept to a makefile,
it contains information required by RPM to build the package, as well as instructions telling RPM
how to build it. The spec file also dictates exactly what files are a part of the package, and where
they should be installed.

As you might imagine, with this many responsibilities, the spec file format can be a bit complex.
However, it's broken into severa sections, making it easier to handle. All told, there are eight sec-
tions:

The Preamble

The preamble contains information that will be displayed when users request information about the
package. This would include a description of the package's function, the version number of the soft-
ware, and so on. Also contained in the preamble are lines identifying sources, patches, and even an
icon to be used if the package is manipulated by graphical interface.

The Prep Section

The prep section is where the actual work of building a package starts. As the name implies, this
section is where the necessary preparations are made prior to the actual building of the software. In
general, if anything needs to be done to the sources prior to building the software, it needs to happen
in the prep section. Usualy, this boils down to unpacking the sources.

The contents of this section are an ordinary shell script. However, RPM does provide two macros to

make life easier. One macro can unpack a compressed tar file and cd into the source directory. The
other macro easily applies patches to the unpacked sources.

The Build Section

Like the prep section, the build section consists of a shell script. As you might guess, this section is
used to perform whatever commands are required to actually compile the sources. This section
could consist of a single make command, or be more complex if the build process requiresit. Since
most software is built today using make, there are no macros available in this section.

The Install Section

Also containing a shell script, the install section is used to perform the commands required to actu-
ally install the software. If the software's author added an install target in the makefile, this section
might only consist of a make install command. Otherwise, you'll need to add the usual assortment
of cp, mv, or install commandsto get the job done.

Install and Uninstall Scripts
While the previous sections contained either information required by RPM to build the package, or
the actual commands to do the deed, this section is different. It consists of scripts that will be run, on
the user's system, when the package is actually installed or removed. RPM can execute a script:
» Prior to the package being installed.
» After the package has been installed.

» Prior to the package being erased.
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» After the package has been erased.

One example of when this capability would be required is when a package contains shared libraries.
In this case, Idconfig would need to be run after the package is installed or erased. As another ex-
ample, if a package contains a shell, the file / et ¢/ shel | s would need to be updated appropri-
ately when the package was installed or erased.

The Verify Script

This is another script that is executed on the user's system. It is executed when RPM verifies the
package's proper installation. While RPM does most of the work verifying packages, this script can
be used to verify aspects of the package that are beyond RPM's capabilities.

The Clean Section

Another script that can be present is a script that can clean things up after the build. This script is
rarely used, since RPM normally does a good job of clean-up in most build environments.

The File List

The last section consists of alist of files that will comprise the package. Additionally, a number of
macros can be used to control file attributes when installed, as well as to denote which files are doc-
umentation, and which contain configuration information. The file list is very important — if it is
missing, no package will be built.

The Engine: RPM

At the center of the action is RPM. It performs a number of steps during the build process:

» Executes the commands and macros in the prep section of the spec file.
» Checksthe contents of thefilelist.
»  Executes the commands and macros in the build section of the spec file.

» Executes the commands and macrosin the install section of the spec file. Any macrosin the file
list are executed at this time, too.

e Createsthe binary packagefile.

» Creates the source packagefile.

By using different options on the RPM command line, the build process can be stopped at any of the
steps above. This makes the initial building of a package that much easier, as it is then possible to
see whether each step completed successfully before continuing on to the next step.

The Outputs

The end product of this entire process is a source package file and a binary package file.

The Source Package File

The source package file is a specially formatted archive that contains the following files:

e Theorigina compressed tar file(s).
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e Thespecfile

» The patches.

Since the source package contains everything needed to create the binary package, the source pack-
age, and provide the original sources, it's a great way to distribute source code. As mentioned earli-

er, it's also a great way to archive all the information needed to rebuild a particular version of the
package.

The Binary RPM

The binary package file is the one part of the entire RPM building process that is most visible to the
user. It contains the files that comprise the application, along with any additional information
needed to install and erase it. The binary package file is where the "rubber hits the road.”

And Now...

Now that we've seen, in broad brush terms, the way RPM builds packages, let's take alook at an ac-
tual build. The next chapter will do just that, showing how simple it can be to build a package.
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In the previous chapter, we looked at RPM's build process from a conceptual level. In this chapter,
we will be performing an actual build using RPM. In order to keep things understandable for this
first pass, the build will be very simple. Once we've covered the basics, we'll present more real-
world examplesin later chapters.

Creating the Build Directory Structure

RPM requires a set of directories in which to perform the build. While the directories' locations and
names can be changed, unless there's areason to do so, it's best to use the default layout. Note that if
you'veinstalled RPM, the build directories are most likely in place already.

The normal directory layout consists of a single top-level directory (The default name is /
usr/ src/ redhat), with five subdirectories. The five subdirectories and their functions are:
e [Jusr/src/redhat/ SOURCES — Contains the original sources, patches, and icon files.
* /usr/src/redhat/ SPECS — Contains the spec files used to control the build process.

e Jusr/src/redhat/BU LD — The directory in which the sources are unpacked, and the
softwareis built.

* /usr/src/redhat/ RPM5 — Contains the binary package files created by the build process.
e Jusr/src/redhat/ SRPM5 — Contains the source package files created by the build pro-

Ccess.

In general, there are no special requirements that need to be met when creating these directories. In
fact, the only important requirement is that the BUI LD directory be part of a filesystem with suffi-
cient free space to build the largest package expected. Here is a directory listing showing a typical
build directory tree:

# 1s -IF /usr/src/redhat

total 5

dr wxr - Xr - x 3 root r oot 1024 Aug 5 13:12 BU LD
dr wxr - xr - X 3 root r oot 1024 Jul 17 17:51 RPMS/
dr wxr - Xr-x 4 root r oot 1024 Aug 4 22: 31 SOURCES/
dr wxr - Xr - x 2 root r oot 1024 Aug 5 13:12 SPECS/
dr wxr - Xr - x 2 root r oot 1024 Aug 4 22:28 SRPMS/

#

Now that we have the directories ready to go, it's time to prepare for the build. For the remainder of
this chapter, we'll be building afictional piece of software known as cdplayer. 1

Getting the Sources

1 Inreality, this software is a mercilessly hacked version of cdp, which was written by Sariel Har-Peled. The software was hacked to provide
asimple example package, and in no way represents the fine work done by Sariel on cdp.
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Thefirst thing we need to do in order to build a package for cdplayer, is to obtain the sources. Being
avid cdplayer fans from way back, we know that the latest source can be found at GhomoVision's
FTP site, so we go get a copy.

We now have a gzipped tar file of cdplayer version 1.0 on our system. After putting a copy in the
SOURCES directory, we're ready to tell RPM what to do with it.

Creating the Spec File

The way we direct RPM in the build process is to create a spec file. As we saw in the previous
chapter, the spec file contains eight different sections, most of which are required. Let's go through
each section and create cdplayer's spec file as we go.

The Preamble

Name

The preamble contains a wealth of information about the package being built, and the people that
built it. Here's cdplayer's preamble:

#

# Exanpl e spec file for cdplayer app...

#

Sunmary: A CD player app that rocks!

Nane: cdpl ayer

Version: 1.0

Rel ease: 1

Li cense: GPL

Group: Applications/ Sound

Source: ftp://ftp.gnonovision.com pub/cdpl ayer/cdpl ayer-1.0.tgz
URL: http://ww. gnonmovi si on. com cdpl ayer/ cdpl ayer. ht m
Di stribution: WSS Li nux

Vendor: Wiite Socks Software, Inc.

Packager: Santa Cl aus <scl aus@orthpol e. conp

%description

It slices! It dices! It's a CD player app that
can't be beat. By using the resonant frequency
of the CDitself, it is able to simulate 20X
oversanmpling. This |leads to sound quality that
cannot be equal ed with nmore nmundane software.. .

In general, the preamble consists of entries, one per ling, that start with a tag followed by a colon,
and then some information. For example, the line starting with "Summary:" gives a short descrip-
tion of the packaged software that can be displayed by RPM. The order of the lines is not important,
aslong as they appear in the preamble.

Let'stake alook at each line and see what function it performs:

The name line defines what the package will actually be called. In generd, it's a good idea to use
the name of the software. The name will also be included in the package label, and the package file-
name.

Version

The version line should be set to the version of the software being packaged. The version will also
be included in the package label, and the package filename.
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Release

The release is a number that is used to represent the number of times the software, at the present
version, has been packaged. Y ou can think of it as the package's version number. The releaseis also
part of the package label and package filename.

License

The license line is used to hold the packaged software's license information. This makes it easy to
determine which packages can be freely redistributed, and which cannot. In our case, cdplayer is
made available under the terms of the GNU General Public License, so we've put GPL on theline.

Group

The group line is used to hold a string that defines how the packaged software should be grouped
with other packages. The string consists of a series of words separated by slashes. From left to right,
the words describe the packaged software more explicitly. We grouped cdplayer under Appl i ca-
ti ons, becauseit is an application, and then under Sound, since it is an application that is sound-
related.

Source

The sour ce line serves two purposes:

e To document where the packaged software's sources can be found.

* Togivethe name of the sourcefile asit existsin the SOURCES subdirectory.

In our example, the cdplayer sources are contained in the file cdpl ayer-1. 0.t gz, which is
available from f t p. gnonovi si on. com in the directory / pub/ cdpl ayer. RPM actudly ig-
nores everything prior to the last filename in the source line, so the first part of the source string
could be anything you'd like. Traditionally, the source line usualy contains a Uniform Resource
Locator, or URL.

URL

The URL line is used to contain a URL, like the source line. How are they different? While the
source line is used to provide the source filename to RPM, the URL line points to documentation
for the software being packaged.

Distribution

The distribution line contains the name of the product which the packaged software is a part of. In
the Linux world, the operating system is often packaged together into a "distribution”, hence the
name. Since we're using a fictional application in this example, we've filled in the distribution line
with the name of afictional distribution. There's no requirement that the spec file contain adistribu-
tion line, so individuals will probably omit this.

Vendor
The vendor line identifies the organization that distributes the software. Maintaining our fictional

motif, we've invented fictional company, White Socks Software, to add to our spec file. Individuals
will probably omit this aswell.

Packager

The packager line is used to identify the organization that actually packaged the software, as op-
posed to the author of the software. In our example, we've chosen the greatest packager of them all,
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Santa Claus, to work at White Socks Software. Note that we've included contact information, in the
form of an e-mail address.

Description

The description line is a bit different, in that it starts with a percent sign. It is also different because
the information can take up more than one line. It is used to provide a more detailed description of
the packaged software than the summary line.

A Comment on Comments

At the top of the spec file, there are three lines, each starting with a pound sign. These are comments
and can be sprinkled throughout the spec file to make it more easily understood.

The %prep Section

With the preamble, we provided a wealth of information. The majority of this information is meant
for human consumption. Only the name, version, release, and sour ce lines have a direct bearing on
the package building process. However, in the % prep section, the focus is entirely on directing
RPM through the process of preparing the software for building.

It isin the %prep section that the build environment for the software is created, starting with re-
moving the remnants of any previous builds. Following this, the source archive is expanded. Here is
what the % prep section looks like in our example spec file:

Y%pr ep
rm-rf $RPM BUI LD DI R/ cdpl ayer-1.0
zcat $RPM SCURCE_ DI R/ cdpl ayer-1.0.tgz | tar -xvf -

If the % prep section looks like a script, that's because it is. Any sh constructs can be used here, in-
cluding expansion of environment variables (Like the $RPM BUI LD _DI R variable defined by
RPM), and piping the output of zcat through tar. 2

In this case, we perform a recursive delete in the build directory to remove any old builds. We then
uncompress the gzipped tar file, and extract its contents into the build directory.

Quite often, the sources may require patching in order to build properly. The % prep section is the
appropriate place to patch the sources, but in this example, no patching is required. Fear not,
however, as we'll explore patching in all its glory in Chapter 20, Real-World Package Building,
when we build a more complex package.

Making Life Easier With Macros

While the % prep section as we've described it isn't that difficult to understand, RPM provides mac-
ros to make life even easier. In this simple example, there's precious little that can be made easier,
but macros will prevent a wealth of headaches when it's time to build more complex packages. The
macro we'll introduce here is the % setup macro.

The average gzipped tar fileis % setup's stock in trade. Like the hand-crafted % prep section we
described above, it cleans up old build trees and then uncompresses and extracts the files from the
original source. While % setup has a number of options that we'll cover in later chapters, for now all
we need for a%prep sectionis:

%pr ep

2 For more information on the environment variables used in the build-time scripts, please refer to the section called “Build-time Scripts’.
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Yset up

That is simpler than our % prep section, so let's use the % setup macro instead. The % setup macro
has a number of options to handle many different situations. For more information on this and other
macros, please see the section called “Macros: Helpful Shorthand for Package Builders’.

In our example here, the % prep section is complete. Next comes the actual build.

The %build Section

Not surprisingly, the part of the spec file that is responsible for performing the build, is the % build
section. Like the % prep section, the %build section is an ordinary sh script. Unlike the % prep
section, there are no macros. The reason for thisis that the process of building software is either go-
ing to be very easy, or highly complicated. In either case, macros won't help much. In our example,
the build processis simple;

%bui | d
make

Thanks to the make utility, only one command is necessary to build the cdplayer application. In the
case of an application with more esoteric build requirements, the %build section could get a bit
more interesting.

The %install Section

The %install section is executed as a sh script, just like % prep and %build. If the application is
built with make and has an "install" target, the %install section will also be straightforward. The
cdplayer application is a good example of this:

% nst al |
make install

If the application doesn't have a means of automatically installing itself, it will be necessary to cre-
ate a script to do so, and placeit in the %install section.

The %files Section

The %files section is different from the others, in that it contains alist of the files that are part of the
package. Always remember — if itisn't in thefilelist, it won't be put in the package!

%iles

%doc README

/usr/ | ocal /bin/cdp

/usr /| ocal / bi n/ cdpl ay
[usr/local /man/ manl/ cdp. 1

The line starting with % doc is an example of RPM's handling of different file types. As you might
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guess, % doc stands for documentation. The % doc directive is used to mark files as being docu-
mentation. In the example above, the README file will be placed in a package-specific directory,
locatedin/ usr/ doc, and caled cdpl ayer - 1. 0- 1. It's also possible to mark files as document-
ation and have them installed in other directories. Thisis covered in more detail in the section called
“The % doc Directive”.

Therest of the filesin the example are shown with complete paths. Thisis necessary as the files will
actually be installed in those directories by the application's makefile. Since RPM needs to be able
to find the files prior to packaging them, complete paths are required.

How Do You Create the File List?

Since RPM automates so many aspects of software installation, it's easy to fall into the trap of as-
suming that RPM does everything for you. Not so! One task that is still a manual processis creating
the file list. While it may seem at first glance, that it could be automated somehow, it's actually a
more difficult problem than it seems.

Since the mgjority of an application's files are installed by its makefile, RPM has no control over
that part of the build process, and therefore, cannot automatically determine which files should be
part of the package. Some people have attempted to use a modified version of install that logs the
name of every fileit installs. But not every makefile usesinstall, or if it does, usesit sporadically.
Another approach tried was to obtain alist of every file on the build system, immediately before and
after abuild, and use the differences as the file list. While this approach will certainly find every file
that the application installed, it can aso pick up extraneous files, such as system logs, filesin/ t mp,
and the like. The only way to begin to make this approach workable would be to do nothing else on
the build system, which is highly inconvenient. This approach also precludes building more than
one package on the system at any given time.

At present, the best way to create the file list is to read the makefile to see what filesit installs, veri-
fy this against the files installed on the build system, and create the list.

The Missing Spec File Sections

Since our example spec file is somewhat ssimplistic, it's missing two sections that might be used in
more complex situations. We'll go over each one briefly here. More complete information on these
sections will be covered at various pointsin the book.

The Install/Uninstall Scripts

One missing section to our spec file is the section that would define one or more of four possible
scripts. The scripts are executed at various times when a package isinstalled or erased.

The scripts can be executed:

» Beforeapackageisinstalled.
» After apackageisinstalled.
» Beforeapackageis erased.
» After apackageiserased.

Well see how these scripts are used in Chapter 20, Real-World Package Building.

The %clean Section

The other missing section has the rather descriptive title of %clean. This section can be used to
clean up any filesthat are not part of the application's normal build area. For example, if the applica-
tion creates a directory structure in/ t np as part of its build, it will not be removed. By adding a sh
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script to the % clean section, such situations can be handled gracefully, right after the binary pack-
ageis created.

Starting the Build

Now it'stime to begin the build. First, we change directory into the directory holding cdplayer's spec
file:

# cd /usr/src/redhat/ SPECS
#

Next, we start the build with an rpmbuild command:

# rpnbuild -ba cdpl ayer-1. 0. spec

The a following the -b option directs RPM to perform all phases of the build process. Sometimes it
is necessary to stop at various phases during the initial build to resolve problems that crop up while
writing the spec file. In these cases, other letters can be used after the -b in order to stop the build at
the desired phase. For this example however, we will continue through the entire build process.

In this example, the only other argument to the build command is the name of the package's spec
file. This can be wild-carded to build more than one package, but in our example, we'll stick with
one.

Let'slook at RPM's output during the build:

* Package: cdpl ayer

+ umask 022

+ echo Executing: Y%rep

Excuting: %rep

+ cd /usr/src/redhat/BU LD

+ cd /usr/src/redhat/BU LD

+ rm-rf cdplayer-1.0

+ gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz

+ tar -xvvf -

dr wxr wxr - x root/users 0 Aug 4 22:30 1996 cdpl ayer-1. 0/
-rwr--r-- root/users 17982 Nov 10 01:10 1995 cdpl ayer-1. 0/ COPYI NG
-rwWr--r-- root/users 627 Nov 10 01:10 1995 cdpl ayer- 1. 0/ ChangeLog
-rWr--r-- root/users 482 Nov 10 01:11 1995 cdpl ayer-1.0/1 NSTALL
-rw-r--r-- root/users 2720 Nov 10 01: 10 1995 cdpl ayer-1.0/struct.h
-rWr--r-- root/users 730 Nov 10 01:10 1995 cdpl ayer-1.0/vol.c
-rWr--r-- root/users 2806 Nov 10 01: 10 1995 cdpl ayer-1.0/vol ure. c
-rWr--r-- root/users 1515 Nov 10 01:10 1995 cdpl ayer-1.0/vol une. h

+ [ 0-ne 0]

+ cd cdplayer-1.0

+ cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
+ chown -R root.root

+ chrmod -R a+r X, g-w, o-w .

+ exit O

The output continues, but let's stop here for amoment, and discuss what has happened so far.

At the start of the output, RPM displays the package name (cdpl ayer ), sets the umask, and starts
executing the % prep section. Thanks to the % setup macro, RPM then changes directory into the
build area, removes any existing old sources, and extracts the sources from the original compressed
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tar file. Although each fileis listed as it is extracted, we've omitted most of the files listed, to save
space.

The % setup macro continues by changing directory into cdplayer's top-level source directory and
setting the file ownership and permissions properly. As you can seg, it does quite a bit of work for
youl.

Let'stake alook at the output from the % build section next:

+ unmask 022

+ echo Excuting: %build
Excuting: %build

+ cd /usr/src/redhat/BU LD
+ cd cdplayer-1.0

+ nmake

gcc -Vall -2 -c¢ -Il/usr/include/ncurses cdp.c

gcc -Vall -2 -c -l/usr/include/ncurses color.c
gcc -Vall -2 -c -l/usr/include/ncurses display.c
gcc -Vall -2 -c¢ -l/usr/include/ncurses msc.c
gcc -Vall -2 -c -Il/usr/include/ ncurses volune.c

volume.c: In function “mx_set_volume': _ _
vol une. ¢: 67: warning: inplicit declaration of function “ioctl'

gcc -Vall -2 -c -I/usr/include/ncurses hardware.c

gcc -Vall -2 -c -l/usr/include/ncurses database.c

gcc -Vall -2 -c -l/usr/include/ncurses getline.c

gcc -o cdp cdp.o color.o display.o msc.o volune.o hardware. o database.o
getline.o ~-l/usr/include/ncurses -L/usr/lib -Incurses

groff -Tascii -nman cdp.1l | conpress >cdp.1l.Z

+ exit O

There are no surprises here. After setting the umask and changing directory into cdplayer's top-level
directory, RPM issues the make command we put into the spec file. The rest of the output comes
from make asit actually builds the software. Next comes the %install section:

+ umask 022

+ echo Excuting: % nstal
Excuting: % nstall

+ cd /usr/src/redhat/BU LD
+ cd cdplayer-1.0

+ make install

chnod 755 cdp

chnod 644 cdp.1.Z

cp cdp /usr/local/bin

In -s /usr/local/bin/cdp /usr/local/bin/cdplay
cp cdp. 1 /usr/local/nman/ manl
+ exit O

Just like the previous sections, RPM again sets the umask and changes directory into the proper dir-
ectory. It then executes cdplayer's install target, installing the newly built software on the build sys-
tem. Those of you that carefully studied the spec file might have noticed that the READIVE file is not
part of the install section. It's not a problem, as we see here:

+ umask 022

+ echo Excuting: special doc
Excuting: special doc

+ cd /usr/src/redhat/BU LD
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cd cdplayer-1.0

DOCDI R=/ / usr/ doc/ cdpl ayer-1.0-1

rm-rf //usr/doc/cdplayer-1.0-1

nkdir -p //usr/doc/cdplayer-1.0-1

cp -ar README //usr/doc/cdplayer-1.0-1
exit O

++ 4+ + + +

After the customary umask and cd commands, RPM constructs the path that will be used for cd-
player's documentation directory. It then cleans out any preexisting directory and copies the
READMVE fileinto it. The cdplayer app is now installed on the build system. The only thing |eft to do
isto create the actual package files, and perform some housekeeping. The binary packagefileis cre-
ated first:

Bi nary Packagi ng: cdpl ayer-1.0-1

Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libncurses.so.2.0
usr/ doc/ cdpl ayer-1.0-1

usr/ doc/ cdpl ayer-1. 0- 1/ README

usr/ 1l ocal / bi n/ cdp

usr/l ocal / bi n/ cdpl ay

usr/l ocal / man/ manl/ cdp. 1

93 bl ocks

CGenerating signature: 0

Wote: /usr/src/redhat/RPMS/i 386/ cdpl ayer-1.0-1.i386.rpm

The first line says it al: RPM is creating the binary package for cdplayer version 1.0, release 1.
Next, RPM determines what packages are required by cdpl ayer - 1. 0- 1. Part of this process en-
tails running Idd on each executable program in the package. In this example, the package requires
the libraries| i bc. so. 5, and | i bncur ses. so. 2. 0. Other dependency information can be in-
cluded in the spec file, but for our example we'll keep it smple.

Following the dependency information, there is a list of every directory and file included in the
package. The list displayed is actually the output of cpio, which is the archiving software used by
RPM to bundle the package's files. The"93 bl ocks" isalso printed by cpio.

Theline"Generating signature: 0" meansthat RPM has not been directed to add a PGP
signature to the package file. During this time, however, RPM still adds two signatures that can be
used to verify the size and the MD5 checksum of the package file. Finally, we see confirmation that
RPM has created the binary package file.

At this point, the application has been built, and the application's files have been packaged. Thereis
no longer any need for any files created during the build, so they may be removed. In the case of the
sources extracted into RPM's build directory, we can see that, at worst, they will be removed the
next time the package is built. But what if there were files that we needed to remove? Well, they
could be deleted here, in the % clean section:

+ umask 022

+ echo Excuting: %l ean
Excuting: %l ean

+ cd /usr/src/redhat/BU LD
+ cd cdplayer-1.0

+ exit O

In our example, there are no other files outside of the build directory that are created during cdplay-
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er's build, so we don't need to expend any additional effort to clean things up.

The very last step performed by RPM isto create the source package file:

Sour ce Packagi ng: cdplayer-1.0-1

cdpl ayer-1. 0. spec

cdpl ayer-1.0.tgz

80 bl ocks

Cenerating signature: 0

Wote: /usr/src/redhat/SRPMS/ cdpl ayer-1.0-1.src.rpm

#

This file includes everything needed to recreate a binary package file, as well as a copy of itself. In
this example, the only files needed to do that are the original sources and the spec file. In cases
where the original sources needed to be modified, the source package includes one or more patch
files. As when the binary package was created, we see cpio's output listing each file archived, along
with the archive's block size.

Just like a binary package, a source package file can have a PGP signature attached to it. In our case,
we see that a PGP signature was not attached. The last message from RPM is to confirm the creation
of the source package. Let'stake alook at the end products. First, the binary package:

#1s -1F /usr/src/redhat/RPMS/ i 386/ cdpl ayer-1.0-1.i386.rpm

STWr--F-- 1 root r oot 24698 Aug 6 22:22 RPMS/i 386/ cdplayer-1.0-1
#

Note that we built cdplayer on an Intel-based system, so RPM placed the binary package filesin the
i 386 subdirectory.

Next, the source package file:

# 1s -1 F [usr/src/redhat/ SRPMS/ cdpl ayer-1.0-1.src.rpm
STWIr--r-- 1 root r oot 41380 Aug 6 22:22 SRPMS/ cdpl ayer-1.0-1.src
#

Everything went perfectly — we now have binary and source package files ready to use. But some-
times things don't go so well.

When Things Go Wrong

This example is a bit of afairy tale, in that it went perfectly the first time. In rea life, it often takes
several triesto get it right.

Problems During the Build

Aswe aluded to earlier in the chapter, RPM can stop at various points in the build process. This al-
lows package builders to look through the build directory and make sure everything is proceeding
properly. If there are problems, stopping during the build process permits them to see exactly what
is going wrong, and where. Hereis alist of points RPM can be stopped at during the build:
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e After the % prep section.

» After doing some cursory checks on the % fileslist.
» After the %build section.

» After the %install section.

» After the binary package has been created.

In addition, there is also a method that permits the package builder to "short circuit” the build pro-
cess and direct RPM to skip over the initial steps. This is handy when the application is not yet
ready for packaging and needs some fine tuning. This way, once the package builds, installs, and op-
erates properly, the required patches to the original sources can be created, and plugged into the
package's spec file.

Testing Newly Built Packages

Of course, the fact that an application has been packaged successfully doesn't necessarily mean that
it will operate correctly when the package is actualy installed. Testing is required. In the case of our
example, it's perfect and doesn't need such testing. 3 But here is how testing would proceed:

The first step is to find a test system. If you thought of simply using the build system, bzzzz, try
again! Think about it — in the course of building the package, the build system actually had the ap-
plication installed on it. That is how RPM gets the files that are to be packaged: by building the soft-
ware, installing it, and grabbing copies of the installed files, which are found using the % fileslist.

Some of you dissenters that have read the first half of the book might be thinking, "Why not just in-
stall the package on the build system using the --r eplacefiles option? That way, it'll just blow away
the filesinstalled by the build process and replace them with the packaged files." Well, you folks get
abzzzzt, too! Here'swhy.

Say, for example, that the software you're packaging installs a bunch of files— maybe a hundred.
What does this mean? Well for one thing, it means that the package's %files list is going to be quite
large. For another thing, the sheer number of files makesit likely that you'll miss one or two. What
would happen then?

When RPM builds the software, there's no problem: the software builds, and the application's make-
file merrily installs al the files. The next step in RPM's build process is to collect the files by read-
ing the %files list, and to add each file listed to a cpio archive. What happens to the files you've
missed? Nothing — they aren't added to the package file, but they are on your build system, in-
stalled just where they should be.

Next, when the package is installed using --replacefiles, RPM dutifully installs each of the pack-
aged files, replacing the ones originally installed on the build system. The missed files? They aren't
overwritten by RPM since they weren't in the package. But they're till on disk, right where the ap-
plication expects them to be! If you go to test the application then, it will find every file it needs.
But not every file came from the package. Bad news! Using a different system on which the applica-
tion had never been built is one sure way to test for missing files.

That wraps up our fictional build. Now that we have some experience with RPM's build process, we
can take amore in-depth look at RPM's build command.

3Likewesaid, it'safairy tale!
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rombuild

Table 12.1. rpmbuild Command Syntax

Command

rpmbuild -b<st age>optionsfilel. spec ...

fileN. spec

<st age> Page
p Execute % prep the section caled “ rpmbuild -bp
— Execute%prep”
c Execute % prep, % build the section called “ rpmbuild -bc
— Execute % prep, %build ”
i Execute % prep, % build, %install, |the section called “ rpmbuild -bi —
% check Execute % prep, % build, %install,
% check ”
b Execute % prep, %build, %install,|the section caled “ rpmbuild -bb
% check, package (bin) — [Execute %prep, %build,
%install, % check, package (bin) ”
a Execute % prep, %build, %install,|the section called “ rpmbuild -ba
% check, package (bin, src) — Execute %prep, %build,
%install, %check, package (bin,
S.C) ”
I Check %fileslist the section called “ rpmbuild -bl —
Check %fileslist”

Parameters

filel.spec..fileN spec |

One or more.

spec files

Build-specific Options

Page

--short-circuit Force build to start at particular|the section called “ --short-circuit
stage (-bc, -bi only) — Force build to start at particular

gwe ”

--test Create, save build scripts for review |the section called “ --test — Create,
Save Build Scripts For Review ”

--clean Clean up after build the section called “--clean — Clean
up after build”

--sign Add a digital signature to the pack-|the section called “ --sign — Add a

age

Digital Signature to the Package”

--buildroot <r oot >

Execute %install using <r oot > as
the root

the section caled “ --buildroot
<pat h> — Execute %install using
<pat h> astheroot ”

--buildarch <ar ch>

Perform build for the <ar ch> ar-
chitecture

the section cdled “ --buildarch
<ar ch> — Perform Build For the
<ar ch> Architecture”

--buildos <os>

Perform build for the <os> operat-
ing system

the section called “ --buildos <os>
— Perform Build For the <os> Op-
erating System”

--timecheck <secs>

Print a warning if files are over
<secs>old

the section caled “ --timecheck
<secs> — Print awarning if files
to be packaged are over <secs>
old”

General Options

Page

Display debugging information

the section called “-vv — Display
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debugging information”

--quiet Produce asllittle output as possible |the section called “ --quiet — Pro-
duce as Little Output as Possible ”
-rcfile<rcfil e> Set dternate rpnrc file tojthe section caled “ --rcfile

<rcfil e> <rcfil e>— Set dternater pnr c
fileto<rcfil e>"

rombuild — What Does it Do?

When RPM is invoked with the -b option, the process of building a package is started. The rest of
the command will determine exactly what is to be built and how far the build should proceed. In this
chapter, we'll explore every aspect of rpm -b.

An RPM build command must have two additional pieces of information, over and above "rpm-
build":

1. Thenames of one or more spec files representing software to be packaged.

2. Thedesired stage at which the build is to stop.

As we discussed in Chapter 10, The Basics of Developing With RPM, the spec file is one of the in-
puts to RPM's build process. It contains the information necessary for RPM to perform the build and
package the software.

There are a number of stages that RPM goes through during a build. By specifying that the build
process is to stop at a certain stage, the package builder can monitor the build's progress, make any
changes necessary, and restart the build. Let's start by looking at the various stages that can be spe-
cified in abuild command.

rombuild -bp — Execute %prep

The command rpmbuild -bp directs RPM to execute the very first step in the build process. In the
spec file, this step is labeled % prep. Every command in the % prep section will be executed when
the -bp option is used.

Here's a simple %prep section from the spec file we used in Chapter 11, Building Packages. A
Smple Example:

%pr ep
UYset up

This % prep section consists of asingle % setup macro. When using rpm -bp against this spec file,
we can see exactly what % setup does:

# rpnbuild -bp cdpl ayer-1. 0. spec

* Package: cdpl ayer

Execut i ng( %pr ep) :

umask 022

cd /usr/src/redhat/BU LD

cd /usr/src/redhat/BU LD

rm-rf cdplayer-1.0

gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz
tar -xvvf -

++ 4+ + 4+
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dr wxr wxr - x root/users 0 Aug 4 22:30 1996 cdpl ayer-1. 0/

-rWr--r-- root/users 17982 Nov 10 01: 10 1995 cdpl ayer-1. 0/ COPYI NG

-rwWr--r-- root/users 627 Nov 10 01:10 1995 cdpl ayer- 1. 0/ ChangelLog

SrWr--r-- root/users 2806 Nov 10 01: 10 1995 cdpl ayer-1.0/vol une.c

-rWr--r-- root/users 1515 Nov 10 01:10 1995 cdpl ayer-1.0/vol une. h
[ O -ne 0]

+
+ cd cdplayer-1.0

+ cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
+ chown -R root.root

+ chnod -R a+rX, g-w, o-w .

+ exit O

H*

First, RPM confirmsthat the cdpl ayer package isthe subject of this build. Then it sets the umask
and starts executing the %prep section. At this point, the % setup macro is doing its thing. It
changes directory into the build area and removes any old copies of cdpl ayer 'sbuild tree.

Next, % setup unzips the sources and uses tar to create the build tree. We've removed the complete
listing of files, but be prepared to see lots of output if the software being packaged is large.

Finally, % setup changes directory into cdpl ayer 's build tree and changes ownership and file per-
missions appropriately. Theexi t 0 signifies the end of the % prep section, and therefore, the end
of the % setup macro. Since we used the -bp option, RPM stopped at this point. Let's see what RPM
left in the build area:

# cd /usr/src/redhat/BU LD
#1s -1

total 1
dr wxr - xr - X 2 root r oot 1024 Aug 4 22:30 cdplayer-1.0
#

There's the top-level directory. Changing directory into cdpl ayer - 1. 0, we find the sources are
ready to be built:

# cd cdplayer-1.0

#1s -IF

total 216

STWIr--r-- 1 root r oot 17982 Nov 10 1995 COPYI NG

SrW-r--r-- 1 root r oot 627 Nov 10 1995 Changelog
:Fw-r--r-- 1 root r oot 2806 Nov 10 1995 vol une.c
SFTWTI--T-- 1 root r oot 1515 Nov 10 1995 vol une. h
#

We can see that % setup's chown and chmod commands did what they were supposed to — the
files are owned by root, with permissions set appropriately.

If not stopped by the -bp option, the next step in RPM's build process would be to build the soft-

ware. RPM can also be stopped at the end of the % build section in the spec file. Thisis done by us-
ing the -bc option:

rombuild -bc — Execute %prep, %build
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When the -bc option is used during a build, RPM stops once the software has been built. In terms of
the spec file, every command in the %build section will be executed. In the following example,
we've removed the output from the % prep section to cut down on the redundant output, but keep in
mind that it is executed nonethel ess:

# rpnbuild -bc cdpl ayer-1. 0. spec

* Package: cdpl ayer
Execut i ng( %pr ep) :

+ exit O

Executi ng(%bui | d):

+ cd /usr/src/redhat/BU LD
+ cd cdplayer-1.0

+ nmake

gcc -Wall -2 -c -1/usr/include/ncurses cdp.c

gcc -Vall -2 -c -l/usr/include/ncurses color.c

gcc -Vall -2 -c -l/usr/include/ ncurses display.c

gcc -Vall -2 -c -l/usr/include/ncurses msc.c

gcc -Vall -2 -c¢ -l/usr/include/ncurses volune.c

volune.c: In function “m x_set _vol une':

vol unme. ¢: 67: warning: inplicit declaration of function “ioctl'
gcc -Vall -2 -c -I/usr/include/ncurses hardware.c

gcc -Vall -2 -c -I/usr/include/ncurses database.c

gcc -Wall -2 -c -1/usr/include/ncurses getline.c

gcc -o cdp cdp.o color.o display.o misc.o volune.o hardware. o database.o
getline.o ~-l/usr/include/ncurses -L/usr/lib -Incurses

groff -Tascii -nman cdp.1l | conpress >cdp.1l.Z

+ exit O

#

After the command, we see RPM executing the % prep section (which we've removed almost en-
tirely). Next, RPM starts executing the contents of the % build section. In our example spec file, the
% build section looks like this:

%bui | d
make

We see that prior to the make command, RPM changes directory into cdpl ayer 'stop-level direct-
ory. RPM then starts the make, which ends with the groff command. At this point, the execution of
the % build section has been completed. Since the -bc option was used, RPM stops at this point.

The next step in the build process would be to install the newly built software. This is done in the
%install (and % check) section of the spec file. RPM can be stopped after the install has taken place
by using the -bi option:
rombuild -bi — Execute %prep, %build, %install,
%check

By using the -bi option, RPM is directed to stop once the software is completely built and installed,
and the test suite has been run on the build system. Here's what the output of a build using the -bi
option looks like:

# rpnbuild -bi cdplayer-1.0. spec
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* Package: cdpl ayer
Execut i ng( %pr ep) :

+exit 0
Execut i ng( %bui | d):

+ exit O

Executing(% nstall):

+ cd /usr/src/redhat/BU LD

+ cd cdplayer-1.0

+ nmake install

chnod 755 cdp

chnod 644 cdp.1.Z

cp cdp /usr/local/bin

In -s /usr/local/bin/cdp /usr/local/bin/cdplay
cp cdp. 1 /usr/local/man/ manl

+ exit O

Executi ng( %check):

+ umask 022

+ cd /usr/src/redhat/BU LD

+ cd cdplayer-1.0

+ make test

Al tests run successfully.

+ exit O

Execut i ng(%doc) :

cd /usr/src/redhat/BU LD

cd cdplayer-1.0

DOCDI R=/ / usr/ doc/ cdpl ayer-1.0-1
rm-rf //usr/doc/cdplayer-1.0-1
nkdir -p //usr/doc/cdplayer-1.0-1
cp -ar README //usr/doc/cdpl ayer-1.0-1
exit O

+ 4+ ++++

F*

As before, we've excised most of the previously described sections. In this example, the %install
section looks like:

% nst al |
make install

After the % prep and %build sections, the %install section is executed. Looking at the output, we
see that RPM changes directory into cdpl ayer 's top-level directory and issues the make install
command, the sole command in the %install section. The output from that point until the first
exit 0,isfrommakeinstall.

The next part of the output is from the % check section, ie. the sole command make test.

The remaining commands are due to the contents of the spec file's %files list. Here's what it 1ooks
like:

%iles

%oc READVE

/usr/ | ocal/bin/cdp

[usr/ 1 ocal / bi n/ cdpl ay
/usr/ |l ocal / man/ manl/ cdp. 1
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The line responsible is % doc README. The % doc tag identifies the file as being documentation.
RPM handles documentation files by creating adirectory in/ usr/ doc and placing all documenta-
tioninit. Theexi t O at the end signifies the end of the %install section. RPM stops due to the -bi
option.

The next step at which RPM's build process can be stopped is after the software's binary package
file has been created. Thisis done using the -bb option:

rombuild -bb — Execute %prep, %build, %install,
%check, package (bin)

# rpnbuild -bb cdpl ayer-1. 0. spec

* Package: cdpl ayer
Execut i ng( %pr ep) :

+exit 0
Executi ng(%bui | d):

+ exit 0
Executing(% nstall):

+exit 0
Execut i ng(%check):

+exit 0
Execut i ng(%doc) :

+ exit O

Bi nary Packagi ng: cdplayer-1.0-1

Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libncurses.so.2.0
usr/ doc/ cdpl ayer-1.0-1

usr/ doc/ cdpl ayer - 1. 0- 1/ READMVE

usr/ |l ocal / bi n/ cdp

usr/ | ocal / bi n/ cdpl ay

usr/l ocal / man/ manl/ cdp. 1

93 bl ocks

Cenerating signature: O

Wote: /usr/src/redhat/RPMS/i 386/ cdpl ayer-1.0-1.i386.rpm
Execut i ng( %! ean):

umask 022

cd /usr/src/redhat/BU LD

cd cdplayer-1.0

exit O

+ + + +

F*

After executing the % prep, %build, %install, and %check sections, and handling any special
documentation files, RPM then creates a binary package file. In the sample output, we see that first
RPM performs automatic dependency checking. It does this by determining which shared libraries
are required by the executable programs contained in the package. Next, RPM actually archives the
files to be packaged, optionally signs the package file, and outputs the finished product.

Thelast part of RPM's output looks suspicioudly like a section in the spec file being executed. In our
example, there is no % clean section. If there were, however, RPM would have executed any com-
mands in the section. In the absence of a %clean section, RPM simply issues the usual cd com-
mands and exits normally.

rombuild -ba — Execute %prep, %build, %install,
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%check, package (bin, src)

The -ba option directs RPM to perform all the stages in building a package. With this one com-
mand, RPM:

e Unpacksthe original sources.

» Appliespatches (if desired).

* Buildsthe software.

* Ingtallsthe software.

* Runsthetest suite for the software.
» Createsthe binary package file.

e Creates the source packagefile.
That's quite a bit of work for one command! Hereit is, in action:

# rpnbuil d -ba cdpl ayer-1. 0. spec

* Package: cdpl ayer
Execut i ng( %prep) :

+exit 0
Execut i ng( %bui | d):

+exit 0
Executing(% nstall):

+exit 0
Execut i ng( %check):

+exit 0
Executi ng(%doc) :

+exit 0
Bi nary Packagi ng: cdpl ayer-1.0-1

Execut | ng( %l ean):

+ exit O

Sour ce Packagi ng: cdpl ayer-1.0-1

cdpl ayer-1. 0. spec

cdpl ayer-1.0.tgz

80 bl ocks

Cenerating signature: 0

Wote: /usr/src/redhat/SRPMS/ cdpl ayer-1.0-1.src.rpm

#

As in previous examples, RPM executes the % prep, %build, %install, and %check sections,
handles any special documentation files, creates a binary package file, and cleans up after itself.

The final step in the build process is to create a source package file. As the output shows, it consists
of the spec file and the original sources. A source package may optionally include one or more patch
files, although in our example, cdpl ayer requires none.

At the end of abuild using the -ba option, the software has been successfully built and packaged in
both binary and source form. But there are a few more build-time options that we can use. One of
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them is the -bl option:

rombuild -bl — Check %files list

There's one last letter that may be specified with rpm -b, but unlike the others, which indicate the
stage at which the build processis to stop, this option performs a variety of checks on the %fileslist
in the named spec file. When | is added to r pmbuild, the following checks are performed:

» Expandsthe spec file's %fileslist and checks that each file listed actually exists.

» Determines what shared libraries the software requires by examining every executable file listed.
» Determines what shared libraries are provided by the package.

Why isit necessary to do all this checking? When would it be useful? Keep in mind that the %files
list must be generated manually. By using the -bl option, the following steps are all that's necessary
to create a %ofileslist:

*  Writing the %fileslist.

e Using the -bl option to check the %fileslist.

* Making any necessary changes to the %fileslist.

It may take more than one iteration through these steps, but eventually the list check will pass. Us-
ing the -bl option to check the %fileslist is certainly better than starting a two-hour package build,
only to find out at the very end that the list contains a misspelled filename.

Here's an example of the -bl option in action:

# rpnbuild -bl cdplayer-1.0. spec

* Package: cdpl ayer

File List Check: cdplayer-1.0-1

Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libncurses.so.2.0

#

It's hard to see exactly what RPM is doing from the output, but if we add -vv, we can get a bit more

information:

# rprbuild -bl -vv cdplayer-1.0. spec
D: Switched to BASE package

D: Source(0) = sunsite.unc.edu:/pub/Linux/apps/sound/cds/cdplayer-1.0.tgz
D: Switching to part: 12

D fileFile =

D: Switched to package: (null)

D: Switching to part: 2

D fileFile =

D: Switching to part: 3

D fileFile =

D: Switching to part: 4

D fileFile =

D: Switching to part: 10

D fileFile =

D: Switched to package: (null)

Package: cdpl ayer
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| e List Check: cdplayer-1.0-1
ADDI NG /usr/doc/ cdpl ayer-1.0-1
ADDI NG /usr/doc/ cdpl ayer - 1. 0- 1/ READVE
ADDI NG /usr/ |l ocal /bin/cdp
ADDI NG /usr/ | ocal / bi n/ cdpl ay
ADDI NG /usr/ |l ocal / man/ manl/ cdp. 1
nd5(/ usr/ doc/ cdpl ayer-1. 0- 1/ README) = 2c149b2f bla4d65418131a19b242601c
nd5(/ usr/ 1 ocal / bi n/ cdp) = 0f 2a7a2f 81812c75f d01c52f 456798d6
nd5(/ usr/ 1 ocal / bi n/ cdpl ay) = d41d8cd98f 00b204e9800998ecf 8427e
nd5(/ usr/ 1 ocal / man/ manl/ cdp. 1) = b32cc867ae50e2bdf a4d6780b084adf a
ndi ng dependenci es. ..
D: Adding require: libncurses.so.2.0
D: Adding require: libc.so.5
Requires (2): libc.so.5 libncurses.so.2.0

Iopooooooom

#

Looking at this more verbose output, it's easy to see there's a great deal going on. Some of it is not
directly pertinent to checking the %files list, however. For example, the output extending from the
first line to thelinereading* Package: cdpl ayer, reflects processing that takes place during
actual package building, and can beignored.

Following that section is the actual %fileslist check. In this section, every file named in the %files
list is checked to make sure it exists. The phrase, ADDI NG , again reflects RPM's package building
roots. When using the -bl option, however, RPM is simply making sure the files exist on the build
system. If the --timecheck option (described a bit later, on the section caled “ --timecheck
<secs> — Print awarning if files to be packaged are over <secs> old ") is present, the checks
required by that option are performed here, as well.

After the list check, the MD5 checksums of each file are calculated and displayed. While this in-
formation isvital during actua package building, it is not used when using the -bl option.

Finally, RPM determines which shared libraries the listed files require. In this case, there are only
two — | i bc.so.5,and | i bncurses. so. 2. 0. While not strictly a part of the list-checking
process, displaying shared library dependencies can be quite helpful at this point. It can point out
possible problems, such as assuming that the target systems have a certain library installed when, in
fact, they do not.

So far, we've only seen what happens when the %files list is correct. Let's see what happens where
thelist has problems. In this example, we've added a bogus file to the package's % files list:

# rpmbuild -bl cdpl ayer-1. 0. spec

* Package: cdpl ayer

File List Check: cdplayer-1.0-1

File not found: /usr/local/bin/bogus
Build failed.

#

Reflecting more of its package building roots, rpm -bl says that the "build failed". But the bottom
line is that there is no such file as / usr/ bi n/ bogus. In this example we made the name obvi-
ously wrong, but in a more real-world setting, the name will more likely be a misspelling in the
%fileslist. OK, let's correct the % fileslist and try again:

# rprbuild -bl cdpl ayer-1.0. spec

* Package: cdpl ayer

File List Check: cdplayer-1.0-1

File not found: /usr/local/bin/cdplay
Build failed.

144



rpmbuild Command Reference

Another error! In this case the file is spelled correctly, but it is not on the build system, even though
it should be. Perhaps it was deleted accidentally. In any case, let's rebuild the software and try again:

# rprbuil d -bi cdpl ayer-1. 0. spec

* Package: cdpl ayer
Executi ng( %pr ep) :

+ exit O
Execut i ng( %bui | d):

+exit 0
Executing(% nstall):

I'n -s /usr/local/bin/cdp /usr/local/bin/cdplay

+exit 0
Execut i ng( ¥%¢heck) :

+ exit 0
Execut i ng(%doc) :

-.Fnexit 0

#
# rpnbuild -bl cdpl ayer-1. 0. spec

* Package: cdpl ayer

File List Check: cdplayer-1.0-1

Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libncurses.so.2.0

#

Done! The moral to this story isthat using rpm -bl and fixing the error it flagged doesn't necessarily
mean your %fileslist isready for prime-time: Always run it again to make sure!

--short-circuit — Force build to start at particular stage

Although it sounds dangerous, the --short-cir cuit option can be your friend. This option is used dur-
ing the initial development of a package. Earlier in the chapter, we explored stopping RPM's build
process at different stages. Using --short-cir cuit, we can start the build process at different stages.

One time that --short-circuit comesin handy is when you're trying to get software to build properly.
Just think what it would be like — you're hacking away at the sources, trying a build, getting an er-
ror, and hacking some more to fix that error. Without --short-cir cuit, you'd have to:

1. Makeyour change to the sources.

2. Usetar to create a new source archive.

3. Start abuild with something like rpmbuild -bc.
4.  Seeanother bug.
5. Gobacktostep 1.
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Pretty cumbersome! Since RPM's build process is designed to start with the sources in their original
tar file, unless your modifications end up in that tar file, they won't be used in the next build. 1

But there's another way. Just follow these steps:

1. Placetheoriginal sourcetar filein RPM's SOURCES directory.
2. Createapartia spec filein RPM's SPECS directory (Be sure to include avalid Sour ce line).

3. Issueanrpmbuild -bp to properly create the build environment.

Now use --short-circuit to attempt a compile. Here's an example:

# rpnbuild -bc --short-circuit cdplayer-1.0.spec

* Package: cdpl ayer
Execut i ng( %bui | d):

+ umask 022

+ cd /usr/src/redhat/BU LD
+ cd cdplayer-1.0

+ nmake

gcc -Wall -2 -c -1/usr/include/ncurses cdp.c

gcc -Vall -2 -c -l/usr/include/ncurses color.c
gcc -Vall -2 -c -l/usr/include/ncurses display.c
gcc -Vall -2 -c -l/usr/include/ncurses msc.c
gcc -Vall -2 -c¢ -Il/usr/include/ ncurses volune.c

volume.c: In function “mx_set_volume': _ _
vol unme. ¢: 67: warning: inplicit declaration of function “ioctl'

gcc -Vall -2 -c -I/usr/include/ncurses hardware.c
gcc -Vall -2 -c -I1/usr/include/ncurses database.c
gcc -Wall -2 -c -1/usr/include/ncurses getline.c
gcc -o cdp cdp.o color.o display.o msc.o volune.o
har dwar e. 0 dat abase. o getline.o ~-1/usr/include/ncurses

-L/usr/lib -Incurses
groff -Tascii -nman cdp.1l | conpress >cdp.1l.Z
+ exit O

#

Normally, the -bc option instructs RPM to stop the build after the % build section of the spec file
has been executed. By adding --short-circuit, however, RPM starts the build by executing the
% build section and stops when everything in % build has been executed.

There is only one other build stage that can be --short-circuit'ed, and that is the install stage. The
reason for this restriction is to make it difficult to bypass RPM's use of pristine sources. If it were
possible to --short-circuit to -bb or -ba, a package builder might take the "easy" way out and
simply hack at the build tree until the software built successfully, then package the hacked sources.
So, RPM will only --short-cir cuit to -bc or -bi. Nothing else will do.

What exactly does an rpmbuild -bi --short-circuit do, anyway? Like an rpmbuild -bc -
-short-circuit, it starts executing at the named stage, which in this case is %install. Note that the
build environment must be ready to perform an install before attempting to --short-circuit to the
%install stage. If the software installs via make install, make will automatically compile the soft-

ware anyway.
And what happensiif the build environment isn't ready and a --short-cir cuit is attempted? Let's see:

1 Aswe mentioned in Chapter 10, The Basics of Developing With RPM, if the original sources need to be modified, the modifications should
be kept as a separate set of patches. However, during development, it makes more sense to not generate patches every time a change to the
original source is made.
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# rpnbuild -bi --short-circuit cdplayer-1.0.spec

* Package: cdpl ayer

Executing(% nstal l):

+ umask 022

+ cd /usr/src/redhat/BU LD

+ cd cdplayer-1.0

/var/tnp/rpnbu0ll57aaa: cdplayer-1.0: No such file or directory
Bad exit status

#

RPM blindly started executing the %install stage, but came to an abrupt halt when it attempted to
change directory into cdpl ayer - 1. 0, which didn't exist. After giving a descriptive error mes-
sage, RPM exited with a failure status. Except for some minor differences, rpmbuild -bc would
have failed in the same way.

--buildarch <ar ch> — Perform Build For the <arch>
Architecture

The --buildarch option is used to override RPM's architecture detection logic. The option is fol-
lowed by the desired architecture name. Here's an example:

# rprbuild -ba --buildarch i 486 cdpl ayer-1.0. spec

* Package: cdpl ayer

Bi nary Packagi ng: cdpl ayer-1.0-1

Wote: /usr/src/redhat/RPVS/ i 486/ cdpl ayer-1.0-1.i486.rpm
Wote: /usr/src/redhat/ SRPMS/ cdpl ayer-1.0-1.src.rpm

#

We've removed most of RPM's output from this example, but the main thing we can see from this
example is that the package was built for the i 486 architecture, due to the inclusion of the -
-buildar ch option on the command line. We can also see that RPM wrote the binary package in the
architecture-specific directory, / usr/ src/ redhat / RPMS/ i 486. Using RPM's --queryformat
option confirms the package's architecture:

# rpmguery -gp --queryformat ' 9% arch}\n' /usr/src/redhat/RPMS/i 486/ cdpl ayer-1.0
i 486
#

For more information on build packages for multiple architectures, please see Chapter 19, Building
Packages for Multiple Architectures and Operating Systems .

--buildos <os> — Perform Build For the <os> Operat-
iIng System

The --buildos option is used to override RPM's operating system detection logic. The option is fol-
lowed by the desired operating system name. Here's an example:
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# rpnbuild -ba --buildos osfl cdplayer-1.0.spec

Bi nary Packagi ng: cdplayer-1.0-1

Wote: /usr/src/redhat/RPVS/ i 386/ cdpl ayer-1.0-1.i386.rpm
Sour ce Packagi ng: cdpl ayer-1.0-1

Wote: /usr/src/redhat/SRPVS/ cdpl ayer-1.0-1.src.rpm
#

There's nothing in the build output that explicitly states the build operating system as been set to
osfl. Let'sseeif --queryformat will tell us:

# rprmguery -qgp --queryformat ' 9% os}\n' /usr/src/redhat/RPMS/ i 386/ cdpl ayer-1.0-1
osfl
#

The package was indeed built for the specified operating system. For more information on building
packages for multiple operating systems, please see Chapter 19, Building Packages for Multiple Ar-
chitectures and Operating Systems .

--sigh — Add a Digital Signature to the Package

The --sign option directs RPM to add a digital signature to the package being built. Currently, thisis
done using PGP. Here's an example of --sign in action:

# rpnbuild -ba --sign cdplayer-1.0.spec
Ent er pass phrase: passphrase (not echoed)
Pass phrase i s good.

* Package: cdpl ayer

Bi nary Packagi ng: cdpl ayer-1.0-1

Generat i ng signature: 1002
Wote: /usr/src/redhat/RPVS/ i 386/ cdpl ayer-1.0-1.i386.rpm

Sour ce Packagi ng: cdpl ayer-1.0-1

Gener at i ng signature: 1002
Wote: /usr/src/redhat/SRPMsS/ cdpl ayer-1.0-1.src.rpm

#

The most obvious effect of adding the --sign option to a build command is that RPM then asks for
your private key's passphrase. After entering the passphrase (which isn't echoed), the build proceeds
as usua. The only other difference between this and a non-signed build is that the Gener at i ng
si gnat ur e: lines have anon-zero value.

Let's check the source and binary packages we've just created and seeif they are, in fact, signed:

# rpmsign --checksig /usr/src/redhat/ SRPMS/ cdpl ayer-1.0-1.src.rpm
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[ usr/src/redhat/ SRPMS/ cdpl ayer-1.0-1.src.rpm size pgp nd5 K

# rpmsi gn --checksig /usr/src/redhat/RPM5/ i 386/ cdpl ayer-1.0-1.i386.rpm
/usr/src/redhat/RPMS/ i 386/ cdpl ayer-1.0-1.i386.rpm size pgp md5 OK

#

The fact that thereisapgp in --checksig's output indicates that the packages have been signed.

For more information on signing packages, please see Chapter 17, Adding PGP Sgnatures to a
Package. Also, Appendix G, An Introduction to PGP contains information on obtaining and in-
stalling PGP.

--test — Create, Save Build Scripts For Review

There are times when it might be necessary to get a more in-depth view of a particular build. By us-
ing the --test option, it's easy. When --test is added to a build command, the scripts RPM would nor-
mally use to actually perform the build, are created and saved for you to review. Let's see how it
works:

# rpnbuild -ba --test cdplayer-1.0.spec

* Package: cdpl ayer

#

Unlike anormal build, there's not much output. But the --test option has caused a set of scriptsto be
written and saved for you. The question is: Where are they?

If you are using a customized r pnt c file, the scripts will be written to the directory specified by the

r pnr ¢ entry tmppath. If you haven't changed this setting, RPM, by default, writes the scriptsin /
var/t np. Herethey are:

#1s -1 /var/tnp

total 4

STW-TWAT - - 1 root r oot 670 Sep 17 20: 35 rpnbu00236aaa
STW- WA - - 1 root r oot 449 Sep 17 20: 35 r pnbu00236baa
STW-TWAT - - 1 root r oot 482 Sep 17 20: 35 rpnbu00236caa
STWFPWAT - - 1 root r oot 552 Sep 17 20: 35 r pnbu00236daa
#

Each file contains a script that performs a given part of the build. Here'sthefirst file:

#!/bin/sh -e
# Script generated by rpm

RPM SOURCE DI R="/usr/ src/redhat / SOURCES"

RPM BUI LD DI R="/usr/src/ redhat/BU LD"

RPM DOC DI R="/ usr/ doc"

RPM OPT_FLAGS="-2 -m86 -fno-strength-reduce"
RPM _ARCH="1i 386"

RPM_OS="Li nux"

RPM ROOT_DI R="/t np/ cdpl ayer"

RPM BUI LD ROOT="/t np/ cdpl ayer"
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RPM_PACKAGE_NAME="cdpl ayer™
RPM PACKAGE VERSI ON="1. 0"
RPM PACKAGE RELEASE="1"

set -Xx

umask 022

echo Executi ng(%r ep)
cd /usr/src/redhat/BU LD

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $2 -ne 0 ]; then
exit $?
fi
cd cdplayer-1.0
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root
chnod -R a+rX, g-w, 0o-w .

Aswe can seeg, this script contains the % prep section from the spec file. The script starts off by de-
fining a number of environment variables and then leads into the % prep section. In the spec file
used in this build, the % prep section consists of a single % setup macro. In thisfile, we can see ex-
actly how RPM expands that macro. The remaining files follow the same basic layout — a section
defining environment variables, followed by the commands to be executed.

Note that the --test option will only create script files for each build stage, as specified in the com-
mand line. For example, if the above command was changed to:

# rprnbuild -bp --test cdplayer-1.0.spec
#

only one script file, containing the % prep commands, would be written. In any case, no matter
what RPM build command is used, the --test option can let you see exactly what is going to happen
during a build.

--clean — Clean up after build

The --clean option can be used to ensure that the package's build directory tree is removed at the
end of a build. Although it can be used with any build stage, it doesn't always make much sense to
do so:

# rpmbuild -bp --clean cdpl ayer-1. 0. spec

* Package: cdpl ayer
Execut i ng( %pr ep) :

+ exit O

Executing(--cl ean):

+ cd /usr/src/redhat/BU LD
+ rm-rf cdplayer-1.0

+ exit O

#

In this example, we see a typical %prep section being executed. The line "Execut -
i ng(--clean):" indicates the start of the --clean's activity. After changing directory into the
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build directory, RPM then issues a recursive delete on the package's top-level directory.

As we noted above, this particular example doesn't make much sense. We're only executing the
% prep section, which creates the package's build tree, and using --clean, which removesit! Using -
-clean with the -bc option isn't very productive either, as the newly built software remains in the
build tree. Once again, there would be no remnants left after --clean has done its thing.

Normally, the --clean option is used once the software builds and can be packaged successfully. Itis
particularly useful when more than one package is to be built, since --clean ensures that the filesys-
tem holding the build areawill not fill up with build trees from each package.

Note also that the --clean option only removes the files that reside in the software's build tree. If
there are any files that the build creates outside of this hierarchy, it will be necessary to write a script
for the spec file's % clean section.

--buildroot <pat h> — Execute %install using <pat h>
as the root

The --buildr oot option can make two difficult situations much easier:

e Performing a build without impacting the build system.

» Allowing non-root usersto build packages.

Let's study the first situation in a bit more detail. Say, for example, that sendmail is to be packaged.
In the course of creating a sendmail package, the software must be installed. This would mean that
critical sendmail files, such assendnai | . cf and al i ases, would be overwritten. Mail handling
on the build system would almost certainly be disrupted.

In the second case, it's certainly possible to set permissions such that non-root users can install soft-
ware, but highly unlikely that any system administrator worth their salt would do so. What can be
done to make these situations more tenable?

The --buildroot option is used to instruct RPM to use adirectory other than/ asa"build root". This
phrase is a bit misleading, in that the build root is not the root directory under which the software is
built. Rather, it is the root directory for the install phase of the build. When a build root is not spe-
cified, the software being packaged isinstalled relative to the build system's root directory "/ ".

However, it's not enough to just specify a build root on the command line. The spec file for the
package must be set up to support a build root. If you don't make the necessary changes, thisis what
you'll see:

# rpnbuild -ba --buildroot /tnp/foo cdplayer-1.0. spec

Package can not do build prefixes
Buil d fail ed.

#

Chapter 16, Making a Package That Can Build Anywhere has complete instructions on the modific-
ations necessary to configure a package to use an alternate build root, as well as methods to permit
users to build packages without root access. Assuming that the necessary modifications have been
made, here is what the build would look like:

# rpnbuild -ba --buildroot /tnp/foonly cdplayer-1.0. spec

* Package: cdpl ayer
Execut i ng( %pr ep) :
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+ cd /usr/src/redhat/BU LD

+ exit O

Executi ng(%bui | d):

+ cd /usr/src/redhat/BU LD
+ cd cdplayer-1.0

+ exit O

Executing(% nstall):

+ umask 022

+ cd /usr/src/redhat/BU LD

+ cd cdplayer-1.0

+ make ROOT=/tnp/foonly instal

np/ f oonl y/ usr/ 1 ocal / bi n/

install -m755 -0 0 -g 0 -d /t

install -m755 -0 0 -g O cdp /tnp/foonly/usr/Iocal/bin/cdp

rm-f /tnp/foonly/usr/local/bin/cdplay

In -s /tnp/foonly/usr/local/bin/cdp /tnmp/foonly/usr/local/bin/cdplay
install -m755 -0 0 -g O -d /tnp/foonly/usr/local/mn/ manl/

install -m755 -0 0 -g O cdp.1 /tnp/foonly/usr/local/man/ nmanl/cdp.1
+ exit O

Execut i ng(%check):

+ umask 022

+exit 0

Execut|ng(9woc)

cd /usr/src/redhat/BU LD

cd cdplayer-1.0

DOCDI R=/ t mp/ f oonl y/ / usr/doc/ cdpl ayer-1.0-1

rm-rf /tnp/foonly//usr/doc/cdplayer-1.0-1

nkdir -p /tnp/foonly//usr/doc/cdplayer-1.0-1

cp -ar README /tnp/foonly//usr/doc/cdplayer-1.0-1
exit O

Bi nary Packagi ng: cdpl ayer-1.0-1

Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libncurses.so.2.0

usr/ doc/ cdpl ayer-1.0-1

usr/ doc/ cdpl ayer-1. 0- 1/ READMVE

usr/ 1 ocal / bi n/ cdp

usr/ 1 ocal / bi n/ cdpl ay

usr/l ocal / man/ manl/ cdp. 1

93 bl ocks

Generating signature: O

Wote: /usr/src/redhat/RPVS/ i 386/ cdpl ayer-1.0-1.i386.rpm
Execut i ng( %! ean):

+ umask 022

+ cd /usr/src/redhat/BU LD

+ cd cdplayer-1.0

+ exit O

Sour ce Packagi ng: cdplayer-1.0-1

cdpl ayer-1. 0. spec

cdpl ayer-1.0.tgz

82 bl ocks

Generating signature: O

Wote: /usr/src/redhat/SRPMS/ cdpl ayer-1.0-1.src.rpm

++ 4+ + 4+ +

#

As the somewhat edited output shows, the % prep, % build, and %install sections are executed in
RPM's normal build directory. However, the --buildr oot option comes into play when the make in-
stall is done. As we can see, the ROOT variable isset to/ t mp/ f oonl y, which was the value fol-
lowing --buildroot on the command line. From that point on, we can see that make substituted the
new build root value during the install phase.

The build root is also used when documentation files are installed. The documentation directory
cdpl ayer-1. 0-1iscreatedin/ t np/ f oonl y/ usr/ doc, and the README fileis placed in it.

The only remaining difference that results from using --buildroot, is that the files to be included in
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the binary package are not located relative to the build system's root directory. Instead they are loc-
ated relative to the build root / t np/ f oonl y. The resulting binary and source package files are
functionally equivalent to packages built without the use of --buildroot.

Using --buildroot Can Bite You!

Although the --buildr oot option can solve some problems, using a build root can actually be dan-
gerous. How? Consider the following situation:

» A gpecfileisconfigured to have abuild root of / t np/ bl at her, for instance.

* Inthe %prep section 2, thereisanrm -rf $RPM_BUILD_ROOT command to clean out any
old installed software.

* You decide to build the software so that it installs relative to your system'’s root directory, so you
enter the following command: "rpmbuild -ba --buildroot / foo.spec”.

The end result? Since specifying "/ " as the build root sets $RPM BUI LD _ROOT to "/ ", that innoc-
uous little rm -rf $RPM _BUI LD_ROOT turnsinto rm -rf /! A recursive delete, starting at your sys-
tem'’s root directory, might not be a total disaster if you catch it quickly, but in either case, you'll be
testing your ability to restore from backup... Er, you do have backups, don't you?

The moral of this story is to be very careful when using --buildroot. A good rule of thumb isto al-
way's specify a unique build root. For example, instead of specifying/ t np as a build root (and pos-
sibly losing your system's directory for holding temporary files), use the path / t np/ mypackage,
where the directory mypackage isused only by the package you're building.

--timecheck <secs> — Print a warning if files to be
packaged are over <secs> old

While it's possible to detect many errorsin the %files list using rpmbuild -bl, there is another type
of problem that can't be detected. Consider the following scenario:

* A packageyou're building createsthefile/ usr / bi n/ f 0o.
» Because of aproblem with the package's makefile, f 0o isnever copied into/ usr/ bi n.

e An older, incompatible version of f oo, created several months ago, already exists in /
usr/ bin.

* RPM creates the binary packagefile.

Isthe incompatible/ usr / bi n/ f oo included in the package? You bet it is! If only there was some
way for RPM to catch thistype of problem...

WEéll, thereis! By adding --timecheck, followed by a number, RPM will check each file being pack-
aged, to see if the file is more than the specified number of seconds old. If it is, a warning message
is displayed. The --timecheck option works with either the -ba or -bl options. Here's an example us-
ing -bl:

# rpnbuild -bl --timecheck 3600 cdpl ayer-1.0. spec

* Package: cdpl ayer

File List Check: cdplayer-1.0-1

war ni ng: TI MECHECK failure: /usr/doc/cdplayer-1.0-1/ READMVE
Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libncurses.so.2.0

2 Or the %cleaﬁ section, it doesn't matter — the end result is the same.
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In this example, the file/ usr/ doc/ cdpl ayer - 1. 0- 1/ README is more than 3,600 seconds, or
one hour, old. If wetake alook at the file, wefind that it is: 3

# |s -al /usr/doc/cdpl ayer-1.0-1/ READVE

SrW-r--r-- 1 root r oot 1085 Nov 10 1995 README

#

In this particular case, the warning from --timecheck is no cause for alarm. Since the READVE file
was simply copied from the original source, which was created November 10th, 1995, its date is un-
changed. If the file had been an executable or a library that was supposedly built recently, -
-timecheck's warning should be taken more seriously.

If you'd like to set a default time check value of one hour, you can include the following line in your
r pnr c file:

ti mecheck: 3600

This value can still be overridden by a value on the command line, if desired. For more information
ontheuseof r pnr c files, see Appendix B, Ther pnr c File.

-vv — Display debugging information

Unlike most other RPM commands, there is no -v option for rpmbuild. That's because the com-
mand's default is to be verbose. However, even more information can be obtained by adding -vv.
Here's an example:

# rpmbuild -bp -vv cdpl ayer-1.0. spec

D: Switched to BASE package

D: Source(0) = sunsite.unc.edu:/pub/Linux/apps/sound/cds/cdplayer-1.0.tgz
D: Switching to part: 12

D fileFile =

D: Switched to package: (null)
D: Switching to part: 2

D fileFile =

D: Switching to part: 3

D fileFile =

D: Switching to part: 4

D fileFile =

D: Switching to part: 10

D fileFile =

D.

» Switched to package: (null)

* Package: cdpl ayer

D: RUNNI NG %prep

Execut i ng( %prep) :

+ umask 022

cd /usr/src/redhat/BU LD

cd /usr/src/redhat/BU LD

rm-rf cdplayer-1.0

gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz
tar -xvvf -

+ + 4+ + +

3 It should be noted that the package was built substantially later than November of 1995!
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dr wxr wxr - x root/users 0 Aug 4 22:30 1996 cdpl ayer-1. 0/
-rWr--r-- root/users 17982 Nov 10 01: 10 1995 cdpl ayer-1. 0/ COPYI NG
rwr--r-- root/users 1515 Nov 10 01:10 1995 cdpl ayer-1.0/vol unme. h

[ O -ne 0]

cd cdplayer-1.0

cd /usr/src/redhat/BU LD/ cdpl ayer-1.0

chown -R root.root

chnod -R a+rX, g-w, o-w .

exit O

i

#*

Most of the output generated by the -vv option is preceded by a D: . In this example, the additional
output represents RPM's internal processing during the start of the build process. Using the -vv op-
tion with other build commands will produce different output.

--quiet — Produce as Little Output as Possible

As we mentioned above, the build command is normally verbose. The --quiet option can be used to
cut down on the command's output:

# rpnbuild -ba --quiet cdplayer-1.0.spec

* Package: cdpl ayer

volune.c: In function “mx_set _vol une':

vol une. ¢: 67: warning: inplicit declaration of function “ioctl'
90 bl ocks

82 bl ocks

#

Thisis the entire output from a package build of cdpl ayer . Note that warning messages (actually,
anything sent to stdout) are still printed.

--rcfile <rcfile> — Set alternate rpnrc file to
<rcfile>

The --rcfile option is used to specify afile containing default settings for RPM. Normally, this op-
tion is not needed. By default, RPM uses/ et ¢/ r pnr ¢ and afile named . r pnr ¢ located in your
login directory.

This option would be used if there was a need to switch between several sets of RPM defaults. Soft-
ware developers and package builders will normally be the only people using the --r cfile option. For
more information onr pnr ¢ files, see Appendix B, Ther pnr ¢ File.

Other Build-related Commands

There are two other commands that also perform build-related functions. However, they do not use
the rpmbuild command syntax that we've been studying so far. Instead of specifying the name of
the spec file, as with rpmbuild, it's necessary to specify the name of the source package file.

Why the difference in syntax? The reason has to do with the differing functions of these commands.
Unlike rpmbuild, where the name of the game is to get software packaged into binary and source
package files, these commands use an already-existing source package file asinput. Let's take alook
at them:
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rombuild --recompile — What Does it Do?

The --recompile option directs RPM to perform the following steps:

» Install the specified source package file.
e Unpack the original sources.

* Build the software.

* Ingtall the software.

* Runthetests.

While you might think this sounds a great deal like an install of the source package file, followed by
an rpmbuild -bi, thisis not entirely the case. Using --recompile, the only file required is the source
package file. After the software is built and installed, the only thing left, other than the newly in-
stalled software, isthe original source package file.

The --recompile option is normally used when a previoudly installed package needs to be recom-
piled. --recompile comes in handy when software needs to be compiled against a new version of the
kernel.

Here'swhat RPM displays during a --recompile:

# rpnbuild --reconpile cdplayer-1.0-1.src.rpm
Installing cdplayer-1.0-1.src.rpm

* Package: cdpl ayer

Execut i ng( %pr ep) :

+exit 0
Execut i ng( %bui | d):

+exit 0
Executing(% nstall):

+exit 0
Execut i ng(%check):

+exit 0
Execut i ng(%doc) :

;'exit 0

#

The very first line shows RPM installing the source package. After that are ordinary executions of
the % prep, % build, and %install sections of the spec file.

Since rpm -i or rpm -U are not being used to install the software, the RPM database is not updated
during a --recompile. This means that doing a --recompile on an already-installed package may res-
ult in problems down the road, when RPM is used to upgrade or verify the package.

rombuild --rebuild — What Does it Do?

Package builders, particularly those that creste packages for multiple architectures, often need to
build their packages starting from the original sources. The --rebuild option does this, starting from
a source packagefile. Here isthe list of stepsit performs:
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» Install the specified source package file.
» Unpack the original sources.

+ Build the software.

* Ingtall the software.

* Runthetests.

* Create abinary packagefile.

» Remove the software's build directory tree and run the % clean script.

Unlike the --recompile option, --rebuild cleans up after itself. The other difference between the two
commands is the fact that --rebuild also creates a binary package file. The only remnants of a -
-rebuild are the origina source package, the newly installed software, and a new binary package
file

Package builders find this command especially handy, as it allows them to create new binary pack-
ages using one command, with no additional cleanups required. There are several times when -
-rebuild is normally used:

* When the build environment (eg. compilers, libraries, etc.) has changed.

*  When binary packages for a different architecture are to be built.
Here's an example of the --rebuild option in action:

# rpnbuild --rebuild cdplayer-1.0-1.src.rpm
Installing cdplayer-1.0-1.src.rpm

* Package: cdpl ayer

Execut i ng( %pr ep) :

+ exit O
Execut i ng( %bui | d):

+exit 0
Executing(% nstall):

+exit 0
Execut i ng( %¢heck) :

+exit 0
Executi ng(%loc) :

+oexit 0
Bi nary Packagi ng: cdplayer-1.0-1

Execut i ng( %l ean):

+exit 0
Executing(--cl ean):

Jr”exit 0

#

The very first line shows RPM installing the source package. The lines after that are ordinary execu-
tions of the % prep, %build, %install and % check (if any) sections of the spec file. Next, a binary
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package file is created. Finally, the spec file's %clean section (if one exists) is executed. The
cleanup of the software's build directory takes place, just asif the --clean option had been specified.

That completes our overview of the commands used to build packages with RPM. In the next
chapter, we'll ook at the various macros that are available and how they can make life easier for the
package builder.
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In this chapter, we're going to cover the spec file in detail. There are a number of different types of
entries that comprise a spec file, and every one will be documented here. The different types of
entries are:

*  Comments — Human-readable notes ignored by RPM.

e Tags— Define data.

» Scripts— Contain commands to be executed at specific times.

* Macros— A method of executing multiple commands easily.

* The%fileslist — A list of filesto be included in the package.

* Directives— Used in the %fileslist to direct RPM to handle certain filesin a specific way.

» Conditionals — Permit operating system- or architecture-specific preprocessing of the spec file.

Let's start by looking at comments.

Comments: Notes Ignored by RPM

Comments are away to make RPM ignore aline in the spec file. The contents of acomment line are
entirely up to the person writing the spec file.

To create a comment, enter an octothorp (#) at the start of the line. Any text following the comment
character will be ignored by RPM. Here's an example comment:

# This is the spec file for playmdi 2.3...

Comments can be placed in any section of the spec file. Note that macros are expanded everywhere,
so with multiline macros which would only have the first [ine commented also escape the percent
(%) character:

# %eonfigure

Tags: Data Definitions

Looking at a spec file, the first thing you'll see are a number of lines, all following the same basic
format:

<sonet hi ng>: <sonet hi ng- el se>

The <sonet hi ng> isknown as a"tag", because it is used by RPM to name or tag some data. The
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tag is separated from its associated data by a colon. The data is represented by the
<sonet hi ng- el se> above. Tags are grouped together at the top of the spec file, in a section
known as the preamble. Here's an example of atag and its data:

Vendor: White Socks Software, |nc.

In this example, the tag is "Vendor". Tags are not case-sensitive — they may be all uppercase, all
lowercase, or anything in-between. The Vendor tag is used to define the name of the organization
producing the package. The datain this example is "White Socks Software, Inc.". Therefore, RPM
will store White Socks Softwar e, I nc. as the vendor of the package.

Note, also, that spacing between the tag, the colon, and the data is unimportant. Given this, and the
case-insensitivity of the tag, each of the following lines are equivalent to the one above:

VeNdOr : White Socks Software, |nc.
vendor : Whit e Socks Software, |nc.
VENDOR : VWi te Socks Software, Inc.

The bottom line is that you can make tag lines as neat or as ugly as you like — RPM won't mind
either way. Note, however, the tag's data may need to be formatted in a particular fashion. If there
are any such restrictions, we'll mention them. Below, we've grouped tags of similar functions togeth-
er for easier reference, starting with the tags that are used to create the package name.

Package Naming Tags

The following tags are used by RPM to produce the package's final name. Since the name is aways
in the format:

<nane>- <ver si on>- <r el ease>

it's only natural that the three tags are known as name, version, and r elease.

The name Tag
The name tag is used to define the name of the software being packaged. In most (if not all) cases,
the name used for a package should be identical in spelling and case to the software being packaged.
The name cannot contain any whitespace: If it does, RPM will only use the first part of the name (up

to the first space). Therefore, if the name of the software being packaged is cdplayer, the name tag
should be something like:

Name: cdpl ayer

The version Tag

The version tag defines the version of the software being packaged. The version specified should be
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as close as possible to the format of the original software's version. In most cases, there should be no
problem specifying the version just as the software's original developer did. However, thereisare-
striction. There can be no dashesin the version. If you forget, RPM will remind you:

# rprbui |l d -ba cdpl ayer-1. 0. spec

* Package: cdpl ayer
Il'legal '-'" char in version: 1.0-a

#

Spaces in the version will also cause problems, in that anything after the first space will be ignored
by RPM. Bottom line: Stick with aphanumeric characters and periods, and you'll never have to
worry about it. Here's a sample version tag:

Version: 1.2

The release Tag

The release tag can be thought of as the package's version. The release is traditionally an integer —
for example, when a specific piece of software at a particular version is first packaged, the release
should be "1". If it is necessary to repackage that software at the same version, the release should be
incremented. When a new version of the software becomes available, the release should drop back
to"1" when it isfirst packaged.

Note that we used the word "traditionally"”, above. The only hard and fast restriction to the release
format is that there can be no dashes in it. Be aware that if you buck tradition, your users may not
understand what your release means.

It is up to the package builder to determine which build represents a new release and to update the
release manually. Hereiswhat atypical release tag might look like:

Rel ease: 5

Descriptive Tags

These tags provide information primarily for people who want to know a bit more about the pack-
age, and who produced it. They are part of the package file, and most of them can be seen by issuing
anrpm -qi command.

The %description Tag

The %description tag is used to provide an in-depth description of the packaged software. The de-
scription should be several sentences describing, to an uninformed user, what the software does.

The %description tag is a bit different than the other tags in the preamble. For one, it starts with a
percent sign. The other difference is that the data specified by the % description tag can span more
than one line. In addition, a primitive formatting capability exists. If a line starts with a space, that
line will be displayed verbatim by RPM. Lines that do not start with a space are assumed to be part
of aparagraph and will be formatted by RPM. It's even possible to mix and match formatted and un-
formatted lines. Here are some examples:
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%escription

It slices! It dices! It's a CD player app that can't be beat. By using
t he resonant frequency of the CDitself, It is able to sinmulate 20X
oversanmpling. This leads to sound quality that cannot be equaled with
nore nundane software...

The example above contains no explicit formatting. RPM will format the text as a single paragraph,
breaking lines as needed.

%descri ption

It slices!

It dicesl!

It's a CD player app that can't be beat.
By using the resonant frequency of the CDitself, it is able to simulate
20X oversampling. This leads to sound quality that cannot be equaled with
nore mundane software. ..

In this example, the first three lines will be displayed by RPM, verbatim. The remainder of the text
will be formatted by RPM. The text will be formatted as one paragraph.

%escription

It slices!

It dices!

It's a CD player app that can't be beat.

By using the resonant frequency of the CDitself, it is able to simulate
20X oversanmpling. This leads to sound quality that cannot be equaled with
nore mundane software. ..

Above, we have a similar situation to the previous example, in that part of the text is formatted and
part is not. However, the blank line separates the text into two paragraphs.

The summary Tag

The summary tag is used to define a one-line description of the packaged software. Unlike
%description, summary is restricted to one line. RPM uses it when a succinct description of the
package is needed. Hereis an example of asummary line:

Sunmary: A CD player app that rocks!

The license Tag

The license tag is used to define the license terms applicable to the software being packaged. This
tag is also known as the copyright tag. In many cases, this might be nothing more than "GPL", for
software distributed under the terms of the GNU General Public License, or something similar. For
example:

162



Inside the Spec File

Li cense: GPL

The distribution Tag

The distribution tag is used to define a group of packages, of which this package is a part. Since
Red Hat is in the business of producing a group of packages known as a Linux distribution, the
name stuck. For example, if a suite of applications known as "Doors '95" were produced, each pack-
age that is part of the suite would defineits distribution line like this:

Di stribution: Doors '95

The icon Tag

Theicon tag is used to name a file containing an icon representing the packaged software. The file
may be in either GIF or XPM format, although XPM is preferred. In either case, the background of
the icon should be transparent. The file should be placed in RPM's SOURCES directory prior to per-
forming a build, so no path is needed.

The icon is normally used by graphically-oriented front ends to RPM. RPM itself doesn't use the
icon, but it's stored in the package file and retained in RPM's database after the package is installed.
An example icon tag might look like:

I con: foo.xpm

The vendor Tag

The vendor tag is used to define the name of the entity that is responsible for packaging the soft-
ware. Normally, this would be the name of an organization. Here's an example:

Vendor: Wiite Socks Software, |nc.

The url Tag

The url tag is used to define a Uniform Resource Locator that can be used to obtain additional in-
formation about the packaged software. At present, RPM doesn't actively make use of thistag. The
data is stored in the package however, and will be written into RPM's database when the package is
installed. It's only a matter of time before some web-based RPM adjunct makes use of this informa-
tion, so make sure you include URLS! Something like thisis all you'll need:

URL: http://ww. gnonovi si on. com cdpl ayer. htm
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The group Tag

The group tag is used to group packages together by the types of functionality they provide. The
group specification looks like a path and is similar in function, in that it specifies more general
groupings before more detailed ones. For example, a package containing atext editor might have the
following group:

Group: Applications/Editors

In this example, the package is part of the Edi t or s group, which isitself a part of the Appl i ca-
t i ons group. Likewise, a spreadsheet package might have this group:

Group: Applications/ Spreadsheets

This group tag indicates that under the Appl i cati ons group, we would find Edi t or s and
Spr eadsheet s, and probably some other subgroups as well.

How is this information used? It's primarily meant to permit graphical front-ends to RPM, to display
packages in a hierarchical fashion. Of course, in order for groups to be as effective as possible, it's
necessary for all package builders to be consistent in their groupings. In the case of packages for
Linux, Red Hat has the definitive list. Therefore, Linux package builders should give serious consid-
eration to using Red Hat's groups. The current group hierarchy isinstalled with every copy of RPM,
and is available in the RPM sources as well. Check out the file gr oups in RPM's documentation
directory (normally / usr / shar e/ doc/ r pm <ver si on>), or in the top-level source directory.

The packager Tag

The packager tag is used to hold the name and contact information for the person or persons who
built the package. Normally, this would be the person that actually built the package, or in a larger
organization, a public relations contact. In either case, contact information such as an e-mail address
or phone number should be included, so customers can send either money or hate mail, depending
on their satisfaction with the packaged software. Here's an example of a packager tag:

Packager: Fred Foonly <fred@nonovi sion. conp

Dependency Tags

One RPM feature that's been recently implemented is a means of ensuring that if a package is in-
stalled, the system environment has everything the package requires in order to operate properly.
Likewise, when an installed package is erased RPM can make sure no other package relies on the
package being erased. This dependency capability can be very helpful when end users install and
erase packages on their own. It makes it more difficult for them to paint themselves into a corner,
package-wise.

However, in order for RPM to be able to take more than basic dependency information into account,
the package builder must add the appropriate dependency information to the package. This is done
by using the following tags. Note, however, that adding dependency information to a package re-
quires some forethought. For additional information on RPM's dependency processing, please re-
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view Chapter 14, Adding Dependency Information to a Package.

The provides Tag

The provides tag is used to specify a virtual package that the packaged software makes available
when it is installed. Normally, this tag would be used when different packages provide equivalent
services. For example, any package that allows a user to read mail might provide the mail-reader
virtual package. Another package that depends on a mail reader of some sort, could require the mail-
reader virtual package. It would then install without dependency problems, if any one of several
mail programs were installed. Here's what a provides tag might look like:

Provi des: mail -reader

The requires Tag

Therequirestag is used to aert RPM to the fact that the package needs to have certain capabilities
available in order to operate properly. These capabilities refer to the name of another package, or to
avirtual package provided by one or more packages that use the provides tag. When the requires
tag references a package name, version comparisons may also be included by following the package
name with <, >, =, >=, or <=, and a version specification. To get even more specific, a package's re-
lease may beincluded as well. Here's arequirestag in action, with a specific version requirement:

Requires: playmdi = 2.3

If the Requir es tag needs to perform a comparison against an epoch number defined with the epoch
tag (described below), then the proper format would be:

Requires: playmdi >= 4:2.3

The conflicts Tag

The conflictstag is the logical complement to the requires tag. The requirestag is used to specify
what packages must be present in order for the current package to operate properly. The conflicts
tag is used to specify what packages cannot beinstalled if the current package is to operate properly.

The conflicts tag has the same format as the requires tag — namely, the tag is followed by areal or

virtual package name. Like requires, the conflicts tag also accepts version and release specifica
tions:

Conflicts: playmdi = 2.3-1

If the conflicts tag needs to perform a comparison against an epoch number defined with the epoch
tag (described below), then the proper format would be:
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Conflicts: playmdi = 4:

The epoch Tag

The epoch tag is another part of RPM's dependency and upgrade processing. It is also known as the
serial tag. The need for it is somewhat obscure, but goes something like this:

1. The package being built (call it package A) uses a version numbering scheme sufficiently ob-
scure so that RPM cannot determine if one version is older or newer than another version.

2. Another package (package B) requires that package A be installed. More specifically, it re-
quires RPM to compare package A's version against a specified minimum (or maximum) ver-
sion.

Since RPM is unable to compare package A's version against the version specified by package B,
there is no way to determine if package B's dependency requirements can be met. What to do?

The epoch tag provides a way to get around this tricky problem. By specifying a simple integer
epoch number for each version, you are, in essence, directing how RPM interprets the relative age of
the package. The key point to keep in mind is that in order for this to work, a unique epoch number
must be defined for each version of the software being packaged. In addition, the epoch number
must increment along with the version. Finaly, the package that requires the epoched software
needs to specify its version requirements in terms of the epoch number.

Does it sound like a lot of trouble? You're right! If you find yourself in the position of needing to
use this tag, take a deep breath and seriously consider changing the way you assign version num-
bers. If you're packaging someone else's software, perhaps you can convince them to make the
change. Chances are, if RPM can't figure out the version number, most people can't, either! An ex-
ample epoch tag would look something like this:

Epoch: 4

Note that RPM considers a package with an epoch number as newer than a package without an
epoch number.

The autoreqprov, autoreq, and autoprov Tags

The autoregprov, autoreq, and autoprov tags are used to control the automatic dependency pro-
cessing performed when the package is being built. Normally, as each package is built, the follow-
ing steps are performed:

» All executable programs and libraries being packaged are analyzed to determine their shared lib-
rary requirements as well as interpreters. These requirements are automatically added to the
package's requirements.

» The soname of each shared library being packaged is automatically added to the package's list of
"provides" information.

» Therequired modulesfor all Perl scripts and modules being packaged are automatically added to
the package's requirements.
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By doing this, RPM reduces the need for package builders to manually add dependency information
to their packages. However, there are times when RPM's automatic dependency processing may not
be desirable. In those cases the autoregprov, autoreq, and autoprov tags can be used to disable
automatic dependency processing altogether (autoregprov), for requirements only (autoreq), or for
"provides’ only (autoprov).

To disable automatic dependency processing both for requirements and "provides’, add the follow-
ing line:

Aut oRegProv: no

To disable automatic processing of requirements, add the following line:

Aut oReq: no

To disable automatic processing of "provides®, add the following line:

Aut oProv: no

(The number zero may be used instead of no) Although RPM defaults to performing automatic de-
pendency processing, the effect of the autor eqpr ov, autoreq, and autoprov tags can be reversed by
changing no to yes. (The number one may be used instead of yes)

Architecture- and Operating System-Specific Tags

As RPM gainsin popularity, more people are putting it to work on different types of computer sys-
tems. While this would not normally be a problem, things start to get a little tricky when one of the
following two situations becomes commonplace:

1. A particular operating system is ported to several different hardware platforms, or architec-
tures.

2. A particular architecture runs several different operating systems.

Therea bind hits when RPM is used to package software for several of these different system envir-
onments. Without methods of controlling the build process based on architecture and operating sys-
tem, package builders that develop software for more than one architecture or operating system will
have a hard time indeed. The only alternative would be to maintain parallel RPM build environ-
ments and accept all the coordination headaches that would entail.

Fortunately, RPM makesit all easier than that. With the following tags, it's possible to support pack-
age building under multiple environments, all from a single set of sources, patches, and a single spec
file. For a more complete discussion of multi-architecture package building, please see Chapter 19,
Building Packages for Multiple Architectures and Operating Systems..

The excludearch Tag
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The excludearch tag directs RPM to ensure that the package does not attempt to build on the ex-
cluded architecture(s). The reasons for preventing a package from building on a certain architecture
might include:

» The software has not yet been ported to the excluded architecture.

» The software would serve no purpose on the excluded architecture.

An example of the first case might be that the software was designed based on the assumption that
an integer is a 32-bit quantity. Obviously, this assumption is not valid on a 64-bit processor.

In the second case, software that depended on or manipulated low-level features of a given architec-
ture, should be excluded from building on a different architecture. Assembly language programs
would fall into this category.

One or more architectures may be specified after the excludear ch tag, separated by either spaces or
commas. Here is an example;

Excl udeArch: sparc al pha

In this example, RPM would not attempt to build the package on either the Sun SPARC or Digital
Alpha/AXP architectures. The package would build on any other architectures, however. If a build
is attempted on an excluded architecture, the following message will be displayed, and the build will
fail:

# rpnbuild -ba cdpl ayer-1. 0. spec

Arch m snat ch!
cdpl ayer-1.0. spec doesn't build on this architecture

#

Note that if your goa is to ensure that a package will only build on one architecture, then you
should use the exclusivear ch tag.

The exclusivearch Tag

The exclusivearch tag is used to direct RPM to ensure the package is only built on the specified ar-
chitecture(s). The reasons for this are similar to the those mentioned in the section on the ex-
cludear ch tag above. However, the exclusivear ch tag is useful when the package builder needs to
ensure that only the specified architectures will build the package. This tag ensures that no future ar-
chitectures will mistakenly attempt to build the package. This would not be the case if the ex-
cludear ch tag were used to specify every architecture known at the time the package is built.

The syntax of the exclusivear ch tag isidentical to that of excludear ch:

Excl usi veArch: sparc al pha

In this example, the package will only build on a Sun SPARC or Digital Alpha/AXP system.
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Note that if your goal is to ensure that a package will not build on specific architectures, then you
should use the excludear ch tag.

The excludeos Tag
The excludeos tag is used to direct RPM to ensure that the package does not attempt to build on the
excluded operating system(s). This is usually necessary when a package is to be built on more than
one operating system, but it is necessary to keep a particular operating system from attempting a
build.

Note that if your goal is to ensure that a package will only build on one operating system, then you
should use the exclusiveos tag. Here's a sample excludeos tag:

ExcludeGS: linux irix

The exclusiveos Tag
The exclusiveos tag has the same syntax as excludeos, but it has the opposite logic. The exclusiveos

tag is used to denote which operating system(s) should only be be permitted to build the package.
Here's exclusiveos in action:

Excl usi veCS: | i nux

Note that if your goal isto ensure that a package will not build on a specific operating system, then
you should use the excludeos tag.

Directory-related Tags

A number of tags are used to specify directories and paths that are used in various phases of RPM's
build and install processes. There's not much more to say collectively about these tags, so let's dive
right in and look them over.

The prefix Tag

The prefix tag is used when a relocatable package is to be built. A relocatable package can be in-
stalled normally or can be installed in a user-specified directory, by using RPM's --prefix install-
time option. The data specified after the prefix tag should be the part of the package's path that may
be changed during installation. For example, if the following pr efix line was included in a spec file:

Prefix: /opt

and the following file was specified in the spec file's % files list:

/opt/ bl at her/foonly
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then thefilef oonl y would beinstalled in/ opt / bl at her if the package was installed normally.
It would be installed in / usr /| ocal / bl at her if the package was installed with the --prefix /
usr/ | ocal option.

For more information about creating relocatable packages, see Chapter 15, Making a Relocatable
Package.

The buildroot Tag

The buildroot tag is used to define an alternate build root. The nameis a bit misleading, as the build
root is actually used when the software is installed during the build process. In order for a build root
to be defined and actually used, a number of issues must be taken into account. These issues are
covered in Chapter 16, Making a Package That Can Build Anywhere. This is what a buildroot tag
would look like:

Bui | dRoot: /t np/ cdpl ayer

The buildr oot tag can be overridden at build-time by using the --buildr oot command-line option.

Source and Patch Tags

In order to build and package software, RPM needs to know where to find the original sources. But
it's not quite that simple. There might be more than one set of sources that need to be part of a par-
ticular build. In some cases, it might be necessary to prevent some sources from being packaged.
And then there is the matter of patches. It's likely that changes will need to be made to the sources,
S0 it's necessary to specify a patch file. But the same issues that apply to source specifications are
also applicable to patches. There might be more than one set of patches required.

Thetagsthat follow are crucial to RPM, so it pays to have afirm grasp of how they are used.

The source Tag

The sourcetag is central to nearly every spec file. Although it has only one piece of data associated
with it, it actually performs two functions:

1. It showswhere the software's developer has made the original sources available.

2. It gives RPM the name of the original sourcefile.

While there is no hard and fast rule, for the first function, it's generally considered best to put thisin-
formation in the form of a Uniform Resource Locator (URL). The URL should point directly to the
source fileitself. Thisis due to the sour ce tag's second function.

As mentioned above, the sour ce tag also needs to direct RPM to the source file on the build system.

How does it do this? There's only one requirement, and it is ironclad: The source filename must be
at the end of the line asthe final element in a path. Here's an example:

Source: ftp://ftp.gnonovision.con pub/cdpl ayer-1.0.tgz

Given this source line, RPM will search its SOURCES directory for cdpl ayer-1.0.tgz.
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Everything prior to the filenameisignored by RPM. It'sthere strictly for any interested humans.

A spec file may contain more than one source tag. Thisis necessary for those cases where the soft-
ware being packaged is contained in more than one source file. However, the sour ce tags must be
uniquely identified. This is done by appending a number to the end of the tag itself. In fact, RPM
does this internally for the first source tag in a spec file, in essence turning it into source0. There-
fore, if a package contains two source files, they may either be specified as:

Source: blather-4.5.tar.gz
Sourcel: bother-1.2.tar.gz

or as

SourceO: blather-4.5.tar.gz
Sourcel: bother-1.2.tar.gz

Either approach may be used. The choice isyours.

The nosource Tag

The nosour ce tag is used to direct RPM to omit one or more source files from the source package.
Why would someone want to go to the trouble of specifying a source file, only to exclude it? The
reasons for this can be varied, but let's look at one example: The software known as Pretty Good Pri-
vacy, or PGP.

PGP contains encryption routines of such high quality that the United States government restricts
their export. 1 While it would be nice to create a PGP package file, the resulting package could not
legally be transferred between the U.S. and other countries, or vice-versa.

However, what if all files other than the original source, were packaged using RPM? Well, a binary
package made without PGP would be of little use, but what about the source package? It would con-
tain the spec file, maybe some patches, and perhaps even an icon file. Since the controversial PGP
software was not a part of the source package, this sanitized source package could be downloaded
legally in any country. The person that downloaded a copy could then go about legally obtaining the
PGP sources themselves, place them in RPM's SOURCES directory, and create a binary package.
They wouldn't even need to change the nosour ce tag. One rpmbuild -ba command later, and the
user would have a perfectly usable PGP binary package file.

Since there may be more than one sour ce tag in a spec file, the format of the nosource tag is as fol-
lows:

nosour ce: <src-nunbk, <Src-nunk..<src-nunp

The <sr c- nun® represents the number following the sour ce tag. If there is more than one number
in the list, they may be separated by either commas or spaces. For example, consider a package con-
taining the following sour ce tags:

1 Thereisaso an "international" version that may be used in non-US countries. See Appendix G, An Introduction to PGP.
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source: blather-4.5.tar.gz
Sourcel: bother-1.2.tar.gz
source2: blather-lib-4.5.tar.gz
source3: bother-lib-1.2.tar.gz

If the source files for blather and blather-lib were not to be included in the package, the following
nosour ce line could be added:

NoSource: 0, 3

What about that 0? Keep in mind that the first unnumbered sour ce tag in a spec file is automatically
numbered 0 by RPM.

The patch Tag

The patch tag is used to identify which patches are associated with the software being packaged.
The patch files are kept in RPM's SOURCES directory, so only the name of the patch file should be
specified. Hereis an example:

Pat ch: cdp-0. 33-fsstnd. patch

There are no hard and fast requirements for naming the patch files, but traditionally the filename
starts with the software name and version, separated by dashes. The next part of the patch file name
usually includes one or more words indicating the reason for the patch. In our example above, the
patch file contains changes necessary to bring the software into compliance with the Linux File Sys-
tem Standard, hencethef sst nd magic incantation.

RPM processes patch tags the same way it does sour ce tags. Therefore, it's acceptable to use a Uni-
form Resource Locator (URL) on a patch line, too.

A spec file may contain more than one patch tag. Thisis necessary for those cases where the soft-
ware being packaged requires more than one patch. However, the patch tags must be uniquely iden-
tified. Thisis done by appending a number to the end of the tag itself. In fact, RPM does this intern-
ally for the first patch tag in a spec file, in essence turning it into patchO. Therefore, if a package
contains three patches, the following two methods of specifying them are equivalent:

Pat ch: bl at her - 4. 5-bugfi x. pat ch
Pat chl: bl at her-4.5-config. patch
Pat ch2: bl at her-4. 5-sonet hi ngel se. patch

Thisisthe same as:

Pat chO: bl at her-4. 5-bugfi x. patch
Pat chl: bl ather-4.5-config. patch
Pat ch2: bl at her-4.5-somet hi ngel se. patch
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Either approach may be used, but the second method looks nicer.

The nopatch Tag

The nopatch tag is similar to the nosour ce tag discussed earlier. Just like the nosour ce tag, the no-
patch tag is used to direct RPM to omit something from the source package. In the case of
nosour ce, that "something" was one or more sources. For the nopatch tag, the "something" is one
or more patches.

Since each patch tag in a spec file must be nhumbered, the nopatch tag uses those numbers to spe-
cify which patches are not to be included in the package. The nopatch tag is used in this manner:

NoPatch: 2 3

In this example, the source files specified on the sour ce2 and sour ce3 lines are not to be included in
the build.

This concludes our study of RPM's tags. In the next section, we'll look at the various scripts that
RPM usesto build, aswell asto install, and erase, packages.

Scripts: RPM's Workhorse

The scripts that RPM uses to control the build process are among the most varied and interesting
parts of the spec file. Many spec files also contain scripts that perform a variety of tasks whenever
the packageisinstalled or erased.

The start of each script is denoted by a keyword. For example, the % build keyword marks the start
of the script RPM will execute when building the software to be packaged. It should be noted that,
in the strictest sense of the word, these parts of the spec file are not scripts. For example, they do not
start with the traditional invocation of a shell. However, the contents of each script section are
copied into a file and executed by RPM as a full-fledged script. Thisis part of the power of RPM:
Anything that can be done in a script can be done by RPM.

Let's start by looking at the scripts used during the build process.

Build-time Scripts

The scripts that RPM uses during the building of a package follow the steps known to every soft-
ware developer:

» Unpacking the sources.

» Building the software.

* Installing the software.

e Cleaning up.

Although each of the scripts perform a specific function in the build process, they share a common
environment. Using RPM's --test option 2 , we can see the common portion of each script. In the fol-
lowing example, we've taken the cdplayer package, issued an rpmbuild -ba --test cdplayer-

1.0-1.spec, and viewed the script files left in RPM's temporary directory. This section (with the ap-
propriate package-specific values) is present in every script RPM executes during a build:

2 Described in the section called “ --test — Create, Save Build Scripts For Review ”.
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#!/bin/sh -e
# Script generated by rpm

RPM_SOQURCE_DI R="/ usr/ src/ r edhat / SOURCES"
RPM BUI LD DI R="/usr/src/ redhat/BU LD"
RPM DOC DI R="/ usr/ doc"

RPM OPT_FLAGS="-2 -m86 -fno-strength-reduce"
RPM_ARCH="1i 386"

RPM_OS="Li nux"

RPM ROOT_DI R="/t np/ cdpl ayer"

RPM BUI LD _ROOT="/t np/ cdpl ayer"

RPM _PACKAGE NAME="cdpl ayer™
RPM_PACKAGE_VERSI ON="1. 0"
RPM_PACKAGE_RELEASE="1"

set -x

umask 022

As we can see, the script starts with the usual invocation of a shell (in this case, the Bourne shell).
There are no arguments passed to the script. Next, a number of environment variables are set. Here's

abrief description of each one:

RPM_SOURCE_DI R— This environment variable gets its value from the rpmrc file entry sour -
cedir, which in turn can get part of its value from the topdir entry. It is the path RPM will pre-
pend to the file, specified in the sour ce tag line.

RPM BUI LD DI R— Thisvariable is based on the builddir rpmrc file entry, which in turn can
get part of its value from the topdir entry. This environment variable translates to the path of
RPM's build directory, where most software will be unpacked and built.

RPM DOC DI R— The value of this environment variable is based on the defaultdocdir r pm
r c file entry. Files marked with the %doc directive can be installed in a subdirectory of de-
faultdocdir. For more information on the % doc directive, refer to the section called “ The % doc
Directive’.

RPM_OPT_FLAGS — This environment variable gets its value from the optflags r pnr ¢ file
entry. It contains options that can be passed on to the build procedures of the software being
packaged. Normally this means either a configuration script or the make command itself.

RPM_ARCH— As one might infer from the example above, this environment variable contains a
string describing the build system's architecture.

RPM_OS — This one contains the name of the build system'’s operating system.

RPM BUI LD _ROOT — This environment variable is used to hold the "build root", into which
the newly built software will be installed. If no explicit build root has been specified (either by
command line option, spec file tag line, or rpmrc file entry), this variable will be null.

RPM_PACKAGE_NAME — This environment variable gets its value from the name tag line in
the package's spec file. It contains the name of the software being packaged.

RPM_PACKAGE_VERSI ON — The version tag line is the source of this variable's trandation.
Predictably, this environment variable contains the software's version number.

RPM_PACKAGE_RELEASE — This environment variable contains the package's release num-
ber. Its value is obtained from the r elease tag line in the spec file.

All of these environment variables are set for your use, to make it easier to write scripts that will do
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the right thing even if the build environment changes.
The script also sets an option that causes the shell to print out each command, complete with expan-

ded arguments. Finally, the default permissions are set. Past this point, the scripts differ. Let's look
at the scriptsin the order they are executed.

The %prep Script
The % prep script is the first script RPM executes during a build. Prior to the % prep script, RPM
has performed preliminary consistency checks, such as whether the spec file's sour ce tag points to
files that actually exist. Just prior to passing control over to the % prep script's contents, RPM
changes directory into RPM's build area, which, by default, is/ usr/ src/ r edhat / BUI LD.

At that point, it is the responsibility of the % prep script to:

e Createthetop-level build directory.

Unpack the original sourcesinto the build directory.

Apply patches to the sources, if necessary.

» Perform any other actions required to get the sources in aready-to-build state.

The first three items on this list are common to the vast majority of all software being packaged. Be-
cause of this, RPM has two macros that greatly simplify these routine functions. More information
on RPM's % setup and % patch macros can be found in the section called “Macros: Helpful Short-
hand for Package Builders’.

The last item on the list can include creating directories or anything else required to get the sources
in a ready-to-build state. As a result, a % prep script can range from one line invoking a single
% setup macro, to many lines of tricky shell programming.

The %build Script

The %build script picks up where the % prep script left off. Once the % prep script has gotten
everything ready for the build, the % build script is usually somewhat anti-climactic — normally in-
voking make, maybe a configuration script, and little el se.

Like % prep before it, the % build script has the same assortment of environment variables to draw
on. Also, like %prep, %build changes directory into the software's top-level build directory
(located in RPM _BUI LD _DI R, or usualy called <nane>-<ver si on>).

Unlike % prep, there are no macros available for use in the %build script. The reason is simple:

Either the commands required to build the software are simple (such as a single make command), or
they are so unique that a macro wouldn't make it easier to write the script.

The %install Script

The environment in which the %install script executesis identical to the other scripts. Like the oth-
er scripts, the %install script's working directory is set to the software's top-level directory.

As the name implies, it is this script's responsibility to do whatever is necessary to actually install

the newly built software. In most cases, this means a single make install command, or a few com-
mands to copy files and create directories.

The %check Script

The environment in which the % check script executes isidentical to the other scripts. Like the other
scripts, the % check script's working directory is set to the software's top-level directory.
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This script's primary function is to run the test suite of the built software to ensure that the binaries
work correctly. Some typical commands to run in this script are maketest or make check.

The % check script is available in RPM version 4.2 and newer. 3

The %clean Script

The % clean script, as the name implies, is used to clean up the software's build directory tree. RPM
normally does this for you, but in certain cases (most notably in those packages that use a build root)
you'll need to include a % clean script.

As usual, the %clean script has the same set of environment variables as the other scripts we've

covered here. Since a % clean script is normally used when the package is built in a build root, the
RPM BUI LD _ROOT environment variable is particularly useful. In many cases, asimple

rm-rf $RPM BUI LD_ROOT

will suffice. 4

Install/Erase-time Scripts

The other type of scripts that are present in the spec file are those that are only used when the pack-
age is either installed or erased. There are four scripts, each one meant to be executed at different
times during the life of a package:

* Beforeinstalation.

» Afterinstallation.

* Beforeerasure.

» After erasure.

Unlike the build-time scripts, there islittle in the way of environment variables for these scripts. The
only environment variable availableis RPM | NSTALL_PREFI X, and that is only set if the package
uses an installation prefix.

Unlike the build-time scripts, there is an argument defined. The sole argument to these scripts, is a
number representing the number of instances of the package currently installed on the system, after
the current package has been installed or erased. Sound tricky? It really isn't. Here's an example:
Assume that a package, called blather-1.0, is being installed. No previous versions of blather have
been installed. Since the software is being installed, only the % pre and % post scripts are executed.

The argument passed to these scripts will be 1, since the the number of blather packagesinstalled is
1s

3 One popular hack to make spec files containing the % check script "work" with RPM versions older than 4.2 roughly similarly asin newer
versionsisto include it immediately after the %install script in the spec file and append || :" to it, like:

%heck ||

4 Keep in mind that this command in a %clean script can wreak havoc if used with a build root of, say, / . the section called “Using -
-buildroot Can Bite You!” discusses thisin more detail.

5 Or it will be 1, once the package is completely installed. Remember, the number is based on the number of packages installed after the cur-
rent package'sinstall or erase has completed.

176



Inside the Spec File

Continuing our example, anew version of the blather package, version 1.3, is now available. Clearly
it's time to upgrade. What will the scripts' values be during the upgrade? As blather-1.3 isinstalling,
its %o pre and % post scripts will have an argument equal to 2 (1 for version 1.0 already installed,
plus 1 for version 1.3 being installed). Asthe final part of the upgrade, it's then time to erase blather
version 1.0. As the package is being removed, its % preun and % postun scripts are executed. Since
there will be only one blather package (version 1.3) installed after version 1.0 is erased, the argu-
ment passed to version 1.0's scriptsis 1.

To finally bring an end to this example, we've decided to erase blather 1.3. We just don't need it
anymore. As the package is being erased, its % preun and % postun scripts will be executed. Since
there will be no blather packages installed once the erase completes, the argument passed to the
scriptsis 0.

With al that said, of what possible use would this argument be? Well, it has two very interesting
properties:

1. When the first version of a package isinstalled, its % pre and % post scripts will be passed an
argument equal to 1.

2. When the last version of a package is erased, its % preun and % postun scripts will be passed
an argument equal to 0.

Based on these properties, it's trivial to write an install-time script that can take certain actions in
specific circumstances. Usually, the argument is used in the % preun or % postun scripts to perform
a specia task when the last instance of a package is being erased.

What is normally done during these scripts? The exact tasks may vary, but in general, the tasks are
any that need to be performed at these points in the package's existence. One very common task isto
run ldconfig when shared libraries are installed or removed. But that's not the only use for these
scripts. It's even possible to use the scripts to perform tests to ensure the package install/erasure
should proceed.

Since each of these scripts will be executing on whatever system installs the package, it's necessary
to choose the script's choice of tools carefully. Unless you're sure a given program is going to be
available on all the systems that could possibly install your package, you should not use it in these
scripts.

The %pre Script

The % pre script executes just before the package is to be instaled. It is the rare package that re-
quires anything to be done prior to installation; none of the 350 packages that comprise Red Hat
Linux Linux 4.0 make use of it.

The %post Script

The % post script executes after the package has been installed. One of the most popular reasons a
% post script is needed is to run Idconfig to update the list of available shared libraries after a new
one has been installed. Of course, other functions can be performed in a % post script. For example,
packages that install shells use the % post script to add the shell nameto/ et ¢/ shel | s.

If a package uses a % post script to perform some function, quite often it will include a % postun
script that performs the inverse of the % post script, after the package has been removed.

The %preun Script

If there's a time when your package needs to have one last look around before the user erases it, the
place to do it isin the % preun script. Anything that a package needs to do immediately prior to
RPM taking any action to erase the package, can be done here.

The %postun Script
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The % postun script executes after the package has been removed. It is the last chance for a package
to clean up after itself. Quite often, % postun scripts are used to run ldconfig to remove newly
erased shared librariesfrom | d. so. cache.

Verification-Time Script — The %verifyscript Script

The % verifyscript executes whenever the installed package is verified by RPM's verification com-
mand. The contents of this script is entirely up to the package builder, but in general the script
should do whatever is necessary to verify the package's proper instalation. Since RPM automatic-
ally verifies the existence of a package's files, along with other file attributes, the % verifyscript
should concentrate on different aspects of the package's installation. For example, the script may en-
sure that certain configuration files contain the proper information for the package being verified:

for n in ash bsh; do
echo -n "Looking for $n in /etc/shells... "
if ! grep " bin/${n}\$" /etc/shells > /dev/null; then
echo "m ssing"
echo "${n} mssing from/etc/shells" >&
el se
echo "found"
f
done

In this script, the config file / et ¢/ shel | s, is checked to ensure that it has entries for the shells
provided by this package.

It is worth noting that the script sends informational and error messages to stdout, and error mes-

sages only to stderr. Normally RPM will only display error output from a verification script; the out-
put sent to stdout is only displayed when the verification is run in verbose mode.

Macros: Helpful Shorthand for Package
Builders

RPM does not support macros in the sense of ad-hoc sequences of commands being defined as a
macro and executed by simply referring to the macro name.

However, there are two parts of RPM's build process that are fairly constant from one package to
another, and they are the unpacking and patching of sources. Because of this, RPM makes two mac-
ros available to simplify these tasks:

1. The%setup macro, which is used to unpack the original sources.
2. The % patch macro, which is used to apply patches to the original sources.
These macros are used exclusively in the % prep script; it wouldn't make sense to use them any-

where else. The use of these macros is not mandatory — It is certainly possible to write a % prep
script without them. But in the vast majority of cases they make life easier for the package builder.

The %setup Macro

As we mentioned above, the % setup macro is used to unpack the original sources, in preparation
for the build. In its simplest form, the macro is used with no options and gets the name of the source
archive from the sour ce tag specified earlier in the spec file. Let's look at an example. The cdplayer
package has the following sour ce tag:

178



Inside the Spec File

Source: ftp://ftp.gnonovision.com pub/cdpl ayer/cdpl ayer-1.0.tgz

and the following % prep script:

Y%pr ep
Yset up

In this simple case, the % setup macro expands into the following commands:

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $2 -ne 0 ]; then
exit $?
fi
cd cdplayer-1.0
cd /usr/src/redhat/BU LD cdpl ayer-1.0
chown -R root.root
chnod -R a+rX g-w, 0o-w .

As we can see, the % setup macro starts by changing directory into RPM's build area and removing
any cdplayer build trees from previous builds. It then uses gzip to uncompress the original source
(whose name was taken from the sour ce tag), and pipes the result to tar for unpacking. The return
status of the unpacking is tested. If successful, the macro continues.

At this point, the original sources have been unpacked. The % setup macro continues by changing
directory into cdplayer's top-level directory. The two cd commands are an artifact of % setup's
macro expansion. Finally, % setup makes sure every file in the build tree is owned by root and has
appropriate permissions set.

But that's just the simplest way that % setup can be used. There are a number of other options that
can be added to accommodate different situations. Let's look at them.

-n <nane> — Set Name of Build Directory

In our example above, the % setup macro simply uncompressed and unpacked the sources. In this
case, thetar file containing the original sources was created such that the top-level directory wasin-
cluded in the tar file. The name of the top-level directory was also identical to that of the tar file,
which wasin <nane>-<ver si on> format.

However, thisis not always the case. Quite often, the origina sources unpack into a directory whose
name is different than the origina tar file. Since RPM assumes the directory will be called
<name>-<ver si on>, when the directory is called something else, it's necessary to use % setup's -
n option. Here's an example:

Assume, for a moment, that the cdplayer sources, when unpacked, create a top-level directory
named cd-player. In this case, our % setup line would look like this:

%setup -n cd-player
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and the resulting commands would look like this:

cd /usr/src/redhat/BU LD
rm-rf cd-player
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $? -ne 0 ]; then
exit $?
fi
cd cd-pl ayer
cd /usr/src/redhat/BU LD cd- pl ayer
chown -R root.root
chnod -R a+rX, g-w, o-w .

The results are identical to using % setup with no options, except for the fact that % setup now does
arecursive delete on the directory cd-player (instead of cdplayer-1.0), and changes directory into cd-
player (instead of cdplayer-1.0).

Note that all subsequent build-time scripts will change directory into the directory specified by the -
n option. This makes -n unsuitable as a means of unpacking sources in directories other than the
top-level build directory. In the upcoming example on the section called “ Using % setup in a Multi-
source Spec File”, we'll show away around this restriction.

A quick word of warning: If the name specified with the -n option doesn't match the name of the
directory created when the sources are unpacked, the build will stop pretty quickly, so it paysto be
careful when using this option.

-c — Create Directory (and change to it) Before Unpacking

How many times have you grabbed a tar file and unpacked it, only to find that it splattered files all
over your current directory? Sometimes source archives are created without atop-level directory.

Asyou can see from the examples so far, % setup expects the archive to create its own top-level dir-
ectory. If thisisn't the case, you'll need to use the -c option.

This option simply creates the directory and changes directory into it before unpacking the sources.
Here'swhat it looks like:

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
nkdir -p cdplayer-1.0
cd cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $?2 -ne 0 ]; then
¢ exit $?
[
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root
chnmod -R a+rX g-w, 0o-w .

The only changes from using % setup with no options, are the mkdir and cd commands, prior to the
commands that unpack the sources. Note that you can use the -n option along with -c, so something
like % setup -c -n blather works as expected.
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-D — Do Not Delete Directory Before Unpacking Sources

The -D option keeps the % setup macro from deleting the software's top-level directory. This option
is handy when the sources being unpacked are to be added to an already-existing directory tree. This
would be the case when more than one % setup macro is used. Here's what % setup does when the -
D option is employed:

cd /usr/src/redhat/BU LD
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $2 -ne 0 ]; then
exit $?
fi
cd cdplayer-1.0
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root
chnod -R a+rX, g-w, 0o-w .

As advertised, the rm prior to thetar command is gone.

-T — Do Not Perform Default Archive Unpacking

The -T option disables % setup's normal unpacking of the archive file specified on the sour ce0 line.
Here's what the resulting commands ook like:

cd /usr/src/redhat/BU LD

rm-rf cdplayer-1.0

cd cdplayer-1.0

cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root

chnod -R a+rX, g-w, o-w .

Doesn't make much sense, does it? There's a method to this madness. We'll see the -T in action in
the next section.

-b <n>— Unpack The nth Sources Before Changing Directory

The -b option is used in conjunction with the sour ce tag. Specifically, it is used to identify which of
the numbered sour ce tags in the spec file are to be unpacked.

The -b option requires a numeric argument matching an existing sour ce tag. If a numeric argument
is not provided, the build will fail:

# rpnbuil d -ba cdpl ayer-1. 0. spec
* Package: cdpl ayer

Need arg to %setup -b

Buil d fail ed.

#

Remembering that the first source tag is implicitly numbered O, let's see what happens when the
% setup lineis changed to % setup -b O:
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cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $?2 -ne 0 ]; then
exit $?
fi
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $? -ne 0 ]; then
exit $?
fi
cd cdplayer-1.0
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root
chnod -R a+rX, g-w, o-w .

That's strange. The sources were unpacked twice. It doesn't make sense, until you redlize that thisis
why thereisa-T option. Since -T disables the default source file unpacking, and -b selects a partic-
ular source file to be unpacked, the two are meant to go together, like this:

%etup -T -b 0O

Looking at the resulting commands, we find:

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $? -ne 0 ]; then
exit $?
fi
cd cdplayer-1.0
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root
chnod -R a+rX, g-w, 0o-w .

That'smore like it! Let's go on to the next option.

-a <n>— Unpack The nth Sources After Changing Directory

The -a option works similarly to the -b option, except that the sources are unpacked after changing
directory into the top-level build directory. Like the -b option, -a requires -T in order to prevent two
sets of unpacking commands. Here are the commands that a % setup -T -a 0 line would produce:

cd /usr/src/redhat/BU LD

rm-rf cdplayer-1.0

cd cdplayer-1.0

gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $2 -ne 0 ]; then

f.exit $?

[

cd /usr/src/redhat/BU LD/ cdpl ayer-1.0

chown -R root.root

182



Inside the Spec File

chnmod -R a+r X, g-w, 0o-w .

Note that there is no mkdir command to create the top-level directory prior toissuingacd into it. In
our example, adding the -c option will make things right:

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
nkdir -p cdplayer-1.0
cd cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz | tar -xvvf -
if [ $?2 -ne 0 ]; then
exit $?
fi
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root
chnod -R a+rX, g-w, o-w .

Theresult is the proper sequence of commands for unpacking atar file with no top-level directory.

Using %setup in a Multi-source Spec File

If al these interrelated options seem like overkill for unpacking a single source file, you're right.
The real reason for the various options is to make it easier to combine several separate source
archivesinto asingle, build-able entity. Let's see how they work in that type of environment.

For the purposes of this example, our spec file will have the following three sour ce tags: 6

source: source-zero.tar.gz
sourcel: source-one.tar.gz
source2: source-two.tar.gz

To unpack the first source is not hard; al that's required is to use % setup with no options:

Yset up

This produces the following set of commands:

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ source-zero.tar.gz | tar -xvvf -
iIf [ $? -ne 0 ]; then
exit $?
fi
cd cdpl ayer-1.0
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root

6 Yes, the sour ce tags should include a URL pointing to the sources.
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chnmod -R a+r X, g-w, 0o-w .

If source-zero.tar.gz didn't include a top-level directory, we could have made one by
adding the -c option:

Y%setup -cC

which would result in:

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
nkdir -p cdplayer-1.0
cd cdplayer-1.0
gzi p -dc /usr/src/redhat/ SOURCES/ source-zero.tar.gz | tar -xvvf -
if [ $? -ne 0 ]; then
exit $?
fi
cd /usr/src/redhat/BU LD cdpl ayer-1.0
chown -R root.root
chnod -R a+rX g-w, 0o-w .

Of course, if the top-level directory did not match the package name, the -n option could have been
added:

%setup -n bl ather

which resultsin:

cd /usr/src/redhat/BU LD
rm-rf blather
gzi p -dc /usr/src/redhat/ SOURCES/ source-zero.tar.gz | tar -xvvf -
if [ $? -ne 0 ]; then
exit $?
fi
cd bl at her
cd /usr/src/redhat/BU LD bl at her
chown -R root.root
chnod -R a+rX, g-w, o-w .

or

%setup -c -n bl ather
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Thisresultsin:

cd /usr/src/redhat/BU LD
rm-rf blather
nkdir -p bl at her
cd bl at her
gzip -dc /usr/src/redhat/ SOURCES/ source-zero.tar.gz | tar -xvvf -
if [ $? -ne 0 ]; then
exit $?
fi
cd /usr/src/redhat/BU LD bl at her
chown -R root.root
chnod -R a+rX g-w, 0o-w .

Now let's add the second source file. Things get a bit more interesting here. First, we need to identi-
fy which sour ce tag (and therefore, which source file) we're talking about. So we need to use either
the -a or -b option, depending on the characteristics of the source archive. For this example, let's say
that -a is the option we want. Adding that option, plus a"1" to point to the source file specified in
the sour cel tag, we have:

%setup -a 1

Since we've aready seen that using the -a or -b option results in duplicate unpacking, we need to
disable the default unpacking by adding the -T option:

%setup -T -a 1

Next, we need to make sure that the top-level directory isn't deleted. Otherwise, the first source file
we just unpacked would be gone. That means we need to include the -D option to prevent that from
happening. Adding this final option, and including the now complete macro in our %prep script,
we now have:

Yset up
%etup -T -D-a 1

Thiswill result in the following commands:

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ source-zero.tar.gz | tar -xvvf -
if [ $2 -ne 0 ]; then
exit $?
f
cd cdplayer-1.0
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
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chown -R root.root
chnmod -R a+rX g-w, o-w .
cd /usr/src/redhat/BU LD
cd cdplayer-1.0
gzip -dc /usr/src/redhat/ SOJRCES/ source-one.tar.gz | tar -xvvf -
if [ $?2 -ne 0 ]; then
exit $?
fi
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root
chnod -R a+rX, g-w, o-w .

So far, so good. Let's include the last source file, but with this one, we'll say that it needs to be un-
packed in a subdirectory of cdplayer-1.0 called dat abase. Can we use % setup in this case?

We could, if sour ce-two. t gz created the dat abase subdirectory. If not, then it'll be necessary
to do it by hand. For the purposes of our example, let's say that sour ce-t wo. t gz wasn't created
to include the dat abase subdirectory, so well have to do it ourselves. Here's our % prep script
now:

UYset up

%setup -T -D-a 1l

nkdi r dat abase

cd dat abase

gzip -dc /usr/src/redhat/ SOJURCES/ source-two.tar.gz | tar -xvvf -

Here's the resulting script:

cd /usr/src/redhat/BU LD
rm-rf cdplayer-1.0
gzi p -dc /usr/src/redhat/ SOURCES/ source-zero.tar.gz | tar -xvvf -
if [ $? -ne 0 ]; then
exit $?
f
cd cdpl ayer-1.0
cd /usr/src/redhat/BU LD/ cdpl ayer-1.0
chown -R root.root
chnod -R a+rX, g-w, 0-w .
cd /usr/src/redhat/BU LD
cd cdplayer-1.0
gzip -dc /usr/src/redhat/ SOURCES/ source-one.tar.gz | tar -xvvf -
if [ $2 -ne 0 ]; then
f.exit $?
i
nkdi r dat abase
cd dat abase
gzip -dc /usr/src/redhat/ SOURCES/ source-two.tar.gz | tar -xvvf -

The three commands we added to unpack the last set of sources were added to the end of the % prep
script.

The bottom line to using the % setup macro is that you can probably get it to do what you want, but
don't be afraid to tinker. And even if % setup can't be used, it's easy enough to add the necessary
commands to do the work manually. Above al, make sure you use the --test option when testing
your % setup macros, so you can see what commands they're translating to.
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Next, let'slook at RPM's second macro, % patch.

The %patch Macro

The % patch macro, as its name implies, is used to apply patches to the unpacked sources. In the
following examples, our spec file has the following patch tag lines:

pat chO: patch-zero
pat chl: patch-one
pat ch2: patch-two

At its simplest, the % patch macro can be invoked without any options:

%pat ch

Here are the resulting commands:

echo "Patch #0:"
patch -p0 -s < /usr/src/redhat/ SOURCES/ pat ch-zero

The % patch macro nicely displays a message showing that a patch is being applied, then invokes
the patch command to actually do the dirty work. There are two options to the patch command:

1. The -p option, which directs patch to remove the specified number of slashes (and any inter-
vening directories) from the front of any filenames specified in the patch file. In this case, noth-
ing will be removed.

2. The -s option, which directs patch to apply the patch without displaying any informational
messages. Only errors from patch will be displayed.

How did the % patch macro know which patch to apply? Keep in mind that, like the source tag
lines, every patch tag is numbered, starting at zero. The % patch macro, by default, applies the
patch file named on the patch (or patchO) tag line.

Specifying Which patch Tag to Use
The % patch macro actualy has two different ways to specify the patch tag line it is to use. The
first method is to simply append the number of the desired patch tag to the end of the % patch

macro itself. For example, in order to apply the patch specified on the patch?2 tag line, the following
% patch macro could be used:

%pat ch2
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The other approach is to use the -P option. This option is followed by the number of the patch tag
line desired. Therefore, thislineisidentical in function to the previous one:

Y%patch -P 2

Note that the -P option will not apply the file specified on the patchO line, by default. Therefore, if
you choose to use the -P option to specify patch numbers, you'll need to use the following format
when applying patch zero:

Y%patch -P 0O

-p <#> — Strip <#> leading slashes and directories from patch fi-
lenames

The -p (Note the lowercase "p"!) option is sent directly to the patch command. It is followed by a
number, which specifies the number of leading slashes (and the directories in between) to strip from
any filenames present in the patch file. For more information on this option, please consult the
patch man page.

-b <name> — Set the backup file extension to <nane>
When the patch command is used to apply a patch, unmodified copies of the files patched are re-
named to end with the extension . ori g. The -b option is used to change the extension used by

patch. Thisis normally done when multiple patches are to be applied to a given file. By doing this,
copies of thefile asit existed prior to each patch, are readily available.

-E — Remove Empty Output Files

The -E option is passed directly to the patch program. When patch is run with the -E option, any
output files that are empty after the patches have been applied, are removed.

Now let's take % patch on atest-drive, and put it through its paces.
An example of the %patch Macro in Action
Using the example patch tag lines we've used throughout this section, let's put together an example

and look at the resulting commands. In our example, the first patch to be applied needs to have the
root directory stripped. Its % patch macro will look like this:

Y%patch -pl

The next patch is to be applied to files in the software's | i b subdirectory, so we'll need to add a cd
command to get us there. We'll also need to strip an additional directory:

cd lib
Y%patch -P 1 -p2
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Finally, the last patch is to be applied from the software's top-level directory, so we need to cd back
up alevel. In addition, this patch modifies some files that were also patched the first time, so welll
need to change the backup file extension:

cd ..
Y%patch -P 2 -pl -b .last-patch

Here's what the % prep script (minus any % setup macros) looks like:

Y%pat ch -pl

cd lib

Y%patch -P 1 -p2
cd

O/fpaii:h -P 2 -pl -b .last-patch

And here's what the macros expand to:

echo "Patch #0:"

patch -pl -s < /usr/src/redhat/ SOURCES/ pat ch-zero

cd lib

echo "Patch #1:"

patch -p2 -s < /usr/src/redhat/ SOURCES/ pat ch- one

cd ..

echo "Patch #2:"

patch -pl -b .last-patch -s < /usr/src/redhat/ SOURCES/ pat ch-two

No surprises here. Note that the % setup macro leaves the current working directory set to the soft-
ware's top-level directory, so our cd commands with their relative paths will do the right thing. Of
course, we have environment variables available that could be used here, too.

Compressed Patch Files

If a patch file is compressed with gzip, RPM will automatically decompress it before applying the
patch. Here's a compressed patch file as specified in the spec file:

Pat ch: bot her - 3. 5- hack. pat ch. gz

Thisis part of the script RPM will execute when the % prep section is executed:

echo Executing: %prep
echo "Patch #0:"
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gzip -dc /usr/src/redhat/ SOURCES/ bot her - 3. 5- hack. patch.gz | patch -pl

First, the patch file is decompressed using gzip. The output from gzip is then piped into patch.

That's about it for RPM's macros. Next, let's take alook at the % fileslist.

The %files List

The %files list indicates to RPM which files on the build system are to be packaged. The list con-
sists of onefile per line. The file may have one or more directives preceding it. These directives give
RPM additional information about the file and are discussed more fully below.

Normally, each file includes its full path. The path performs two functions. First, it specifies the
file's location on the build system. Second, it denotes where the file should be placed when the pack-
ageisto beinstalled. 7

For packages that create directories containing hundreds of files, it can be quite cumbersome creat-
ing alist that contains every file. To make this situation a bit easier, if the %fileslist contains a path

to a directory, RPM will automatically package every file in that directory, as well as every file in
each subdirectory. Shell-style globbing can aso be used in the %fileslist.

Directives For the %files list

The %fileslist may contain anumber of different directives. They are used to:

» ldentify documentation and configuration files.

» Ensurethat afile has the correct permissions and ownership set.

» Control which aspects of afile are to be checked during package verification.

» Eliminate some of the tedium in creating the %files list.

In the %fileslist, one or more directives may be placed on aline, separated by spaces, before one or

more filenames. Therefore, if %foo and % bar are two %fileslist directives, they may be applied to
afilebaz in the following manner:

% oo %ar baz

Now it's time to take alook at the directives that inhabit the %files list.

File-related Directives

RPM processes files differently according to their type. However, RPM does not have a method of
automatically determining file types. Therefore, it is up to the package builder to appropriately mark
filesin the %fileslist. Thisis done using one of the directives below.

7 Thisis not entirely the case when arelocatable package is being built. For more information on relocatable packages, see Chapter 15, Mak-
ing a Relocatable Package.
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Keep in mind that not every file will need to be marked. As you read the following sections, you'll
see that directives are only used in special circumstances. In most packages, the mgjority of filesin
the % files list will not need to be marked.

The %doc Directive

The % doc directive flags the filename(s) that follow, as being documentation. RPM keeps track of
documentation files in its database, so that a user can easily find information about an installed
package. In addition, RPM can create a package-specific documentation directory during installation
and copy documentation into it. Whether or not this additional step is taken, is dependent on how a
fileis specified. Here is an example:

%loc README
%loc /usr/|ocal/foonly/ READVE

The file READVE exists in the software's top-level directory during the build, and is included in the
package file. When the package isinstalled, RPM creates a directory in the documentation directory
named the same as the package (ie, <sof t war e>- <ver si on>- <r el ease>), and copies the
READWVE file there. The newly created directory and the README file are marked in the RPM data-
base as being documentation. The default documentation directory is / usr/ doc, and can be
changed by setting the defaultdocdir r pnr ¢ file entry. For more information on r pnr ¢ files,
please see Appendix B, Ther pnr ¢ File.

Thefile/ usr/1 ocal / f oonl y/ READVE was installed into that directory during the build and is

included in the package file. When the package is installed, the READVE file is copied into /
usr/ 1 ocal / f oonl y and marked in the RPM database as being documentation.

The %config Directive
The % config directive is used to flag the specified file as being a configuration file. RPM performs
additional processing for config files when packages are erased, and during installations and up-
grades. Thisis due to the nature of config files: They are often changed by the system administrator,
and those changes should not be lost.
Thereis arestriction to the % config directive, and that restriction is that no more than one filename

may follow the % config. This means that the following example is the only allowable way to spe-
cify config files:

%onfig /etc/foonly

Note that the full path to thefile, asit isinstalled at build time, is required.

The %attr Directive

The %attr directive permits finer control over three key file attributes:

1. Thefile's permissions, or "mode".
2. Thefilesuser ID.

3.  Thefile'sgroup ID.
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The % attr directive has the following format:

%attr(<nmode>, <user>, <group>) file

The mode is specified in the traditional numeric format, while the user and group are specified as a
string, such as"root". Here's a sample %attr directive:

Y%attr (755, root, root) foo.bar

Thiswould set f 00. bar 's permissions to 755. The file would be owned by user root, group root. If
a particular attribute does not need to be specified (usually because the file is installed with that at-
tribute set properly), then that attribute may be replaced with a dash:

Y%attr (755, -, root) foo.bar

The main reason to use the % attr directive is to permit users without root access to build packages.
The techniques for doing this (and a more in-depth discussion of the %attr directive) can be found
in Chapter 16, Making a Package That Can Build Anywhere.

The %defattr Directive

The %defattr directive alows setting of default attributes for files and directives. The % defattr
has asimilar format to the %attr directive:

1. Thedefault permissions, or "mode" for files.
2.  Thedefault user id.
3. Thedefault group id.

4. Thedefault permissions, or "mode" for directories.

The %attr directive has the following format:

Ydefattr(<fil e node> <user>, <group> <dir node>)

Aswith %attr if a particular attribute does not need to be specified (usually because the file isin-
stalled with that attribute set properly), then that attribute may be replaced with a dash. In addition
the directory mode may be ommited. % defattr tendsto be used at the top of %files.

The %ghost Directive

Aswe mentioned in the section called “The %files List”, if afileis specified in the %fileslist, that
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file will automatically be included in the package. There are times when a file should be owned by
the package but not installed - log files and state files are good examples of cases you might desire
this to happen.

The way to achieve this, is to use the % ghost directive. By adding this directive to the line contain-
ing afile, RPM will know about the ghosted file, but will not add it to the package. However it still
needs to be in the buildroot. Here's an example of % ghost in action.

The blather-1.0 package logsto/ var / | og/ bl at her . | og init's default config. In the spec file,
the/var /| og/ bl at her . | og fileisincluded in the %files list. We can see that blather.log be-
longs to the package, and it is removed when the packageis.

% nst al |
touch $RPM BUI LD ROOT% _| ocal statedir}/| og/ bl ather.| og

%iles

vghost 9% | ocal statedir}/1og/ bl ather. | og

# rpm-qgf /var/log/blather.!|og
bl at her-1.0-1

# rpm-ql blather | grep blather.!|og

# rpm-e blather & |s /var/log/blather.|og

Is: /var/log/blather.log: No such file or directory

There file touched in the %install stage will not be installed to / var /| og/ bl at her. | og al-
though it will be added to the rpm database, as we can see from querying the file, however it is not
visible from a package listing, but as it is owned by the package it will be removed when the pack-
ageisremoved. In addition it is possible to use setperms to fix the permissions on a% ghost file.

# |ls -al /var/log/blather.!|og
STWr--F-- 1 root r oot 3448 Jun 18 17:00 /var/log/ bl ather.| og

#chnod 666 /var/l og/ bl at her. | og
# 1s -al /var/log/blather.!|og

ST WA WA T W 1 root r oot 3448 Jun 18 17:00 /var/log/ bl ather.| og

#rpm - -set perns bl at her
# |ls -al /var/log/blather.!|og

STWr--r-- 1 root r oot 3448 Jun 18 17:00 /var/log/ bl ather.| og

The %verify Directive

RPM's ahbility to verify the integrity of the software it has installed is impressive. But sometimes it's
a hit too impressive. After all, RPM can verify as many as nine different aspects of every file. The
% verify directive can control which of these file attributes are to be checked when an RPM verific-
ation is done. Here are the attributes, along with the names used by the % verify directive:
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1. Owner (owner)
2. Group (group)

3. Mode (mode)

Ea

MD5 Checksum (md5)
Size (size)

Major Number (maj)
Minor Number (min)

Symbolic Link String (symlink)

© o N o O

Modification Time (mtime)

How is %verify used? Say, for instance, that a package installs device files. Since the owner of a
device will change, it doesn't make sense to have RPM verify the device fil€'s owner/group and give
out afalse alarm. Instead, the following % verify directive could be used:

%erify(mde md5 size maj min symink ntinme) /dev/ttyS0O

We've left out owner and group, since we'd rather RPM not verify those. 8

However, if al you want to do is prevent RPM from verifying one or two attributes, you can use
% verify's alternate syntax:

%erify(not owner group) /dev/ttyS0O

This use of % verify producesidentical resultsto the previous example.

Directory-related Directives

While the two directives in this section perform different functions, each is related to directoriesin
some way. Let's see what they do:

The %docdir Directive
The %docdir directive is used to add a directory to the list of directories that will contain docu-

mentation. RPM includes the directories / usr/ doc, /usr/info, and /usr/ man in the
%docdir list by default.

For example, if the following lineis part of the %fileslist:

9%glocdir /usr/bl ather

8 RPM will automatically exclude file attributes from verification if it doesn't make sense for the type of file. In our example, getting the
MD5 checksum of adevicefileis an example of such asituation.
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any filesin the %files list that RPM packages from / usr / bl at her will be included in the pack-
age as usual, but will also be automatically flagged as documentation. This directive is handy when
a package creates its own documentation directory and contains a large number of files. Let's give it
atry by adding the following line to our spec file:

9glocdir /usr/bl at her

Our %files list contains no references to the several files the package installs in the /
usr/ bl at her directory. After building the package, looking at the package's file list shows:

# rpm-qlp ../ RPVS/i386/blather-1.0-1.i386.rpm

Wait aminute: There's nothing there, not even/ usr / bl at her ! What happened?

The problem is that % docdir only directs RPM to mark the specified directory as holding docu-
mentation. It doesn't direct RPM to package any files in the directory. To do that, we need to clue
RPM in to the fact that there are files in the directory that must be packaged.

One way to do thisisto simply add the files to the % files list:

%locdir /usr/bl at her

[ usr/ bl at her/ | NSTALL

Looking at the package, we see that | NSTALL was packaged:

# rpm-qglp ../ RPMS/i386/blather-1.0-1.i386.rpm
/'usr /bl at her /1 NSTALL

#

Directing RPM to only show the documentation files, we see that | NSTALL has indeed been
marked as documentation, even though the % doc directive had not been used:

# rpm-qdp ../ RPMS/i386/blather-1.0-1.i386.rpm
/'usr/ bl at her / | NSTALL

#

Of courseg, if you go to the trouble of adding each file to the %files list, it wouldn't be that much
more work to add % doc to each one. So the way to get the most benefit from % docdir isto add an-
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other line to the %fileslist:

9%glocdir /usr/bl at her
[ usr/ bl at her

Since the first line directs RPM to flag any filein / usr/ bl at her as being documentation, and
the second line tells RPM to automatically package any files found in / usr/ bl at her, every
single filein there will be packaged and marked as documentation:

# rpm-qdp ../ RPMS/i386/blather-1.0-1.i386.rpm

[ usr/ bl at her

[ usr/ bl at her/ COPYI NG
[ usr/ bl at her/ | NSTALL
[ usr/ bl at her / README

#

The %docdir directive can save quite a bit of effort in creating the %files list. The only caveat is
that you must be sure the directory will only contain files you want marked as documentation. Keep
in mind, also, that all subdirectories of the % docdir'ed directory will be marked as documentation
directories, too.

The %dir Directive

As we mentioned in the section called “The %files List”, if a directory is specified in the %files
list, the contents of that directory, and the contents of every directory under it, will automatically be
included in the package. While this feature can be handy (assuming you are sure that every file un-
der the directory should be packaged) there are times when this could be a problem.

The way to get around this, isto use the %dir directive. By adding this directive to the line contain-
ing the directory, RPM will package only the directory itself, regardless of what files are in the dir-
ectory at the time the package is created. Here's an example of %dir in action.

The blather-1.0 package creates the directory / usr / bl at her as part of its build. It aso puts sev-
era filesin that directory. In the spec file, the / usr/ bl at her directory isincluded in the %files
list:

%iles

/”l'Jsr/ bl at her

There are no other entries in the %files list that have / usr/ bl at her as part of their path. After
building the package, we use RPM to look at the files in the package:

# rpm-qlp ../ RPVS/i386/blather-1.0-1.i386.rpm

/”l.JSI‘/b| at her
[ usr/ bl at her/ COPYI NG
/usr/ bl at her/ | NSTALL
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[ usr/ bl at her / README

#

Thefiles present in / usr/ bl at her at the time the package was built were included in the pack-
age automatically, without entering their namesin the %fileslist.

However, after changing the/ usr / bl at her lineinthe %fileslist to:

ogli r /usr/bl at her

and rebuilding the package, a listing of the package's files now includes only the / usr/ bl at her
directory:

# rpm-qlp ../ RPVS/i386/blather-1.0-1.i386.rpm

/“LJSI‘/ bl at her

-f<fi |l e> — Read the %files List From <fi |l e>

The -f option is used to direct RPM to read the %files list from the named file. Like the %files list
in a spec file, the file named using the -f option should contain one filename per line and aso in-
clude any of the directives named in this section.

Why is it necessary to read filenames from a file rather than have the filenames in the spec file?
Here's a possible reason:

The filenames' paths may contain a directory name that can only be determined at build-time, such
as an architecture specification. The list of files, minus the variable part of the path, can be created,
and sed can be used at build-time to update the path appropriately.

It's not necessary that every filename to be packaged reside in the file. If there are any filenames
present in the spec file, they will be packaged as well:

%iles latex -f tetex-|atex-skel
/usr/bin/latex
[ usr/ bi n/ psl at ex

Here, the filenames present in the file t et ex- | at ex- skel would be packaged, followed by
every filename following the %filesline.

The Lone Directive: %package

While every directive we've seen so far is used in the %files list, the % package directive is differ-
ent. It is used to permit the creation of more than one package per spec file and can appear at any
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point in the spec file. These additional packages are known as subpackages. Subpackages are named
according to the contents of the line containing the % package directive. The format of the package
directiveis:

%ackage: <string>

The <string> should be a name that describes the subpackage. This string is appended to the base
package name to produce the subpackage's name. For example, if a spec file contains a name tag
value of "foonly", and a"% package doc" line, then the subpackage name will be foonly-doc.

-n <string>— Use <string> As the Entire Subpack-
age Name

As we mentioned above, the name of a subpackage normally includes the main package name.
When the -n option is added to the % package directive, it directs RPM to use the name specified on
the % package line as the entire package name. In the example above, the following % package line
would create a subpackage named foonly-doc:

%package doc

The following % package line would create a subpackage named doc:

Y%package -n doc

The % package directive plays another role in subpackage building. That role is to act as a place to
collect tags that are specific to a given subpackage. Any tag placed after a % package directive will
only apply to that subpackage.

Finally, the name string specified by the % package directive is also used to denote which parts of
the spec file are a part of that subpackage. Thisis done by including the string (along with the -n op-
tion, if present on the % package line) on the starting line of the section that isto be subpackage-specif-
ic. Here's an example:

(.J/.fp')ackage -n bar

%ost -n bar

In this heavily edited spec file segment, a subpackage called bar has been defined. Later in thefileis
a post-install script. Because it has subpackage bar's name on the % post line, the post-install script
will be part of the bar subpackage only.

For more information on building subpackages, please see Chapter 18, Creating Subpackages.
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Conditionals

While the "exclude®" and "exclusive" tags (excludearch, exclusivearch, excludeos, and
exclusiveos) provide some control over whether a package will be built on a given architecture and/
or operating system, that control is till rather coarse.

For example, what should be done if a package will build under multiple architectures, but requires
dightly different % build scripts? Or what if a package requires a certain set of files under one oper-
ating system, and an entirely different set under another operating system? The architecture and op-
erating system-specific tags we've discussed earlier in the chapter do nothing to help in such situ-
ations. What can be done?

One approach would be to simply create different spec files for each architecture or operating sys-
tem. While it would certainly work, this approach has some problems:

» More work. The existence of multiple spec files for a given package means that the effort re-
quired to make any changes to the package is multiplied by however many different spec files
there are.

» More chance for mistakes. If any work needs to be done to the spec files, the fact they are separ-
ate means it is that much easier to forget to make the necessary changes to each one. There is
aso the chance of introducing mistakes each time changes are made.

The other approach is to somehow permit the conditional inclusion of architecture- or operating sys-
tem-specific sections of the spec file. Fortunately, the RPM designers chose this approach, and it
makes multi-platform package building easier and less prone to mistakes.

We discuss multi-platform package building in depth in Chapter 19, Building Packages for Multiple
Architectures and Operating Systems . For now, let's take a quick ook at RPM's conditionals.

The %ifarch Conditional

The %ifarch conditional is used to begin a section of the spec file that is architecture-specific. It is
followed by one or more architecture specifiers, each separated by commas or whitespace. Here is
an example:

% farch i 386 sparc

The contents of the spec file following this line would be processed only by Intel x86 or Sun
SPARC-based systems. However, if only thisline were placed in a spec file, thisis what would hap-
pen if abuild was attempted:

# rpnbuil d -ba cdpl ayer-1. 0. spec

Uncl osed % f
Build fail ed.

#

The problem that surfaced here is that any conditional must be "closed" by using either %else or
% endif. We'll be covering them a bit later in the chapter.

The %ifnarch Conditional
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The %ifnarch conditional is used in asimilar fashion to %ifar ch, except that the logic is reversed.
If a spec file contains a conditional block starting with %ifarch alpha, that block would be pro-
cessed only if the build was being done on a Digital Alpha/AXP-based system. However, if the con-
ditional block started with %ifnarch alpha, then that block would be processed only if the build
were not being done on an Alpha.

Like %ifarch, %ifnarch can be followed by one or more architectures and must be closed by a
% else or % endif.

The %ifos Conditional

The %ifos conditional is used to control RPM's spec file processing based on the build system'’s op-
erating system. It is followed by one or more operating system names. A conditional block started
with %ifos must be closed by a % else or % endif. Here's an example:

% f os | i nux

The contents of the spec file following this line would be processed only if the build was done on a
linux system.

The %ifnos Conditional

The %ifnos conditional isthe logical complement to %ifos:. that is, if a conditional starting with the
line %ifnos irix is present in a spec file, then the file contents after the %ifnos will not be pro-
cessed if the build system is running Irix. As always, a conditional block starting with %ifnos must
be closed by a % else or % endif.

The %else Conditional

The % else conditiona is placed between a %if conditional of some persuasion, and a % endif. It is
used to create two blocks of spec file statements, only one of which will be used in any given case.
Here's an example:

% farch al pha

make RPM OPT_FLAGS="$RPM OPT_FLAGS - |
%l se

make RPM OPT_FLAGS="$RPM OPT_FLAGS"
o%endi f

When a build is performed on a Digital Alpha/AXP, some additional flags are added to the make
command. On all other systems, these flags are not added.

The %endif Conditional

A %endif is used to end a conditional block of spec file statements. It can follow one of the %if
conditionals, or the %else. The % endif is always needed after a conditional, otherwise the build
will fail. Here's short conditional block, ending with a % endif:

% farch i 386
make | NTELFLAG=- DI NTEL
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%endi f

In this example, we see the conditional block started with a% ifar ch and ended with a % endif.

Now that we have some more in-depth knowledge of the spec file, let's take a look at some of
RPM's additional features. In the next chapter, we'll explore how to add dependency information to
a package.
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Chapter 14. Adding Dependency
Information to a Package

Since the very first version of RPM hit the streets, one of the side effects of RPM's ease of use was
that it made it easier for people to break things. Since RPM made it so simple to erase packages, it
became common for people to joyfully erase packages until something broke.

Usually this only bit people once, but even once was too much of a hassle if it could be prevented.
With thisin mind, the RPM developers gave RPM the ability to:

» Build packages that contain information on the capabilities they require.

» Build packages that contain information on the capabilities they provide.

e Storethis"provides' and "requires" information in the RPM database.

In addition, they made sure RPM was able to display dependency information, as well as to warn
users if they were attempting to do something that would break a package's dependency require-

ments.

With these features in place, it became more difficult for someone to unknowingly erase a package
and wreak havoc on their system.

An Overview of Dependencies

We've already alluded to the underlying concept for RPM's dependency processing. It is based on
two key factors:

» Packages advertise what capabilities they provide.

» Packages advertise what capabilities they require.

By simply checking these two types of information, many possible problems can be avoided. For
example, if a package requires a capability that is not provided by any already-installed package,
that package cannot be installed and expected to work properly.

On the other hand, if a package is to be erased, but its capabilities are required by other installed
packages, then it cannot be erased without causing other packagesto fail.

As you might imagine, it's not quite that simple. But adding dependency information can be easy. In
fact, in most cases, it's automatic!

Automatic Dependencies

When a package is built by RPM, if any file in the package's %files list is a shared library, the lib-
rary's soname is automatically added to the list of capabilities the package provides. The soname is
the name used to determine compatibility between different versions of alibrary.

Note that thisis not afilename. In fact, no aspect of RPM's dependency processing is based on file-
names. Many people new to RPM often make the assumption that a failed dependency represents a
missing file. Thisis not the case.

Remember that RPM's dependency processing is based on knowing what capabilities are provided
by a package and what capabilities a package requires. We've seen how RPM automatically determ-
ines what shared library resources a package provides. But does it automatically determine what
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shared libraries a package requires?

Yes! RPM does this by running Idd on every executable program in a package's %files list. Since
Idd provides a list of the shared libraries each program requires, both halves of the equation are
complete — that is, the packages that make shared libraries available, and the packages that require
those shared libraries, are tracked by RPM. RPM can then take that information into account when
packages are installed, upgraded, or erased.

The Automatic Dependency Scripts

RPM uses two scripts to handle automatic dependency processing. They reside in/ usr/ bi n and
are caled fi nd-requires, and fi nd- provi des. Well take alook at them in a minute, but
first let'slook at why there are scripts to do this sort of thing. Wouldn't it be better to have this built
into RPM itself?

Actually, creating scripts for this sort of thing is a better idea. The reason? RPM has aready been
ported to a variety of different operating systems. Determining what shared libraries an executable
requires, and the soname of shared libraries, is simple, but the exact steps required vary widely from
one operating system to another. Putting this part of RPM into a script makes it easier to port RPM.

Let'stake alook at the scripts that are used by RPM under the Linux operating system.

find-requires — Automatically Determine Shared Library Re-
guirements

Thef i nd-requi r es script for Linux is quite simple:

#! / bi n/ sh

# note this works for both a.out and ELF executabl es
ulimt -c O

filelist=xargs -r file | fgrep executable | cut -d: -f1°
for f in $filelist; do

ldd $f | awk '/=>/ { print $1 }'
done | sort -u | xargs -r -n 1 basenane | sort -u

This script first creates a list of executable files. Then, for each file in the list, |dd determines the
file's shared library requirements, producing a list of sonames. Finally, the list of sonames is sanit-
ized by removing duplicates, and removing any paths.

fi nd- provi des — Automatically Determine Shared Library So-
names

Thefi nd- provi des script for Linux is abit more complex, but still pretty straightforward:

#! / bi n/ bash

# This script reads filenanes from STDIN and out puts any rel evant
# provides infornation that needs to be included in the package.

filelist=$(grep ".so" | grep -v "~ lib/ld. so" |
xargs file -L 2>/dev/null | grep "ELF.*shared object" | cut -d: -fl)
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for f in $filelist; do
sonane=$(obj dunp -p $f | awk '/SONAME/ {print $2}')

if [ "$soname" !="" ]; then
if [ ! -L $f ]; then
echo $sonane
f
el se
echo ${f##*/}
f

done | sort -u

First, a list of shared libraries is created. Then, for each file on the list, the soname is extracted,
cleaned up, and duplicates removed.

Automatic Dependencies: An Example

Let'stake awidely used program, Is, the directory lister, as an example. On a Red Hat Linux system,
Isispart of thefil eutil s package and isinstalled in / bi n. Let's play the part of RPM during
fileutils'packagebuildandrunfi nd-requireson/bin/ls.Hereswhat well see:

# find-requires

/bin/ls
<ctrl-d>
libc.so.5
#

Thefi nd-requires scriptreturned | i be. so. 5. Therefore, RPM should add a requirement for
libc.so.5whenthefil eutils packageis built. We can verify that RPM did add IS require-
ment for | i bc. so. 5 by using RPM's --requires optionto display f i | eut i | s' requirements:

# rpm-q --requires fileutils
libc.so.5

#

OK, that's the first half of the equation — RPM automatically detecting a package's shared library
requirements. Now let's look at the second half of the equation -- RPM detecting packages that
provide shared libraries. Since the | i bc package includes, among others, the shared library /
lib/libc.so.5.3.12, RPM would obtain its soname. We can simulate this by using f i nd-
pr ovi des to print out the library's soname:

# find-provides
/1ib/libc.so.5.3.12
Grl-D

libc.so.5

#

OK,so/lib/libc.so.5.3.12'ssonameis| i bc. so. 5. Let'sseeif thel i bc package really
does"provide" thel i bc. so. 5 soname:
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# rpm-q --provides libc

li bmso.5
libc.so.5

#

Yes, there it is, along with the soname of another library contained in the package. In thisway, RPM
can ensure that any package requiring | i bc. so. 5 will have a compatible library available as long
asthel i bc package, which provides| i bc. so. 5, isinstalled.

In most cases, automatic dependencies are enough to fill the bill. However, there are circumstances
when the package builder has to manually add dependency information to a package. Fortunately,
RPM's approach to manual dependenciesis both simple and flexible.

The autoregprov, autoreq, and autoprov Tags — Dis-
able Automatic Dependency Processing

There may be times when RPM's automatic dependency processing is not desired. In these cases, the
autoreqprov, autoreq, and autoprov tags may be used to disable it. This tag takes a yes/no or 0/1
value. For example, to disable automatic dependency processing, the following line may be used:

Aut oRegProv: no

The autoreq and autoprov tags can be used to disable automatic processing of requirements or
"provides’ only, respectively.

Manual Dependencies

You might have noticed that we've been using the words "requires’ and "provides' to describe the
dependency relationships between packages. As it turns out, these are the exact words used in spec
files to manually add dependency information. Let'slook at the first tag: Requires.

The Requires Tag

We've been deliberately vague when discussing exactly what it is that a package requires. Although
we've used the word "capabilities’, in fact, manual dependency requirements are always represented
in terms of packages. For example, if package f 0o requires that package bar isinstaled, it's only
necessary to add the following lineto f 0o's spec file:

Requi res: bar

Later, when the f 0o package is being installed, RPM will consider f 00's dependency requirements
met if any version of package bar isaready installed. 1

1 Aslong as the requiring and the providing packages are installed using the same invocation of RPM, the dependency checking will suc-
ceed. For example, the command rpm -ivh *.rpm will properly check for dependencies, even if the requiring package ends up being in-
stalled before the providing package.
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If more than one package is required, they can be added to the Requir es tag, one after another, sep-
arated by commas and/or spaces. So if package f 0o requires packages bar and baz, the following
line will do thetrick:

Requires: bar, baz

Aslong asany version of bar and baz isinstalled, f 0o's dependencies will be met.

Adding Version Requirements

When a package has slightly more stringent needs, it's possible to require certain versions of a pack-
age. All that's necessary is to add the desired version number, preceded by one of the following
comparison operators:

* Requires package with aversion less than the specified version.

» Requires package with aversion less than or equal to the specified version.

* Requires package with aversion equal to the specified version.

» Requires package with aversion equal to or greater than the specified version.

» Requires package with aversion greater than the specified version.

Continuing with our example, let's suppose that the required version of package bar actually needs

to be at least 2.7, and that the baz package must be version 2.1 — no other version will do. Here's
what the Requirestag line would look like:

Requires: bar >= 2.7, baz = 2.1

We can get even more specific and require a particular release of a package:

Requires: bar >= 2.7-4, baz = 2.1-1

When Version Numbers Aren't Enough

You might think that with all these features, RPM's dependency processing can handle every con-
ceivable situation. Y ou'd be right, except for the problem of version numbers. RPM needs to be able
to determine which version numbers are more recent than others, in order to perform its version
comparisons.

It's pretty simple to determine that version 1.5 is older than version 1.6. But what about 2.01 and

2.1? Or 7.6a and 7.6? There's no way for RPM to keep up with all the different version-numbering
schemesin use. But thereis a solution; two, in fact...

Solution Number 1: Epoch numbers
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When RPM can't decipher a package's version number, it's time to pull out the Epoch tag. This tag
isused to help RPM determine version number ordering. Here's a sample Epoch tag line:

Epoch: 42

This line indicates that the package has an epoch number of 42. What does the 42 mean? Only that
this version of the package is newer than the same package with an epoch number of 41, but older
than the same package with an epoch number of 43. If you think of epoch numbers as being nothing
more than very simple version numbers, you'll be on the mark. In other words, Epoch is the most
significant component of a package's complete version identifier with regards to RPM's version
comparison algorithm.

In order to direct RPM to look at the epoch number instead of the version number when doing de-
pendency checking, it's necessary to use a":" before the version in the Requires tag line. So if a

package requires package f 0o to have an epoch number equal to 42, the following tag line would
be used:

Requires: foo = 42:

If the f 00 package needs to have an epoch number greater than or equal to 42, this line would
work:

Requires: foo >= 42:

If the f 00 package needs to have version with an epoch number 42 and version 1.0, this line would
work:

Requires: foo >= 42:1.0

Y ou must include the epoch in arequiresif it existsin the package.

It might seem that using epoch numbersis alot of extratrouble, and you're right. But there is an al-
ternative:

Solution Number 2: Just Say No!

If you have the option between changing the software's version-numbering scheme, or using epoch
numbers in RPM, please consider changing the version-numbering scheme. Chances are, if RPM
can't figure it out, most of the people using your software can't, either. But in case you aren't the au-
thor of the software you're packaging, and its version numbering scheme is giving RPM fits, the
epoch tag can help you out.

Fine Grained Dependencies

For the vast mgjority of dependencies, using the norma Requires is enough. However, there are
some special situations where one might want more fine grained control over them. When multiple
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packages are being installed in a transaction, installation order and dependency loops are such cases.
Erasure order of packages within atransaction is the opposite of their installation order.

A very trivial example of a dependency loop is when package f 0o requires bar , and bar requires
f 0o. However, when the number of packages involved in a loop grows, the loops get more and
more complex. The special dependency types in this chapter are at best hints for RPM; as a rule of
thumb, it is best to try to avoid dependency loops atogether. However, in some rare cases, they may
be desired.

The PreReq Tag

The PreReq tag is the same as Requires, originally with one additional property. Using it used to
tell RPM that the package marked as PreReq should be installed before the package containing the
dependency. However, as of RPM version 4.4, this special property is being phased out, and Pre-
Req and Requireswill soon have no functional differences.

A plain Requires is enough to ensure proper instalation order if there are no dependency loops
present in the transaction. If dependency loops are present and cannot be avoided, packagers should
strive to construct them in a way that the order of installation of the the this way interdependent
packages does not matter.

Historically, in dependency loops PreReq used to "win" over the conventional Requires when
RPM determined the installation order in atransaction. But as said above, this functionality is being
phased out, and one should no longer assume things will work that way.

Context Marked Dependencies

Recent versions of RPM support context marked dependencies. This is a specia type of a depend-
ency that applies only in a specified context. Using this feature, one can specify dependencies for
pre- and post(un)install scriptlets, ie. the context of a dependency is the execution time of the spe-
cified scriptlet.

The syntax for specifying these dependenciesis:

Requires(X): foo

Here, X can be one of pre, post, preun, or postun, which tells RPM that the package depends on
package f oo for running the corresponding % pre, % post, % preun, or % postun script.

In practice, RPM enforces the above dependencies until the specified script has been run, not at that
time. In other words, it will allow erasing a dependency that was marked for eg. the % post script
for an already installed package, but will not allow erasing one that is required for a % postun script
for such a package. This is to reduce confusion; it would be somewhat odd if RPM told one to in-
stall apackage in order to get another one erased.

The Conflicts Tag

The Conflicts tag is the logical complement to the Requires tag. It is used to specify which pack-
ages conflict with the current package. RPM will not permit conflicting packages to be installed un-
less overridden with the --nodeps option.

The Conflicts tag has the same format as Requires. It accepts areal or virtual package name and
can optionally include version and rel ease specifications or an epoch number.

The Provides Tag

Now that you've seen how it's possible to require a package using the Requir es tag, you're probably
expecting that you'll need to use the Provides tag in every single package. After all, RPM hasto get
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those package names from somewhere, right?

While it is true that RPM needs to have the package names available, the Provides tag is normally
not required. It would actually be redundant, because the RPM database already contains the name
of every package installed. There's no need to duplicate that information.

But wait — We said earlier that manual dependency requirements are always represented in terms

of packages. If RPM doesn't require the package builder to use the Provides tag to provide the pack-
age name, then what is the Provides tag used for?

Virtual Packages

Enter the virtual package. A virtual package is nothing more than a name specified with the
Providestag. Virtual packages are handy when a package requires a certain capability, and that cap-
ability can be provided by any one of several packages. Here's an example:

In order to work properly, sendmail needs alocal delivery agent to handle mail delivery. There are
a number of different local delivery agents available — sendmail will work just fine with any of
them.

In this case, it doesn't make sense to force the use of a particular local delivery agent; as long as

onesinstalled, sendmai | 's requirements will have been satisfied. So sendmai | 's package build-
er adds the following lineto sendnai | 's specfile:

Requires: |da

There is no package with that name available, so sendmmai | 's requirements must be met with avir-
tual package. The creators of the various local delivery agents indicate that their packages satisfy the
requirements of the | da virtual package by adding the following line to their packages spec files:

Provi des: |da

(Note that virtual packages may not have version numbers.) Now, when sendmai | isinstalled, as
long asthereis a package installed that providesthe | da virtual package, there will be no problem.

To Summarize...

RPM's dependency processing is based on tracking the capabilities a package provides, and the cap-
abilities a package requires. A package's requirements can come from two places:

1. Shared library requirements, automatically determined by RPM.

2. TheRequirestag line, manually added to the package's spec file.

These requirements can be viewed by using RPM's --requires query option. A specific requirement
can be viewed by using the --whatrequires query option. Both options are fully described in

Chapter 5, Getting Information About Packages.

The capabilities a package provides, can come from three places:

1. Shared library sonames, automatically determined by RPM.
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2. TheProvidestag line, manually added to the package's spec file.

3. The package's name (and optionally, version/epoch number).

The first two types of information can be viewed by using RPM's --pr ovides query option. A specif-
ic capability can be viewed by using the --whatprovides query option. Both options are fully de-
scribed in Chapter 5, Getting Information About Packages.

The package name and version are not considered capabilities that are explicitly provided. There-
fore, if a search using --provides or --whatprovides comes up dry, try simply looking for a package
by that name.

Asyou've probably gathered by now, using manual dependencies requires some level of synchroniz-
ation between packages. This can be tricky, particularly if you're not responsible for both packages.
But RPM's dependency processing can make life easier for your users.
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RPM has the ability to give users some latitude in deciding where packages are to be installed on
their systems. However, package builders must first design their packages to give users this free-
dom.

That's all well and good, but why would the ability to "relocate” a package be all that important?

Why relocatable packages?

One of the many problems that plague a system administrator's life is disk space. Usualy, there's not
enough of it, and if there is enough, chances are it's in the wrong place. Here's a hypothetical ex-
ample:

» Some new software comes out and is desired greatly by the user community.

» The system administrator carefully reviews the software's installation documentation prior to do-
ing to the installation. 1 She notes that the software, all 150MB of it, installsinto / opt .

» Frowning, the sysadmin fires off a quick df command:

# df

Fil esystem 1024- bl ocks Used Avail able Capacity Munted on
/ dev/ sda0 100118 28434 66514 30% /

/ dev/ sda6 991995 365527 575218 39% /usr

#

Bottom line: There's no way 150MB of new software is going to fit on the root filesystem. 2

» Sighing heavily, the sysadmin ponders what to do next. If only there were some way to install
the software somewhere on the/ usr filesystem...

It doesn't have to be this way. RPM has the ability to make packages that can be installed with a
user-specified prefix that dictates where the software will actually be placed. By making packages
relocatable, the package builder can make life easier for sysadmins everywhere. But what exactly is
arelocatable package?

A relocatable package is a package that is standard in every way, save one. The differenceliesin the
prefix tag. When thistag is added to a spec file, RPM will attempt to build a relocatable package.

Note the word "attempt". There are a few conditions that must be met before a rel ocatable package

can be built successfully, and this chapter will cover them all. But firgt, let's look at exactly how
RPM can relocate a package. And the one component at the heart of package relocation is the prefix

tag.

The prefix tag: Relocation Central

The best way to explain how the prefix tag is used is to step through an example. Here's a sample

1 Hey, we said it was hypothetical!
2 Of course, it would be possible to get around this lack of space by symlinking / opt to, for instance, / usr/ opt . However, since the
point of this chapter isto explore RPM's relocatability features, we won't explore this approach here.
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prefix tag:

Prefix: /opt

In this example, the prefix path is defined as/ opt . This means that, by default, the package will in-
stall itsfilesunder / opt . Let's assume the spec file contains the following linein its % fileslist:

/ opt / bi n/ baz

If the package is installed without any relocation, this file will be installed in / opt / bi n. Thisis
identical to how a non-relocatable package isinstalled.

However, if the package is to be relocated on installation, the path of every file in the %fileslist is

modified according to the following steps:

1. The part of the file's path that corresponds to the path specified on the prefix tag line is re-
moved.

2. The user-specified relocation prefix is prepended to the file's path.

Using our / opt/ bi n/ baz file as an example, let's assume that the user installing the package
wishes to override the default prefix (/ opt ), with a new prefix, say, / usr/ | ocal / opt . Follow-
ing the steps above, we first remove the original prefix from thefile's path:

/ opt / bi n/ baz

becomes:

/ bi n/ baz

Next, we add the user-specified prefix to the front of the remaining part of the filename:

/fusr/local/opt + /bin/baz = /usr/local/opt/bin/baz

Now that the file's new path has been created, RPM installs the file normally. This part of it seems
simple enough, and it is. But as we mentioned above, there are a few things the package builder
needs to consider before getting on the rel ocatable package bandwagon.

Relocatable Wrinkles: Things to Consider
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Whileit's certainly no problem to add a prefix tag line to a spec file, it's necessary to consider afew
other issues:
e Evey fileinthe %fileslist must start with the path specified on the prefix tag line.

» The software must be written such that it can operate properly if relocated. Absolute symlinks
are aprime example of this.

e Other software must not rely on the relocatable package being installed in any particular loca-
tion.

Let's cover each of these issues, starting with the %fileslist.

%files List Restrictions

As mentioned above, each file in the %files list must start with the relocation prefix. If this isn't
done, the build will fail:

# rpnbui |l d -ba cdpl ayer-1. 0. spec

* Package: cdpl ayer
+ umask 022
+ echo Executing: %rep

Bi nary Packagi ng: cdpl ayer-1.0-1
Package Prefix = usr/I ocal

File doesn't match prefix (usr/local): /usr/doc/cdplayer-1.0-1
File not found: /usr/doc/cdplayer-1.0-1
Buil d fail ed.

#

In our example, the build proceeded normally until the time came to create the binary package file.
At that point RPM detected the problem. The error message says it all: The prefix line in the spec
file (/ usr/ | ocal ) wasnot present in the first part of thefile's(/ usr/ doc/ cdpl ayer-1. 0- 1)
path. This stopped the build in its tracks.

The fact that every file in arelocatable package must be installed under the directory specified in the
prefix ling, raises some issues. For example, what about a program that reads a configuration file
normally keptin/ et c?

This question leads right into our next section.

Relocatable Packages Must Contain Relocatable Soft-

ware

While this section's title seems pretty obvious, it's not always easy to tell if a particular piece of soft-
ware can be relocated. Let's take alook at the question raised at the end of the previous section. If a
program has been written to read its configuration file from / et ¢, there are three possible ap-
proaches to making that program rel ocatable:

1. Settheprefix to/ et ¢ and package everything under / et c.

2. Package everything somewhere other than / et ¢ and leave out the config file entirely.

3. Modify the program.
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The first approach would certainly work from a purely technical standpoint, but not many people
would be happy with a program that installed itself in/ et ¢. So this approach isn't viable.

The second approach might be more appropriate, but it forces users to complete the install by having
them create the config file themselves. If RPM's goal is to make software easier to install and re-
move, thisis not aviable approach, either!

The final approach might be the best. Once the program is installed, when the rewritten software is
first run, it could see that no configuration file existed in/ et ¢, and create one.

However, even though this would work, when the time came to erase the package, the config file
would be left behind. RPM had never installed it, so RPM couldn't get rid of it. There's also the fact
that this approach is probably more labor intensive than most package builders would like.

None of these approaches are very appealing, are they? Some software just doesn't relocate very
well. In general, any of the following things are warning signs that relocation is going to be a prob-
lem:

» The software contains one or more files that must be installed in specific directories

» The software refers to system files using relative paths (Which is really just another way of say-

ing the software must be installed in a particular directory)

If these kinds of issues crop up, then making the software relocatable is going to be tough. And
there's still oneissue |eft to consider.

The Relocatable Software Is Referenced By Other Soft-

ware

Even assuming the software is written so that it can be put in arelocatable package, there still might
be a problem. And that problem centers not on the rel ocatable software itself, but on other programs
that reference the rel ocatable software.

For example, there are times when a package needs to execute other programs. This might include
backup software that needs to send mail, or a communications program that needs to compress files.
If these underlying programs were relocatable, and not installed where other packages expect them,
then they would be of little use.

Granted, this isn't a common problem, but it can happen. And for the package builder interested in
building relocatable packages, it's an issue that needs to be explored. Unfortunately, this type of
problem can be the hardest to find.

If, however, a software product has been found to be relocatable, the mechanics of actually building
arelocatable package are pretty straightforward. Let's giveit atry.

Building a Relocatable Package

For this example, well use our tried-and-true cdpl ayer application. Let's start by reviewing the
spec file for possible problems:

#

# Exanple spec file for cdpl ayer app...
#

Sunmary: A CD pl ayer app that rocks!
Nane: cdpl ayer

%i | es
%gloc READVE
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/usr/ | ocal /bin/cdp

[usr /1 ocal / bi n/ cdpl ay

%loc /usr/local / man/ manl/ cdp. 1
%onfig /etc/cdp-config

Everything looks all right, except for the %files list. There arefilesin/ usr/ | ocal / bi n, aman
pagein/usr/ | ocal / man/ manl, and a config filein/ et c. A prefix of / usr/ | ocal would
work pretty well, except for that cdp- confi g file.

For the sake of this first build, we'll declare the config file unnecessary and remove it from the

%fileslist. We'll then add a prefix tag line, setting the prefix to/ usr /| ocal . After these changes
are made, let'stry abuild:

# rprbui |l d -ba cdpl ayer-1. 0. spec

*

Package: cdpl ayer

umask 022

echo Executing: %prep

Executing: %rep

+ cd /usr/src/redhat/BU LD

+ cd /usr/src/redhat/BU LD

+ rm-rf cdplayer-1.0

+ gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz

+ +

Bi nary Packagi ng: cdpl ayer-1.0-1

Package Prefix = usr/I ocal

File doesn't match prefix (usr/local): /usr/doc/cdplayer-1.0-1
File not found: /usr/doc/cdplayer-1.0-1

Build failed.

#

The build proceeded normally up to the point of actually creating the binary package. The Pack-
age Prefix = usr/local line confirmsthat RPM picked up our prefix tag line. But the
build stopped — and on afile called / usr/ doc/ cdpl ayer - 1. 0- 1. But that file isn't even in
the %fileslist. What's going on?

Take a closer ook at the % files list. See the line that reads % doc README? In the section called
“The % doc Directive”, we discussed how the % doc directive creates a directory under / usr / doc.
That's the file that killed the build — the directory created by the % doc directive.

Let's temporarily remove that line from the %fileslist and try again:

# rpnbuild -ba cdpl ayer-1. 0. spec

* Package: cdpl ayer

umask 022

echo Executing: %rep

Executing: Y%prep

+ cd /usr/src/redhat/BU LD

+ cd /usr/src/redhat/BU LD

+ rm-rf cdplayer-1.0

+ gzip -dc /usr/src/redhat/ SOURCES/ cdpl ayer-1.0.tgz

+ +

Bi nary Packagi ng: cdplayer-1.0-1
Package Prefix = usr/l ocal
Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libncurses.so.2.0
bi n/ cdp
bi n/ cdpl ay

man/ manl/ cdp. 1
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90 bl ocks

Cenerating signature: 0

Wote: /usr/src/redhat/RPMS/i 386/ cdpl ayer-1.0-1.i386.rpm
+ umask 022

+ echo Executing: %l ean

Executing: %l ean

+ cd /usr/src/redhat/BU LD

+ cd cdplayer-1.0

+ exit O

Sour ce Packagi ng: cdplayer-1.0-1

cdpl ayer-1. 0. spec

cdpl ayer-1.0.tgz

82 bl ocks

Cenerating signature: 0

Wote: /usr/src/redhat/SRPMS/ cdpl ayer-1.0-1.src.rpm

#

The build completed normally. Note how the files to be placed in the binary package file are listed,
minus the prefix of / usr/ | ocal . Some of you might be wondering why the cdp. 1 file didn't
cause problems. After al, it had a % doc directive, too. The answer lies in the way the file was spe-
cified. Since the file was specified using an absolute path, and that path started with the prefix /

usr/ | ocal , there was no problem. A more complete discussion of the %doc directive can be
found in the section called “The % doc Directive”.

Tying Up the Loose Ends

In the course of building this package, we ran into two hitches:

1. Theconfigfilecdp- confi g couldn't beinstaledin/ et c.

2. The README file could not be packaged using the % doc directive.

Both of these issues are due to the fact that the files' paths do not start with the default prefix path /

usr/ | ocal . Does this mean this package cannot be relocated? Possibly, but there are two options
to consider. The first option is to review the prefix. In the case of our example, if we chose a prefix
of / usr instead of / usr/ | ocal , the READVE file could be packaged using the % doc directive,
since the default documentation directory is / usr/ doc. Another approach would be to use the
%docdir directive to define another documentation-holding directory somewhere along the prefix
path. 3

This approach wouldn't work for / et ¢/ cdp- confi g, though. To package that file, we'd need to
resort to more extreme measures. Basicaly, this approach would entail packaging the file in an ac-
ceptable directory (something under / usr/1 ocal ) and using the %post post-install script to
movethefileto/ et c. Pointing a symlink at the config file is another possibility.

Of course, this approach has some problems. First, you'll need to write a % postun script to undo
what the % post script does. 4 A % verifyscript that made sure the files were in place would be nice,
too. Second, because the file or symlink wasn't installed by RPM, there's no entry for it in the RPM
database. This reduces the utility of RPM's -c and -d options when issuing queries. Finally, if you
actually move files around using the % post script, the files you move will not verify properly, and
when the package is erased, your users will get some disconcerting messages when RPM can't find
the moved files to erase them. If you have to resort to these kinds of tricks, it's probably best to for-
get trying to make the package relocatable.

Test-Driving a Relocatable Package

3 For more information on the % docdir directive, please see the section called “The % docdir Directive’.
4 Install and erase-time scripts have an environment variable, RPM_| NSTALL_PREFI X, that can be used to write scripts that are able to act
appropriately if the package is relocated. See the section called “Install/Erase-time Scripts’ for more information.
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Lookslike cdpl ayer isapoor candidate for being made rel ocatable. However, since we did get a
hamstrung version to build successfully, we can use it to show how to test arelocatable package.

First, let's seeif the binary package file's prefix has been recorded properly. We can do this by using
the --queryfor mat option to RPM's query mode:

# rpm-gp --queryformat ' 9% DEFAULTPREFI X}\ n' cdpl ayer-1.0-1.i386.rpm
[ usr /I ocal

#

The DEFAULTPREFI X tag directs RPM to display the prefix used during the build. As we can
seg, it's/ usr/ | ocal , just as we intended. The --queryformat option is discussed in the section
called“ --queryformat — Construct a Custom Query Response ”.

So it looks like we have a relocatable package. Let's try a couple of installs and see if we really can
install it in different locations. First, let's try aregular install with no prefix specified:

# rpm -Uvh cdpl ayer-1.0-1.i386.rpm
cdpl ayer HURHHHHH U
#

That seemed to work well enough. Let's see if the files went where we intended:

# 1s -al /usr/local/bin

total 558

- T WX - XF - X 1 root r oot 40739 Cct 7 13:23 cdp*

[ rwWxr WX wWx 1 root r oot 18 Oct 7 13:40 cdplay -> /usr/local/bin
# 1s -al /usr/local/man/manl

total 9

- I WXT - XT - X 1 root r oot 4550 Cct 7 13:23 cdp. 1*

#

Looks good. Let's erase the package and reinstall it with a different prefix:

# rpm-e cdpl ayer

# rpm-Wh --prefix /usr/foonly/blather cdplayer-1.0-1.i386.rpm
cdpl ayer HHHHHHH AR R R R R R R R R

#

(We should mention that directories f oonl y and bl at her didn't exist prior to installing cd-
pl ayer.)

RPM has another tag that can be used with the --queryformat option. It's called INSTALL PRE-
FIX and using it displays the prefix under which a package was installed. Let's give it atry:
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# rpm-q --queryformat ' 9% | NSTALLPREFI X}\ n' cdpl ayer
/usr/foonly/bl at her
#

As we can seg, it displays the prefix we entered on the command line. Let's see if the files were in-
stalled as we directed:

# cd /usr/foonly/blather/

# |s -al

total 2

dr wxr - Xr - x 2 root r oot 1024 Cct 7 13:45 bin/
dr wxr - Xr - x 3 root r oot 1024 Cct 7 13:45 nmman/
#

So far, so good — the proper directories are there. Let's look at the man page first:

# cd /usr/foonly/blather/ man/ manl/

#1s -al

total 5

- FWXT - XF - X 1 root r oot 4550 Cct 7 13:23 cdp. 1*
#

That looks ok. Now on to thefilesin bi n:

# cd /usr/foonly/blather/bin

#1s -al

total 41

- T WX - XF - X 1 root r oot 40739 Cct 7 13:23 cdp*

[ rwWXr WX wWx 1 root r oot 18 Oct 7 13:45 cdplay -> /usr/local/bin
#

Uh-oh. That cdpl ay symlink isn't right. What happened? If we look at cdpl ayer 's makefile, we
see the answer:

install: cdp cdp.1.Z

In -s /usr/local/bi n/ cdp /usr/ 1 ocal/bin/cdplay

Ah, when the software is installed during RPM's build process, the make file sets up the symbolic
link. Looking back at the %files list, we see cdpl ay listed. RPM blindly packaged the symlink,
complete with its non-relocatable string. This is why we mentioned absolute symlinks as a prime ex-
ample of non-relocatable software.
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Fortunately, this problem isn't that difficult to fix. All we need to do is change the line in the make-
file that creates the symlink from:

In -s /usr/local/bin/cdp /usr/local/bin/cdplay

To:

In -s ./cdp /usr/local/bin/cdplay

Now cdpl ay will always point to cdp, no matter where it's installed. When building relocatable
packages, relative symlinks are your friend!

After rebuilding the package, let's see if our modifications have the desired effect. First, anormal in-
stall with the default prefix:

# rpm -Uvh cdpl ayer-1.0-1.i386.rpm
cdpl ayer HURHHHHH TR

# cd /usr/local/bin/
# |ls -al cdplay

[ rwXr Wxr wx 1 root r oot 18 Oct 8 22:32 cdplay -> ./cdp*
#

Next, we'll try asecond install using the --pr efix option (after we first delete the original package):
# rpm-e cdpl ayer

# rpm-Wh --prefix /al/dunb/prefix cdplayer-1.0-1.i386.rpm

cdpl ayer HERHHHHH T H T R

# cd [al dunmb/ prefix/bin/
# 1s -al cdplay

[ rwxr wxr wx 1 root r oot 30 Cct 8 22:34 cdplay -> ./cdp*
#

As you can see, the trickiest part about building relocatable packages is making sure the software
you're packaging is up to the task. Once that part of the job is done, the actual modifications are
straightforward.

In the next chapter, we'll cover how packages can be built in non-standard directories, as well as
how non-root users can build packages.
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While RPM makes building packages as easy as possible, some of the default design decisions
might not work well in a particular situation. Here are two situations where RPM's method of pack-
age building may cause problems:

1. You are unable to dedicate a system to RPM package building, or the software you're pack-
aging would disrupt the build system'’s operation if it were installed.

2. Youwould like to package software, but you don't have root access to an appropriate build sys-
tem.

Either of these situations can be resolved by directing RPM to build, install, and package the soft-
warein adifferent area on your build system. It requires a bit of additional effort to accomplish this,
but taken a step at atime, it is not difficult. Basically, the process can be summed up by addressing
the following steps:

»  Writing the package's spec file to support a build root.
» Directing RPM to build software in a user-specified build area.

»  Specifying file attributes that RPM needs to set on installation.

The methods discussed here are not required in every situation. For example, a system administrator
developing a package on a production system may only need to add support for a build root. On the
other hand, a student wishing to build a package on a university system will need to get around the
lack of root access by implementing every method described here.

Using Build Roots in a Package

Part of the process of packaging software with RPM isto actually build the software and install it on
the build system. The installation of software can only be accomplished by someone with root ac-
cess, so a hon-privileged user will certainly need to handle RPM's installation phase differently.
There are times, however, when even a person with root access will not want RPM to copy new files
into the system's directories. As mentioned above, the reasons might be due to the fact that the soft-
ware being packaged is already in use on the build system. Another reason might be as mundane as
not having enough free space available to perform the install into the default directories.

Whatever the reason, RPM provides the ability to direct a given package to install into an alternate
root. This alternate root is known as a build root. Several requirements must be met in order for a
build root to be utilized:

» A default build root must be defined in the package's spec file.

» Theinstalation method used by the software being packaged must be able to support installation

in an alternate root.

Thefirst part is easy. It entails adding the following line to the spec file:

Bui | dRoot : <r oot >
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Of course, you would replace <r oot > with the name of the directory in which you'd like the soft-
ware to install. 1 If, for example, you specify a build root of / t np/ f 0o, and the software you're
packaging installs a file bar in / usr/ bi n, you'll find bar residing in /t np/ f oo/ usr/bin
after the build.

A note for you non-root package builders. make sure you can actually write to the build root you
specify! Those of you with root access should also make sure you choose your build root carefully.
For an assortment of reasons, it's not a good idea to declare a build root of "/ "! We'll get into the
reasons why shortly.

The final requirement for adding build root support is to make sure the software's installation meth-
od can support installing into an aternate root. The difficulty in meeting this requirement can range
from dead simple to nearly impossible. There are probably as many different ways of approaching
this as there are packages to build. But in general, some variant of the following approach is used:

* The environment variable RPM _BUI LD_ROOT is set by RPM and contains the value of the
build root to be used when the software is built and installed.

» The %install section of the spec file is modified to use RPM BUI LD _ROOT as part of the in-
stallation process.

» If the software isinstalled using make, the makefile is modified to use RPM _BUI LD _ROOT and
to create any directories that may not exist at installation time.

Here's an example of how these components work together to utilize a build root. First, there's the
definition of the build root in the spec file:

Bui | dRoot : /t np/ cdpl ayer

This line defines the build root as being / t np/ cdpl ayer . All the files installed by this software
will be placed under the cdpl ayer directory. Next is the spec file's % install section:

% nst al |
make ROOT="$RPM BUI LD ROOT" install

Since the software we're packaging uses make to perform the actual install, we simply define the
environment variable ROOT to be the path defined by RPM BUI LD _ROOT. So far, so good. Things
really start to get interesting in the software's Makef i | e, though:

install: cdp cdp.1.Z

# chnod 755 cdp

# cp cdp /usr/local/bin
install -m755 -0 0 -g O -d $(ROOT)/usr/Ilocal/bin/
install -m755 -0 0 -g O cdp $(ROOT)/usr/local/bin/cdp

# In -s /usr/local/bin/cdp /usr/local/bin/cdplay
In -s ./cdp $(ROOT)/usr/local/bin/cdplay
# cp cdp.1 /usr/local/man/ manl

1 Keep in mind that the build root can be overridden at build-time using the --buildr oot option or the buildroot r prmacr os file entry. See
Chapter 12, rpmbuild Command Reference for more details.
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install -m755 -0 0 -g 0 -d $(ROOT)/usr/I ocal / man/ manl/
install -m755 -0 0 -g O cdp.1 $(ROOT)/usr/local / man/ manl/ cdp. 1

In the example above, the commented lines were the original ones. The uncommented lines perform
the same function, but also support installation in the root specified by the environment variable
ROCT.

One point worth noting is that the Makef i | e now takes extra pains to make sure the proper direct-
ory structure exists before installing any files. This is often necessary, as build roots are deleted, in
most cases, after the software has been packaged. Thisiswhy install is used with the -d option — to
make sure the necessary directories have been created.

Let's see how it works:

# rpnbuil d -ba cdpl ayer-1. 0. spec

* Package: cdpl ayer
Executing: %rep
+ cd /usr/src/redhat/BU LD

+ exit O

Executing: %uild

+ cd /usr/src/redhat/BU LD
+ cd cdplayer-1.0

+ exit O

+ umask 022

Executing: 9% nst al

+ cd /usr/src/redhat/BU LD

+ cd cdplayer-1.0

+ make ROOT=/t np/ cdpl ayer in? a

tall
t np/ cdpl ayer/ usr /| ocal / bi n/

install -m755 -0 0 -g 0 -d cd

install -m755 -0 0 -g O cdp /tnp/cdplayer/usr/local/bin/cdp

In -s ./cdp /tnp/cdplayer/usr/|ocal /bin/cdpl ay

install -m755 -0 0 -g O -d /tnp/cdpl ayer/usr/| ocal / man/ manl/

install -m755 -0 0 -g O cdp.1 /tnp/cdplayer/usr/local/man/ manl/cdp. 1

+ exit O

Executing: special doc

cd /usr/src/redhat/BU LD

cd cdplayer-1.0

DOCDI R=/ t mp/ cdpl ayer// usr/ doc/ cdpl ayer-1.0-1
rm-rf /tnp/cdplayer//usr/doc/cdplayer-1.0-1
nkdir -p /tnp/cdplayer//usr/doc/cdplayer-1.0-1
cp -ar README /tnp/ cdpl ayer//usr/doc/cdpl ayer-1.0-1
+ exit O

Bi nary Packagi ng: cdpl ayer-1.0-1

Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libncurses.so.2.0

usr/ doc/ cdpl ayer-1.0-1

usr/ doc/ cdpl ayer-1. 0- 1/ README

usr/ 1l ocal / bi n/ cdp

usr/l ocal / bi n/ cdpl ay

usr/l ocal / man/ manl/ cdp. 1

93 bl ocks

CGenerating signature: 0

Wote: /usr/src/redhat/RPMS/i 386/ cdpl ayer-1.0-1.i386.rpm
+ unmask 022

+ echo Executing: %l ean

Executing: %l ean

+ cd /usr/src/redhat/BU LD

+ cd cdplayer-1.0

+ exit O

Sour ce Packagi ng: cdpl ayer-1.0-1

cdpl ayer-1. 0. spec

cdpl ayer-1.0.tgz

++ 4+ + 4+
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82 bl ocks
Cenerating signature: 0
Wote: /usr/src/redhat/SRPMS/ cdpl ayer-1.0-1.src.rpm

#

Looking over the output from the %install section, we first see that the RPM_BUI LD_ROOT envir-
onment variable in the make install command, has been replaced with the path specified earlier in
the spec file on the BuildRoot: line. The ROOT environment variable used in the makefile now has
the appropriate value, as can be seen in the various install commands that follow.

Note, also, that we use install's -d option to ensure that every directory in the path exists before we
actually install the software. Unfortunately, we can't do this and install the file in one command.

Looking at the section labeled Executing: special doc, we find that RPM is doing
something similar for us. It starts by making sure there is no pre-existing documentation directory.
Next, RPM creates the documentation directory and copiesfilesinto it.

The remainder of this exampleisidentical to that of a package being built without a build root being
specified. However, athough the output is identical, there is one crucial difference. When the binary
package is created, instead of simply using each line in the %files list verbatim, RPM prepends the
build root path first. If this wasn't done, RPM would attempt to find the files, relative to the system's
root directory, and would, of course, fail. Because of the automatic prepending of the build root, it's
important to not include the build root path in any %files list entry. Otherwise, the files would not
be found by RPM, and the build would fail.

Although RPM has to go through a bit of extra effort to locate the files to be packaged, the resulting
binary package is indistinguishable from the same package created without using a build root.

Some Things to Consider

Once the necessary modifications have been made to support a build root, it's necessary for the
package builder to keep someissuesin mind. The first is that the build root specified in the spec file
can be overridden. RPM will set the build root (and therefore, the value of $SRPM BUI LD _ROOCT) to
one of the following values:

e Thevalue of buildroot in the spec file.

» Thevalueof buildroot inanr pmracr os file.

e Thevaluefollowing the --buildr oot option on the command line.

Because of this, it'simportant that the spec file and the makefile be written in such away that no as-
sumptions about the build root are made. The main issue is that the build root must not be hard-
coded anywhere. Always use the RPM _BUI LD _ROOT environment variabl el

Another issue to keep in mind is cleaning up after the build. Once software builds and is packaged

successfully, it's probably no longer necessary to leave the build root in place. Therefore, it's a good
idea to include the necessary commandsin the spec file's % clean section. Here's an example:

%! ean
rm-rf $RPM BUI LD ROOT

Since RPM executes the % clean section after the binary package has been created, it's the perfect
place to delete the build root tree. In the example above, that's exactly what we're doing. We're also
doing the right thing by using the RPM BUI LD _RQOOT, instead of a hard-coded path.
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The last issue to keep in mind revolves around the % clean section we just created. At the start of
the chapter, we mentioned that it's not a good ideato define a build root of "/ ". The % clean section
iswhy: If the build root was set to "/ ", the % clean section would blow away your root filesystem!
Keep in mind that this can bite you, even if the package's spec file doesn't specify "/ " as a build
root. It's possible to use the --buildr oot option to specify a dangerous build root, too:

# rpnbuild -ba --buildroot / cdplayer-1.0.spec

But for all the possible hazards using build roots can pose for the careless, it's the only way to pre-
vent a build from disrupting the operation of certain packages on the build system. And for the per-
son wanting to build packages without root access, it's the first of three steps necessary to accom-
plish the task. The next step is to direct RPM to build the software in a directory other than RPM's
default one.

Having RPM Use a Different Build Area

While RPM's build root requires a certain amount of spec file and make file tweaking in order to get
it working properly, directing RPM to perform the build in a different directory is a snap. The hard-
est part isto create the directories RPM will use during the build process.

Setting up a Build Area

RPM's build area consists of five directoriesin the top-level:

1. TheBU LDdirectory iswhere the software is unpacked and built.

2. The RPNV directory iswhere the newly created binary package files are written.
3. The SOURCES directory contains the original sources, patches, and icon files.
4. The SPECS directory contains the spec files for each package to be built.

5. The SRPMES directory is where the newly created source package files are written.

The description of the RPMS directory above, is missing one key point. Since the binary package
files are specific to an architecture, the directory actually contains one or more subdirectories, one
for each architecture. It isin these subdirectories that RPM will write the binary package files.

Let's start by creating the directories. We can even do it with one command:

% pwd

/ hone/ ed

% nmkdi r mybui | d\
nybui | d/ BUI LD\
nybui | d/ RPVS\

nybui | d/ RPMS/ i 386\
nybui | d/ SOURCES\
nybui | d/ SPECS\
nybui | d/ SRPVB\

That's all thereisto it. You may have noticed that we created a subdirectory to RPMS called i 386
— This is the architecture-specific subdirectory for Intel x86-based systems, which is our example
build system.
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The next step in getting RPM to use a different build area is telling RPM where the new build area
is. And it'samost as easy as creating the build area itself.

Directing RPM to Use the New Build Area

All that's required to get RPM to start using the new build area is to define an alternate value for
topdir inanr pnmacr os file. For the non-root user, this means putting the following line in afile
caled. r prmmacr os, located in your home directory:

% t opdi r <pat h>

By replacing <pat h> with the path to the new build area's top-level directory, RPM will attempt to
use it the next time a build is performed. Using our newly created build area as an example, we'll set
topdir to/ hone/ ed/ nybui | d:

% t opdir /hone/ed/ nmybuild

That'sal thereistoit. Now it'stimeto try abuild.

Performing a Build in a New Build Area

In the following example, a non-root user attempts to build the cdpl ayer package in a personal
build area. If the user has modified r pnr ¢ file entries to change the default build area, the com-
mand used to start the build is just like the one used by a root user. Otherwise, the --buildroot op-
tion will need to be used:

% cd / hore/ ed/ nybui | d/ SPECS
% rpnbui |l d -ba --buildroot /hone/ed/ nmybuil droot cdpl ayer-1.0. spec

* Package: cdpl ayer
+ umask 022
Executing: Y%rep

+ cd / home/ ed/ nybui | d/ BU LD

+ cd /home/ ed/ nybui | d/ BU LD

+ rm-rf cdplayer-1.0

+ gzip -dc /hone/ ed/ nybui | d/ SOURCES/ cdpl ayer-1.0.tgz

+ tar -xvvf -

dr wxr wxr - x root/users 0 Aug 20 20:58 1996 cdpl ayer-1. 0/

-rwWr--r-- root/users 17982 Nov 10 01: 10 1995 cdpl ayer-1. 0/ COPYI NG

+ cd /hone/ ed/ nybui | d/ BU LD/ cdpl ayer-1.0

+ chnod -R a+rX g-w, o-w .

+ exit O

Executing: %uild

+ cd /home/ ed/ nybui | d/ BU LD

+ cd cdplayer-1.0

+ nmake

gcc -Wall -2 -c -1/usr/include/ncurses cdp.c

Executing: % nstall

+ cd / hone/ ed/ nybui | d/ BU LD

+ make ROOT=/ hone/ ed/ mybui |l dr oot/ cdpl ayer install

install -m755 -0 0 -g 0 -d /hone/ed/ nybuil droot/ cdpl ayer/ usr/ | ocal / bi n/
install: /home/ed/ nybuil droot/cdpl ayer: Operation not permtted
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install: /home/ed/ nybuil droot/cdpl ayer/usr: Operation not permtted
install: /honme/ed/ nybuil droot/cdpl ayer/usr/local: Operation not permtted
install: /home/ed/ nybuil droot/cdpl ayer/usr/local/bin: Operation not
permitted
install: /home/ed/ nybuil droot/cdpl ayer/usr/local/bin/: Operation not
permtted

make: *** [install] Error 1
Bad exit status

%

Things started off pretty well — The % prep section of the spec file unpacked the sources into the
new build area, as did the % build section. The build was proceeding normally in the user-specified
build area, and root access was not required. In the %install section, however, things started to fall
apart. What happened?

Take alook at that install command. The two options, "-0 0" and "-g 0", dictate that the directories
to be created in the build root are to be owned by the root account. Since the user performing this
build did not have root access, the install failed, and rightly so.

OK, let's remove the offending options and see where that gets us. Here's the install section of the
make file after our modifications:

install: cdp cdp.1.Z
install -m 755 -d $(ROOT)/usr/ | ocal/bin/
install -m 755 cdp $(ROOT)/usr/ | ocal/bin/cdp
rm-f $(ROOT)/usr/local/bin/cdplay
In -s ./cdp $(ROOT)/usr/local/bin/cdplay
install -m 755 -d $(ROOT)/usr/ | ocal / man/ manl/
install -m 755 cdp.1 $(ROOT)/usr/local/man/ manl/ cdp. 1

WEe'll spare you from having to read through another build, but this time it completed successfully.
Now, let's put our sysadmin hat on and install the newly built package:

# rpm-ivh cdplayer-1.0-1.i386.rpm

cdpl ayer HHBHBHBHEHHHH B HBHBHBHBH BB H R R B B H B H B H BB
#

Well, that was easy enough. Let's take a look at some of the files and make sure everything looks
OK. Weknow there are somefilesinstalled in/ usr /| ocal / bi n, so let's check those:

# 1s -al /usr/local/bin

- T WK - XT - X 1 ed ed 40739 Sep 13 20:16 cdp*
[ rwxr wxr wx 1 ed ed 47 Sep 13 20: 34 cdplay -> ./cdp*

#

Looks pretty good... Wait a minute! What's up with the owner and group? The answer is simple:
User ed ran the build, which executed the make file, which ran install, which created the files.
Since ed created the files, they are owned by him.

This brings up an interesting point. Software must be installed with very specific file ownership and
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permissions. But a non-root user can't create files that are owned by anyone other than his or herself.
What is a non-root user to do?

Specifying File Attributes

Qpattr

In cases where the package builder cannot create the files to be packaged with the proper ownership
and permissions, the % attr macro can be used to make things right.

— How Does It Work?

The % attr macro has the following format:

Y%attr(<nmode>, <user>, <group>) <file>

» The<node> isrepresented in traditional numeric fashion.

* The<user > is specified by the login name of the user. Numeric UIDs are not used, for reasons
we'll explorein amoment.

e The<gr oup> is specified by the group's name, as entered in/ et ¢/ gr oup. Numeric GIDs are
not used, either. Yes, we'll be discussing that, too!

o <fil e>representsthefile. Shell-style globbing is supported.

There are a couple other wrinkles to using the % attr macro. If a particular file attribute doesn't need
to be specified, that attribute can be replaced with a dash "-" and %attr will not change it. Say, for
instance, that a package's files are installed with the permissions correctly set, as they almost always
are. Instead of having to go to the trouble of entering the permissions for each and every file, each
file can have the same % attr:

Y%attr(-, root, root)

Thisworks for user and group specifications, as well.

The other wrinkle is that, although we've been showing the three file attributes separated by com-
mas, in reality they could be separated by spaces as well. Whichever delimiter you choose, it paysto
be consistent throughout a spec file.

Let's fix up cdpl ayer with aliberal sprinkling of %attrs. Here's what the %files list looks like
after we've had our way with it:

%iles

Y%attr(-, root, root) %loc README

Y%attr (4755, root, root) /usr/local/bin/cdp
Y%attr(-, root, root) /usr/local/bin/cdplay
Y%attr(-, root, rot) /usr/local/man/ manl/cdp.1
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A couple points are worth noting here. The line for READVE shows that multiple macros can be
used on aline — in this case, one to set file attributes, and one to mark the file as being documenta-
tion. The %attr for / usr/ | ocal / bi n/ cdp declares the file to be setuid root. If it sends a shiver
down your spine to know that anybody can create a package that will run setuid root when installed
on your system — Good! Just because RPM makes it easy to install software doesn't mean that you
should blindly install every package you find.

A single RPM command can quickly point out areas of potential problems and should be issued on
any package file whose creators you don't trust:

% rpm-qglvp ../ RPMS/i 386/ cdplayer-1.0-1.i386.rpm

drwxr - xr-x- root root 1024 Sep 13 20: 16 /usr/doc/cdpl ayer-1.0-1

-rWr--r--- root root 1085 Nov 10 01: 10 /usr/doc/ cdpl ayer-1. 0- 1/ READVE
-rwsr-xr-x- root root 40739 Sep 13 21:32 /usr/local/bin/cdp
[ rwxrwxrwx- root root 47 Sep 13 21:32 /usr/local /bin/cdplay -> ./cdp

-IT'WXT - Xr-X- root r ot 4550 Sep 13 21:32 /usr/local /man/ manl/ cdp. 1
%

Sure enough — there's that setuid root file. In this case we trust the package builder, so let's install
it:

# rpm-ivh cdplayer-1.0-1.i386.rpm

cdpl ayer HHBHHH B R AT H SR HHH R R R R R R T R R AR
group rot does not exist - using root

#

What's this about group "rot"? Looking back at the rpm -glvp output, it looks like /

usr/ 1 ocal / man/ manl/ cdp. 1 has a bogus group. Looking back even further, it's there in the
% attr for that file. Must have been a typo. We could pretend that RPM used advanced artificial in-
telligence technology to come to the same conclusion as we did and made the appropriate change,
but in reality, RPM simply used the only group identifier it could count on — root. RPM will do the
samething if it can't resolve a user specification.

Let'slook at some of the files the package installed, including that worrisome setuid root file:

# |Is /usr/local/bin

total 558

- FWST - Xr-X 1 root r oot 40739 Sep 13 21: 32 cdp*

[ rwxr WX wx 1 root r oot 47 Sep 13 21:36 cdplay -> ./cdp*
#

RPM did just what it was supposed to — It gave the files the attributes specified by the % attr mac-
ros.

Betcha Thought We Forgot...

At the start of this section, we mentioned that the %attr macro wouldn't accept numeric uids or
gids, and we promised to explain why. The reason is simply that, even if a package requires a cer-
tain user or group to own the package's files, the user may not have the same uid/gid from system to
system. There — wasn't that simple?
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In the next chapter, we'll discuss how to make your packaged software safe against modification by
unscrupulous people. The name of the game is Pretty Good Privacy, and you'll see how signing
packages with PGP is easier than you think!
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In this chapter, we'll explore the steps required to add a digital signature to a package, using the soft-
ware known as Pretty Good Privacy, or PGP. If you've used PGP before, you probably know
everything you'll need to start signing packages in short order.

On the other hand, if you feel you need a bit more information on PGP before starting, please refer
to Appendix G, An Introduction to PGP for a brief introduction. Once you feel comfortable with
PGP, come on back and learn how easy signing packagesis...

Why Sign a Package?

The reason for signing a package is to provide authentication. With a signed package, it's possible
for your user community to verify that the package they have was in your possession at some time
and has not been changed since then. That "not changed" part is also a good reason to sign your
packages, as digital signatures are a very robust way to guard against any modifications to the pack-

age.

Of course, as with anything elsein life, adding adigital signature to a package isn't an ironclad guar-
antee that everything is right with the package, but it's about as sure a thing as humans can make it.

Getting Ready to Sign

OK, we've convinced you that signing packages is a good idea. Now we've got to make sure PGP
and RPM are up to the task. As you might imagine, there are two parts to this process. one for PGP,
and one for RPM. Let's get PGP ready first.

Preparing PGP: Creating a Key Pair

Thereisreally very little to be done to PGP, assuming it's been installed properly. The only thing re-
quired is to generate a key pair. As mentioned in our mini-primer on PGP, the key pair consists of a
secret key and a public key. In terms of signing packages, you will use your secret key to do the ac-
tual signing. Anyone interested in checking your signature will need your public key.

Creating akey pair is quite simple. All that's required isto issue a pgp -kg command, enter some in-
formation, and create some random bits. Here's an example key generating session:

# pgp -kg

Pretty Good Privacy(tm 2.6.3a - Public-key encryption for the nasses.
(c) 1990-96 Philip Zi nmrermann, Phil's Pretty Good Software. 1996-03-04
Uses the RSAREF(tm) Tool kit, which is copyright RSA Data Security, Inc.
Di stributed by the Massachusetts Institute of Technol ogy.

Export of this software may be restricted by the U S. governnent.
Current time: 1996/10/31 00:42 GVI

Pi ck your RSA key si ze:
1) 512 bits- Low commercial grade, fast but |ess secure
2) 768 bits- Hi gh comrercial grade, nedium speed, good security
3) 1024 bits- "MIlitary" grade, slow, highest security

Choose 1, 2, or 3, or enter desired nunber of bits: 3

CGenerating an RSA key with a 1024-bit nodul us.

You need a user ID for your public key. The desired formfor this
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user IDis your nane, followed by your E-mail address encl osed in
<angl e brackets>, if you have an E-nmmil address.
For exanple: John Q Smith <12345. 6789@onpuserve. conk

Enter a user ID for your public key:
Exanpl e Key for RPM Book

You need a pass phrase to protect your RSA secret key.
Your pass phrase can be any sentence or phrase and nay have many
wor ds, spaces, punctuation, or any other printable characters.

Ent er pass phrase: <passphrase> (Not echoed)
Enter sane pass phrase again: <passphrase> (Still not echoed)

Note that key generation is a |engthy process.

W need to generate 952 randombits. This is done by measuring the
time intervals between your keystrokes. Please enter sone random text
on your keyboard until you hear the beep:

(Many random characters were entered)

0 * -Enough, thank you.

Pass phrase is good. Just a nonent... -
Key signature certificate added.
Key generation conpl eted.

#

Let's review each of the times PGP required information. The first thing PGP needed to know was
the key size we wanted. Depending on your level of paranocia, smply choose an appropriate key
size. In our example, we chose the "They're out to get me" key size of 1024 bits.

Next, we needed to choose a user 1D for the key. The user ID should be descriptive and should also
include sufficient information for someone to contact you. We entered Exanpl e Key for RPM
Book, which goes against our suggestion, but is sufficient for the purposes of our example.

After entering a user 1D, we needed to add a pass phrase. The pass phrase is used to protect your
secret key, so it should be something difficult for someone else to guess. It should also be memor-
able for you, because if you forget your pass phrase, you won't be able to use your secret key! |
entered a couple of words and numbers, put together in such a way that no one could ever guess |
typed r pm2kool 4wor ds

QOops...

The pass phrase is entered twice, to ensure that no typing mistakes were made. PGP also performs
some cursory checks on the pass phrase, ensuring that the phraseis at least somewhat secure.

Finally comes the strangest part of the key-generation process, creating random bits. Thisis done by
measuring the time between keystrokes. The secret here is to not hold down a key so that it auto-
repeats and to not wait several seconds between keystrokes. Simply start typing anything (even non-
sense text) until PGP tells you you've typed enough.

After generating enough random bits, PGP takes a minute or so to create the key pair. Assuming

everything completed successfully, you'll see an ending message similar to the one above. You'll
also find, in a subdirectory of your login directory called . pgp, the following files:

# 1s -al ~/.pgp
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total 6

dr wxr - Xr-x 2 root r oot 1024 Cct 30 19:44 .

dr wxr - Xr-x 5 root r oot 1024 Cct 30 19:44 ..
STWe-- - - 1 root r oot 176 Cct 30 19:44 pubring. bak
SrW--- - - 1 root r oot 331 Cct 30 19: 44 pubring. pgp
STW-- - - 1 root r oot 408 Oct 30 19: 44 randseed. bin
SrW--- - 1 root r oot 509 Cct 30 19: 44 secring. pgp
#

For those interested in learning exactly what each fileis, feel free to consult any of the fine books on
PGP. For the purposes of signing packages, all we need to know is where these files are located.

That'sit! Now it'stime to configure RPM to use your newly generated key.

Preparing RPM
RPM's configuration process is quite straightforward. It consists of adding afew r pnr ¢ entriesin a

file of your choice. For more information on rpmrc files in general, please see Appendix B, Ther p-
nr c File.

The entries that need to be added to an rpmrc file are:

* gignature
* pgp_name

*  pgp_path

Let's check out the entries.

signature

The signature entry is used to select the type of signature that RPM is to use. At the time this book
was written, the only legal valueis pgp. So you would enter:

signature: pgp

pgp_name

The pgp_name entry gives RPM the user 1D of the key it isto sign packages with. In our key gener-
ation example, the user ID of the key we created was Exanpl e Key for RPM Book, sothisis
what our entry should look like:

pgp_nane: Exanple Key for RPM Book

pgp_path

The pgp_path entry is used to define the path to the directory where the keys are kept. This entry is
not needed if the environment variable PGPPATH has been defined. In our example, we didn't move
them from PGP's default location, which is in the subdirectory . pgp, off the user's login directory.
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Since we generated the key as r oot , our path is/ root /. pgp. Therefore, our entry would ook
likethis:

pgp_path: /root/.pgp

And that's it. Now it's time to sign some packages.

Sighing Packages

There are three different ways to sign a package:

1. Signing a package at build-time.
2. Replacing the signature on an already-existing package.

3. Adding asignature to an aready-existing package.

Letstake alook at each one, starting with build-time signing.

--sign — Sign a Package At Build-Time

The --sign option is used to sign a package as it is being built. When this option is added to an RPM
build command, RPM will ask for your PGP pass phrase. If the pass phrase is correct, the build will
proceed. If not, the build stops immediately.

Here's an example of --sign in action:

# rpnbuild -ba --sign blather-7.9. spec
Ent er pass phrase: <passphrase> (Not echoed)

Pass phrase is good.
* Package: bl at her

Bi nary Packagi ng: blather-7.9-1
Fi ndi ng dependenci es. ..

Gener at | ng signature: 1002
Wote: /usr/src/redhat/RPVS/i 386/ bl ather-7.9-1.i386.rpm

Sour ce Packagi ng: blather-7.9-1

Gener at i ng signature: 1002
Wote: /usr/src/redhat/SRPMS/ bl at her-7.9-1.src.rpm

#

Once the pass phrase is entered, there's very little that is different from a normal build. The only ob-
vious difference is the Gener at i ng si gnat ur e message in both the binary and source pack-
aging sections. The number following the message indicates that the signature added was created us-
ing PGP. 1

Notice, that since RPM only signs the source and binary package files, only the -bb, and -ba options

1 Thelist of possible signature types can be found in the RPM sources, specifically si gnat ur e. h in RPM's| i b subdirectory.
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make any sense when used with --sign. Thisis due to the fact that only the -bb and -ba options cre-
ate packagefiles.

If we issue a quick signature check using RPM's --checksig option, we can see that there is, in fact,
a PGP signature present:

# rpm --checksig blather-7.9-1.i386.rpm
blather-7.9-1.i386.rpm size pgp md5 K
#

It's clear to see that, in addition to the usual size and MD5 signatures, the package has a PGP signa-
ture.

Multiple Builds? No Problem!

Y ou might be wondering how the --sign option would work if more than one package is to be built.
Do you have to enter the pass phrase for every single package you build? The answer is no, as long
as you build the packages with asingle RPM command. Here's an example:

# rprbuild -ba --sign b*.spec
Ent er pass phrase: <passphrase> (Not echoed)

Pass phrase i s good.
* Package: bl at her
Bi nary Packagi ng: blather-7.9-1

Generat | ng signature: 1002
Wote: /usr/src/redhat/RPMS/i386/blather-7.9-1.i386.rpm

Sour ce Packagi ng: blather-7.9-1

Gener at | ng signature: 1002
Wote: /usr/src/redhat/SRPMS/ bl ather-7.9-1.src.rpm

* Package: bot her
Bi nary Packagi ng: bother-3.5-1

Generat | ng signature: 1002
Wote: /usr/src/redhat/RPMS/i 386/ bother-3.5-1.i386.rpm

Sour ce Packagi ng: bother-3.5-1

Gener at | ng signature: 1002
Wote: /usr/src/redhat/SRPMS/ bot her-3.5-1.src.rpm

#

Using the --sign option makes it as easy to sign one package asiit is to sign one hundred. But what
happens if you need to change your public key? Will you need to rebuild every single one of your
packages just to update the signature?

--resigh — Replace a Package's Signature(s)

Aswe mentioned at the end of the previous section, from time to time it may be necessary to change
your public key. Certainly this would be necessary if your key's security was compromised, but oth-
er, more mundane situations might require this.
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Fortunately, RPM has an option that permits you to replace the signature on an already-built pack-
age, with anew one. The option is called --resign, and here's an example of its use:

# rpm--resign blather-7.9-1.i386.rpm
Ent er pass phrase: <passphrase> (Not echoed)

Pass phrase is good.
bl at her-7.9-1.i386.rpm

#

While the output is not as exciting as a package build, the --resign option can be a life-saver if you
need to change a package's signature, and you don't want to rebuild.

As you might have guessed, the --resign option works properly on multiple package files:

# rpm--resign b*.rpm
Enter pass phrase: <passphrase> (Not echoed)

Pass phrase is good.
bl at her-7.9-1.i386.rpm
bot her-3.5-1.i 386.rpm

#

There Are Limits, However...

Unfortunately, older package files cannot be re-signed. The package file must be in version 3
format, at least. If you attempt to resign a package that istoo old, here's what you'll see:

# rpm--resign blah.rpm
Enter pass phrase: <passphrase> (Not echoed)

Pass phrase is good.
bl ah. rpm
blah.rpm Can't re-sign v2.0 RPM

#

Not sure what version your package files are at? Just use the file command to check:

# file blather-7.9-1.i386.rpm
blather-7.9-1.i386.rpm RPMv3 bin i386 blather-7.9-1
#

The"v3" infil€'s output indicates the package file format.

--addsign — Add a Signature To a Package
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The --addsign option, as the name suggests, is used to add another signature to the package. It's
pretty easy to see why someone would want to have a package that had been signed by the package
builders. But what reason would there be for adding a signature to a package?

One reason to have more than one signature on a package would be to provide a means of docu-
menting the path of ownership from the package builder to the end-user.

As an example, the division of a company creates a package and signs it with the division's key. The
company's headquarters then checks the package's signature and adds the corporate signature to the
package, in essence stating that the signed package received by them is authentic.

Continuing the example, the doubly-signed package makes its way to a retailer. The retailer checks
the package's signatures and, when they check out, adds their signature to the package.

The package now makes its way to a company that wishes to deploy the package. After checking
every signature on the package, they know that it is an authentic copy, unchanged since it was first
created. Depending on the deploying company's internal controls, they may choose to add their own
signature, thereby reassuring their employees that the package has received their corporate "bless-

ing".

After this lengthy example, the actual output from the --addsign option is a bit anti-climactic:

# rpm --addsi gn blather-7.9-1.i386.rpm
Ent er pass phrase: <passphrase> (Not echoed)

Pass phrase is good.
bl at her-7.9-1.i386.rpm

#

If we check the signatures of this package, we'll be able to see the multiple signatures:

# rpm --checksig blather-7.9-1.i386.rpm
bl ather-7.9-1.i386.rpm size pgp pgp nmid5 K
#

Thetwo pgp'sin --checksig's output clearly shows that the package has been signed twice.

A Few Caveats

Aswith the --resign option, the --addsign option cannot do its magic on pre-V3 package files:

# rpm --addsi gn bl ah.rpm
Enter pass phrase: <passphrase> (Not echoed)

Pass phrase is good.
bl ah. rpm
blah.rpm Can't re-sign v2.0 RPM

#

OK, the error message may not be 100% accurate, but you get the idea.

236



Adding PGP Signaturesto a Package

Another thing to be aware of isthat the --addsign option does not check for multiple identical signa-
tures. Although it doesn't make much sense to do so, RPM will happily let you add the same signa-
ture as many times asyou'd like:

# rpm--addsig blather-7.9-1.i386.rpm
Enter pass phrase: <passphrase> (Not echoed)

Pass phrase is good.
bl at her-7.9-1.i386.rpm
# rpm--addsig blather-7.9-1.i386.rpm
Enter pass phrase: <passphrase> (Not echoed)
Pass phrase i s good.
bl ather-7.9-1.i386.rpm
# rpm --addsig blather-7.9-1.i386.rpm
Ent er pass phrase: <passphrase> (Not echoed)
Pass phrase is good.
bl at her-7.9-1.i386.rpm
# rpm --checksig blather-7.9-1.i386.rpm
blather-7.9-1.i386.rpm size pgp pgp pgp pgp nmd5 K
#

As we can see from --checksig's output, the package now has four identical signatures. Maybe this
isthe digital equivalent of pressing down extra hard while writing your name...
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In this chapter, we will explore one of RPM's more interesting capabilities: the capability to create
subpackages.

What Are Subpackages?

Very simply put, a subpackage is one of several package files created from a single spec file. RPM
has the ability to create a main package, along with one or more subpackages. Subpackages may
also be created without the main package. It's all up to the package builder.

Why Are They Needed?

If al the software in the world followed the usua "one source, one binary" structure, there would be
no need for subpackages. After al, RPM handles the building and packaging of a program into a
single package file just fine.

But software doesn't always conform to this simplistic structure. It's not unusual for software to sup-
port two or more different modes of operation. A client/server program, for example, comes in two
flavors: aclient, and a server.

And it can get more complicated than that. Sometimes software relies on another program so com-
pletely that the two cannot be built separately. The result is often several packages.

While it is certainly possible that some convoluted procedure could be devised to force these kinds
of software into a single-package structure, it makes more sense to let RPM manage the creation of
subpackages. Why? From the package builder's viewpoint, the main reason to use subpackagesis to
eliminate any duplication of effort.

By using subpackages, there's no need to maintain separate spec files and endure the resulting head-
aches when new versions of the software become available. By keeping everything in one spec file,
new software versions can be quickly integrated, and every related subpackage rebuilt with asingle
command.

But that's enough of the preliminaries. Let's see how subpackages are created.

Our Example Spec File: Subpackages Galore!

Throughout this chapter, we'll be constructing a spec file that will consist of a number of subpack-
ages. Let's start by listing the spec file's requirements:
* Themain package nameisto bef o0o.
* Theversionistobe?2.7.
» There are three subpackages:
e Theserver subpackage, to becaledf oo- server.
e Theclient subpackage, to be called f oo- cl i ent .
* Thebaz development library subpackage, to be called bazl i b.
* Thebazl i b subpackage has aversion of 5.6.

» Each subpackage will have its own summary and description tags.
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Every spec file starts with a preamble, and this one is no different. In this case, the preamble will
contain the following tags:

Nane: foo

Version: 2.7

Rel ease: 1

Source: foo0-2.7.t9z

Li cense: probably not

Sunmary: The foo app, and the baz library needed to build it

Group: bogus/junque

%escription

ghifdis the I ong description of the foo app, and the baz library needed to
ui it...

As we can see, there's nothing different here: this is an ordinary spec file so far. Let's delve into
things a bit more and see what we'll need to add to this spec file to create the subpackages we re-
quire.

Spec File Changes For Subpackages

The creation of subpackages is based strictly on the contents of the spec file. This doesn't mean that
you'll have to learn an entirely new set of tags, conditionals, and directives in order to create sub-
packages. In fact, you'll only need to learn one.

The primary change to a spec file is structural and starts with the definition of a preamble for each
subpackage.

The Subpackage's "Preamble”

When we introduced RPM package building in Chapter 10, The Basics of Developing With RPM,
we said that every spec file contains a preamble. The preamble contains a variety of tags that define
all sorts of information about the package. In a single package situation, the preamble must be at the
start of the spec file. The spec file we're creating will have one there, too.

When creating a spec file that will build subpackages, each subpackage also needs a preamble of its
own. These "sub-preambles’ need only define information for the subpackage when that informa-
tion differs from what is defined in the main preamble. For example, if we wanted to define an in-
stallation prefix for a subpackage, we would add the appropriate prefix tag to that subpackage's pre-
amble. That subpackage would then be relocatable.

In a single-package spec file, there is nothing that explicitly identifies the preamble, other than its

position at the top of the file. For subpackages, however, we need to be a bit more explicit. So we
use the % package directive to identify the preamble for each subpackage.

The %package Directive

The % package directive actually performs two functions. As we mentioned above, it is used to de-
note the start of a subpackage's preamble. It also plays arole in forming the subpackage's name. As
an example, let's say the main preamble contains the following name tag:

nane: foo

Later in the spec file, thereis a % package directive:
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%package bar

Thiswould result in the name of the subpackage being f oo- bar .
In this way, it's easy to see the relationship of the subpackage to the main package (or other sub-

packages, for that matter). Of course, this naming convention might not be appropriate in every
case. So thereis an option to the % package directive for just this circumstance.

Adding -n To the %package directive
The -n option is used to change the fina name of a subpackage from

<mai npackage>- <subpackage> to <subpackage>. Let's modify the % package directive
in our example above to be:

Y%package -n bar

Theresult is that the subpackage name would then be bar instead of f oo- bar .

Updating Our Spec File
Let's apply some of our newly found knowledge to the spec file we're writing. Here's the list of sub-
packages that we need to create:
» The server subpackage, to be called f 0o- ser ver.
» Theclient subpackage, tobecaledf oo-cl i ent .
» Thebaz development library subpackage, to be called bazl i b.
Since our package name is f 00, and since the % package directive creates subpackage names by

prepending the package name, the % package directives for the f 0o- ser ver and f oo- cl i ent
subpackages would be written as:

Y%package server
%ackage client

Since the baz library's package name is not to start with f 0o, we need to use the -n option on its
% package directive:

%ackage -n bazlib

Our requirements further state that f oo- ser ver and f oo- cl i ent are to have the same version
as the main package.
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One of the time-saving aspects of using subpackages is that there is no need to duplicate information
for each subpackage if it is already defined in the main package. Therefore, since the main package's
preamble has a version tag defining the version as 2.7, the two subpackages that lack a version tag
in their preambles will simply inherit the main package's version definition.

Since the bazl i b subpackage's preamble contains a version tag, it must have its own unique ver-
sion.

In addition, each subpackage must have its own summary tag.

So based on these requirements, our spec file now looks like this:

Nane: foo

Version: 2.7

Rel ease: 1

Source: foo0-2.7.tQz

Li cense: probably not

Sunmary: The foo app, and the baz library needed to build it

Group: bogus/junque

%escription

ghifdis the I ong description of the foo app, and the baz library needed to
ui it...

Y%package server
Sunmary: The foo server

Y%package client
Sunmary: The foo client

%ackage -n bazlib

Version: 5.6
Sunmary: The baz library

We can see the subpackage structure starting to appear now.

Required Tags In Subpackages
There are a few more tags we should add to the subpackages in our example spec file. In fact, if
these tags are not present, RPM will issue a most impressive warning:
# rpnbuild -ba foo-2.7.spec

* Package: foo
* Package: foo-server

Fiel d nust be present . Description
Fiel d nust be present . Group

* Package: foo-client

Fiel d must be present : Description
Fiel d must be present : Group

* Package: bazlib

Fi el d nust be present . Description
Field nmust be present : Group

Spec file check failed!!
Tell rpmlist@edhat.comif this is incorrect.

#

Our spec fileisincomplete. The bottom lineis that each subpackage must have these three tags:
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1. The%description tag.
2. Thegroup tag.

3. Thesummary tag.

It's easy to see that the first two tags are required, but what about summary? Well, we lucked out on
that one: we already included a summary for each subpackage in our example spec file.

Let'stake alook at the % description tag first.

The %description Tag

Asyou've probably noticed, the % description tag differs from other tags. First of al, it startswith a
percent sign. Secondly, its data can span multiple lines. The third difference is that the
% description tag must include the name of the subpackage it describes. Thisis done by appending
the subpackage name to the % description tag itself. So given these % package directives:

Y%package server
Y%package client
Y%package -n bazlib

our % description tags would start with:

%lescription server
%lescription client
%lescription -n bazlib

Notice that we've included the -n option in the % description tag for bazl i b. Thiswasintentional,
as it makes the name completely unambiguous.

Our Spec File So Far...

OK, let's take a look at the spec file after we've added the appropriate % descriptions, along with
group tags for each subpackage:

Nane: foo

Version: 2.7

Rel ease: 1

Source: foo0-2.7.t9z

Li cense: probably not

Sunmary: The foo app, and the baz library needed to build it

Group: bogus/junque

%escription

ghifdis the I ong description of the foo app, and the baz library needed to
ui it...

Y%package server

Sunmary: The foo server

Group: bogus/junque

%lescription server

This is the long description for the foo server...
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Y%package client

Sunmary: The foo client

Group: bogus/junque

%escription client

This is the long description for the foo client...

%ackage -n bazlib

Version: 5.6

Sunmary: The baz library

Group: bogus/junque

%lescription -n bazlib

This is the long description for the bazlib...

Let's take a look at what we've done. We've created a main preamble as we normally would. We
then created three additional preambles, each starting with a % package directive. Finaly, we added
afew tagsto the subpackage preambles.

But what about version tags? Aren't theser ver and cl i ent subpackages missing them?

Not really. Remember that if a subpackage is missing a given tag, it will inherit the value of that tag
from the main preamble. We're well on our way to having a complete spec file, but we aren't quite
there yet.

Let's continue by looking at the next part of the spec file that changes when building subpackages.

The %files List

In an ordinary single-package spec file, the %files list is used to determine which files are actualy
going to be packaged. It is no different when building subpackages. What is different, is that there
must be a % fileslist for each subpackage.

Since each %files list must be associated with a particular % package directive, we simply label

each %files list with the name of the subpackage, as specified by each % package directive. Going
back to our example, our % package lines were:

Y%package server
Y%package client
Y%package -n bazlib

Therefore, our %files lists should start with:

% il es server
% iles client
%iles -n bazlib

In addition, we need the main package's % files list, which remains unnamed:

%iles
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The contents of each %fileslist is dictated entirely by the software's requirements. If, for example, a
certain file needs to be packaged in more than one package, it's perfectly all right to include the file-
name in more than onelist.

Controlling Packages With the %files List

The %files list wields considerable power over subpackages. It's even possible to prevent a package
from being created by using the % fileslist. But is there a reason why you'd want to go to the trouble
of setting up subpackages, only to keep one from being created?

Actualy, thereis. Take, for example, the case where client/server-based software is to be packaged.
Certainly, it makes sense to create two subpackages: one for the client and one for the server. But
what about the main package? I's there any need for it?

Quite often there's no need for a main package. In those cases, removing the main %files list en-
tirely will result in no main package being built.

A Point Worth Noting

Please keep in mind that an empty %fileslist (ie, a %files list that contains no files) is not the same
as not having a%fileslist at all. As we noted above, entirely removing a %files list resultsin RPM
not creating that package. However, if RPM comes across a %files list with no files, it will happily
create an empty packagefile.

This feature (which also works with subpackage %files lists) comes in handy when used in concert
with conditionals. If a %fileslist is enclosed by a conditional, the package will be created (or not)
based on the evauation of the conditional.

Our Spec File So Far...

Ok, let's update our example spec file. Here's what it looks like after adding each of the subpack-
ages %fileslists:

Name: foo

Version: 2.7

Rel ease: 1

Source: foo-2.7.tgz

Li cense: probably not

Sunmary: The foo app, and the baz library needed to build it

Group: bogus/junque

%description

ghifdis the I ong description of the foo app, and the baz library needed to
ui it...

Y%package server
Sunmary: The foo server
Group: bogus/junque

%package client
Sumary: The foo client
Group: bogus/junque

Y%package -n bazlib
Version: 5.6

Summary: The baz library
Group: bogus/junque

%iles
/fusr/local/foo-file

% il es server _
/usr/local/server-file
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%iles client
/usr/local/client-file

%iles -n bazlib
/fusr/local/bazlib-file

Asyou can see we've added % fileslistsfor:

* Themainf oo package.

e Thef oo- server subpackage.

» Thefoo-client subpackage.

e Thebazl i b subpackage.

Each package contains a single file. 1 If there was no need for a main package, we could simply re-
move the unnamed %files list. Keep in mind that even if you do not create a main package, the tags
defined in the main package's preamble will appear somewhere — specificaly, in the source pack-

agefile.

Let'slook at the last subpackage-specific part of the spec file: the install- and erase-time scripts.

Install- and Erase-time Scripts

The ingtall- and erase-time scripts, % pre, % preun, % post, and % postun, can all be named using
exactly the same method as was used for the other subpackage-specific sections of the spec file. The
script used during package verification, % verifyscript, can be made package-specific as well. Us-
ing the subpackage structure from our example spec file, we would end up with script definitions
like:

e %preserver

*  %postun client

e %preun -n bazlib

*  %verifyscript client

Other than the change in naming, there's only one thing to be aware of when creating scripts for sub-
packages. It's important that you consider the possibility of scripts from various subpackages inter-

acting with each other. Of course, this is simply good script-writing practice, even if the packages
involved are not related.

Back At the Spec File...

Here we've added some scripts to our spec file. So that our example doesn't get too complex, we've
just added preinstall scripts for each package:

Narme: foo

Version: 2.7

Rel ease: 1

Source: foo0-2.7.tQgz

1 Hey, we said it was a simple example!
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Li cense: probably not

Sunmary: The foo app, and the baz library needed to build it

Group: bogus/junque

%descri ption

ghifdis the I ong description of the foo app, and the baz library needed to
ui it...

Y%package server

Sunmary: The foo server

Group: bogus/junque

%lescription server

This is the |l ong description for the foo server...

Y%package client

Sunmary: The foo client

Group: bogus/junque

%description client

This is the long description for the foo client...

%ackage -n bazlib

Version: 5.6

Sunmary: The baz library

Group: bogus/junque

%lescription -n bazlib

This is the I ong description for the bazlib...

Y%pr e
echo "This is the foo package preinstall script"

%re server
echo "This is the foo-server subpackage preinstall script"

%re client
echo "This is the foo-client subpackage preinstall script"

Y%re -n bazlib
echo "This is the bazlib subpackage preinstall script"

%iles
/usr/local/foo-file

% il es server
/usr/local/server-file

%iles client
fusr/local/client-file

%iles -n bazlib
/usr/local/bazlib-file

As pre-install scripts go, these don't do very much. But they will allow us to see how subpackage-specif-
ic scripts can be defined.

Those of you that have built packages before probably realize that our spec file is missing
something. Let's add that part now.

Build-Time Scripts: Unchanged For Subpack-
ages

While creating subpackages changes the general structure of the spec file, there's one section that
doesn't change: the build-time scripts. This means there is only one set of % prep, %build, and
%install scriptsin any spec file.
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Of course, even if RPM doesn't require any changes to these scripts, you still might need to make
some subpackage-related changes to them. Normally these changes are related to doing whatever is
required to get the al the software unpacked, built, and installed. For example, if packaging client/
server software, the software for both the client and the server must be unpacked, and then both the
client and server binaries must be built and installed.

Our Spec File: One Last Look...

Let's add some build-time scripts and take afinal look at the spec file:

Narme: foo

Version: 2.7

Rel ease: 1

Source: foo0-2.7.tQgz

Li cense: probably not

Sunmary: The foo app, and the baz library needed to build it

Group: bogus/junque

%description

ghifdis the I ong description of the foo app, and the baz library needed to
ui it...

Y%package server

Sunmary: The foo server

Group: bogus/junque

%lescription server

This is the |l ong description for the foo server. ..

%ackage client

Sunmary: The foo client

Group: bogus/junque

%description client

This is the long description for the foo client...

%ackage -n bazlib

Version: 5.6

Sunmary: The baz library

Group: bogus/junque

%lescription -n bazlib

This is the I ong description for the bazlib...

%pr ep
Yset up

%bui | d
make

% nst al |
make install

Y%r e
echo "This is the foo package preinstall script"

%re server
echo "This is the foo-server subpackage preinstall script"

#%pre client
#echo "This is the foo-client subpackage preinstall script"

%re -n bazlib
echo "This is the bazlib subpackage preinstall script"

%iles
/usr/local/foo-file

% il es server
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/usr/local/server-file

%iles client
/usr/local/client-file

%iles -n bazlib
/usr/local/bazlib-file

Asyou can see, the build-time scripts are about as simple as they can be. 2

Building Subpackages

Now it's time to give our example spec file atry. The build process is not that much different from a
single-package spec file:

# rpnbuild -ba foo-2.7.spec

Package: foo
Package: foo-server
Package: foo-client
Package: bazlib

* %k X F

Execut i ng: %rep
Execut i ng: %build
Execut i ng: % nstall

Executi ng: special doc

+ cd /usr/src/redhat/BU LD

cd foo-2.7

DOCDI R=/ / usr/ doc/foo0-2.7-1
DOCDI R=/ / usr/ doc/ f oo- server - 2.
DOCDI R=/ / usr/ doc/ f oo-cl i ent - 2.
DOCDI R=/ / usr/ doc/ bazl i b-5.6-1
exit O

Bi nary Packagi ng: foo-2.7-1

Fi ndi ng dependenci es. ..
usr/local /foo-file

1 bl ock

Cenerating signature: 0O

Wote: /usr/src/redhat/RPMS/i386/fo00-2.7-1.i386.rpm

Bi nary Packagi ng: foo-server-2.7-1

Fi ndi ng dependenci es. ..

usr/local /server-file

1 bl ock

Generating signature: O

Wote: /usr/src/redhat/RPVS/ i 386/ fo00-server-2.7-1.i386.rpm
Bi nary Packagi ng: foo-client-2.7-1

Fi ndi ng dependenci es. ..

usr/local/client-file

1 bl ock

Cenerating signature: 0O

Wote: /usr/src/redhat/RPMS/i386/foo-client-2.7-1.i386.rpm
Bi nary Packagi ng: bazlib-5.6-1

Fi ndi ng dependenci es. ..

usr/local /bazlib-file

1 bl ock

Generating signature: O

Wote: /usr/src/redhat/RPVS/ i 386/ bazlib-5.6-1.i386.rpm

7-1
7-1

++ 4+ + 4+ +

2 Thisis the advantage to making up an example. A more real-world spec file would undoubtedly have more interesting scripts.
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Sour ce Packagi ng: foo-2.7-1

foo-2.7. spec

foo-2.7.tgz

4 bl ocks

Generating signature: O

Wote: /usr/src/redhat/SRPMS/ foo-2.7-1.src.rpm

#

Starting at the top, we start the build with the usual command. Immediately following the command,
RPM indicates that four packages are to be built from this spec file. The %prep, %build, and
% install scriptsthen execute as usual.

Next, RPM executes its "special doc" internal script, even though we haven't declared any filesto be
documentation. It's worth noting, however, that the DOCDI R environment variables show that if the
spec file had declared some of the files as documentation, RPM would have created the appropriate
documentation directories for each of the packages.

At this point, RPM creates the binary packages. As we can see, each package contains the file
defined inits %fileslist.

Finally, the source package file is created. It contains the spec file and the original sources, just like
any other source package.

One spec file. One set of sources. One build command. Four packages. 3 All in al, a pretty good
deal, isn't it?

Giving Subpackages the Once-Over

Let'stake alook at our newly created packages. Aswith any other package, each subpackage should
be tested by installing it on a system that has not had that software installed before. In this section,
well just snoop around the subpackages and point out how they differ from packages built one to a
spec file.

First, let'sjust look at each package'sinformation:

# rpm-qgip foo-2.7-1.i386.rpm

Nane . foo Distribution: (none)

Ver si on 2.7 Vendor: (none)

Rel ease 1 Build Date: Wed Nov 06 13:33:37 1996

Install date: (none) Build Host: foonly.rpmorg

G oup : bogus/j unque Source RPM foo-2.7-1.src.rpm

Size : 35

Summary : The foo app, and the baz library needed to build it

Description :

'tl)'hi Isdi s the long description of the foo app, and the baz library needed to
ui it...

#

# rpm-qip foo-server-2.7-1.i386.rpm

Nane . foo-server Distribution: (none)

Ver si on 2.7 Vendor: (none)

Rel ease 1 Build Date: Wed Nov 06 13:33:37 1996

Install date: (none) Build Host: foonly.rpmorg

G oup : bogus/j unque Source RPM foo-2.7-1.src.rpm

Size : 42

Sunmary . The foo server

Description :

This is the long description for the foo server...

3 Five, if you count the source package.
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#

# rpm-qip foo-client-2.7-1.i386.rpm

Narme : foo-client Di stribution: (none)

Ver si on 2.7 Vendor: (none)

Rel ease 1 Build Date: Wed Nov 06 13:33:37 1996
Install date: (none) Build Host: foonly.rpmorg
Group . bogus/junque Source RPM foo-2.7-1.src.rpm
Si ze . 42

Sunmary . The foo client

Description :

This is the |l ong description for the foo client...

#

# rpm-qgip bazlib-5.6-1.i386.rpm

Nare : bazlib Di stribution: (none)

Ver si on : 5.6 Vendor: (none)

Rel ease 1 Build Date: Wed Nov 06 13:33:37 1996
Install date: (none) Build Host: foonly.rpmorg
Group . bogus/junque Source RPM foo-2.7-1.src.rpm
Si ze . 38

Sunmary . The baz library

Description :

This is the I ong description for the bazlib...

#

Here we've used RPM's query capability to display alist of summary information for each package.
A few points are worth noting.

First, each package listsf 00- 2. 7- 1. sr c. r pmasits source package file. Thisis the only way to
tell if two package files were created from the same set of sources. Trying to use a package's name
asanindicator isfutile, asthebazl i b package shows us.

The next thing to notice is that the summaries and descriptions for each package are specific to that
package. Since these tags were placed and named according to each package, that should be no sur-
prise.

Finally, we can see that each package's version has been either "inherited" from the main package's
preamble, or, asin the case of the bazl i b package, the main package's version has been overrid-
den by aversion tag added to bazl i b's preamble.

If we look at the source package's information, we see that its information has been taken entirely
from the main package's set of tags:

# rpm-qip foo-2.7-1.src.rpm

Nane : foo Di stribution: (none)

Ver si on 2.7 Vendor: (none)

Rel ease 1 Build Date: Wed Nov 06 13:33:37 1996
Install date: (none) Build Host: foonly.rpmorg

Group . bogus/j unque Source RPM (none)

Size . 1415

Sunmary . The foo app, and the baz library needed to build it
Description :

This is the long description of the foo app, and the baz library needed to
buildit...

#

It's easy to see that if there was no %fileslist for the main package, and therefore, no main package,
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the tags in the main preamble would still be used in the source package. Thisis why RPM enforces
the requirement that the main preamble contain copyright, %description, and group tags. So,
here's a word to the wise: Don't put something stupid in the main preamble's % description just to
satisfy RPM. Y our witty saying will be immortalized for al time in every source package you dis-
tribute. 4

Verifying Subpackage-specific Install and Erase Scripts

The easiest way to verify that the % pre scripts we defined for each package were actually used is to
simply install each package:

# rpm-Wh foo-2.7-1.i386.rpm

foo This is the foo package preinstall script
HERHHHH T R

#
# rpm-Uvh foo-server-2.7-1.i386.rpm

f 0oo- server This is the foo-server subpackage preinstall script
HERHHHHH TR H T H T H R

#
# rpm-Wh foo-client-2.7-1.i386.rpm

foo-client This is the foo-client subpackage preinstall script
HERHHHH T R R

#
# rpm -Uvh bazlib-5.6-1.i386.rpm

bazlib This is the bazlib subpackage preinstall script
HERHHHHH T H T H R H R

#

As expected, the unique % pre script for each package has been included. Of course, if we hadn't
wanted to actualy install the packages, we could have used RPM's --scripts option to display the
scripts:

# rpm-qgp --scripts foo-2.7-1.i386.rpm

preinstall script:
echo "This is the foo package preinstall script"

postinstall script:
(none)

preuninstall script:
(none)

postuni nstall script:
(none)

verify script:

(none)

#

This approach might be a bit safer, particularly if installing the newly built package would disrupt
operations on your build system.

4 Y es, the author found out about this hard way!
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Chapter 19. Building Packages for
Multiple Architectures and Operating
Systems

While RPM certainly makes packaging software as easy as possible, it doesn't end there. RPM gives
you the tools you need to build a package on different types of computers. More importantly, RPM
makes it possible to build packages on different types of computers using a single spec file. Those
of you that have developed software for different computers know the importance of maintaining a
single set of sources. RPM lets you continue that practice through the package building phase.

Before we get into RPM's capabilities, let's do a quick review of what is involved in developing
software for different types of computer systems.

Architectures and Operating Systems: A
Primer

From a software engineering standpoint, there are only two major differences between any two com-
puter systems:

1. Thearchitecture implemented by the computer's hardware.

2. The system software running on the computer.

The first difference is built into the computer. The architecture is the manner in which the computer
system was designed. It includes the number and type of registers present in the processor, the num-
ber of machine instructions, what operations they perform, and so on. For example, every "PC"
today, no matter who built it, is based on the Intel x86 architecture.

The second difference is more under our control. The operating system is software that controls how
the system operates. Different operating systems have different methods of storing information on
disk, different ways of implementing functions used by programs, and different hardware require-
ments.

Asfar as package building is concerned, two systems with the same architecture running two differ-
ent operating systems, are as different as two systems with different architectures running the same
operating system. In the first case, the software being packaged for different operating systems will
differ due to the differences between the operating systems. In the second case, the software being
packaged for different architectures will differ due to the underlying differencesin hardware. 1

RPM supports differences in architecture and operating system equally. If thereisatag, r pnr c file

entry, or conditional that is used to support architectural differences, there is a corresponding tag,
entry, or conditional that supports operating system differences.

Let's Just Call Them Platforms

In order to keep the duplication in this chapter to a minimum, we'll refer to a computer of a given ar-
chitecture running a given operating system as a platform. If another system differsin either aspect,
it is considered a different platform.

OK, now that we've gotten through the preliminaries, let'slook at RPM's multi-platform capabilities.

1 Thisis asomewhat simplistic view of the matter, asit's common for incompatibilities to crop up between two different implementations of
the same operating system on different architectures.
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What Does RPM Do To Make Multi-Platform
Packaging Easier?

As we mentioned above, RPM supports multi-platform package building through a set of tags, r p-
nt ¢ file entries, and conditionals. None of these tools are difficult to use. In fact, the hardest part of
multi-platform package building is figuring out how the software needs to be changed to support
different platforms.

Let'stake alook at each multi-platform tool RPM provides.

Automatic Detection of Build Platform

The first thing necessary for easy multi-platform package building is to identify which platform the
package is to be built for. Except in the fairly esoteric case of cross-compilation, the build platform
is the platform on which the package is built. RPM does this for you automatically, although it can
be overridden at build-time.

Automatic Detection of Install Platform

The other important platform in package building is the platform on which the package is to be in-
stalled. Here again, RPM does this for you, though it's possible to override this when the package is
installed.

But there is more to multi-platform package building than simply being able to determine the plat-
form during package building and installation. The next component in multi-platform package
building is a set of platform-dependent tags.

Platform-Dependent Tags

RPM uses a number of tags that control which platforms can build a package. These tags make it
easier for the package builder to build multiple packages automatically, since the tags will keep
RPM from attempting to build packages that are incompatible with the build platform.

Platform-Dependent Conditionals

While the platform-dependent tags provide a crude level of multi-platform contral (i.e., the package
will be built or not, depending on the tags and the build platform), RPM's platform-dependent condi-
tionals provide a much finer level of control. By using these conditionals, it's possible to excise
those parts of the spec file that are specific to another platform and replace them with one or more
lines that are compatible with the build platform.

Now that we have a basic idea of RPM's multi-platform support features, let's take a more in-depth
look at each one.

Build and Install Platform Detection

As we mentioned above, the first step to multi-platform package building is to identify the build
platform. This is done by matching information from the build system's uname output against a
number of r pnr c file entries.

Normally, it's not necessary to worry too much about the following r pnr ¢ file entries, as RPM
comes with a set of entries that support all platforms that currently run RPM. However, when
adding support for new platforms, it will be necessary to use the following entries to add support for
the new build platform.

Platform-Specific r pnr c Entries
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Normally, the file /usr/1i b/ rpnr c contains the following r pnr ¢ file entries. They can be
overridden by entriesin/etc/ rpnrc or ~/ . rpnr c. This is discussed more completely in Ap-
pendix B, Ther pnr ¢ File.

Because each entry type is available in both architecture and operating system flavors, we'll just use
xxX in place of arch and os in the following descriptions.

xxX_canon — Define Canonical Platform Name and Number

The xxx_canon entry is used to convert information obtained from the system running RPM into a
canonical name and number that RPM will use internally. Here's the format:

XXX_canon: <l abel >: <string> <val ue>

The <l abel > is compared against information from uname(2). If a match is found, then
<string> isused by RPM as the canonica name, and <val ue> is used as a unique numeric
value. Here are two examples:

arch_canon: sun4: sparc 3
os_canon: Linux: Linux 1

The arch_canon tag above is used to define the canonical architecture information for Sun Mi-
crosystems SPARC architecture. In this case, the output from uname is compared against sun4. If
there's a match, the canonical architecture name is set to spar ¢ and the architecture number is set to
3.

The os_canon tag above is used to define the canonical operating system information for the Linux
operating system. In this case, the output from uname is compared against Linux. If there's a match,
the canonical operating system name is set to Linux, and the operating system number is set to 1.

The description above is not 100% complete — There is an additional step performed during the

time RPM gets the system information from uname, and compares it against a canonical name.
Next, let'slook at ther pnr ¢ file entry that comesinto play during this intermediate step.

buildxxxtranslate — Define Build Platform
The buildxxxtranglate entry is used to define the build platform information. Specifically, these
entries are used to create a table that maps information from uname to the appropriate architecture/op-
erating system name.

The buildxxxtrandate entry looks like this:

bui | dxxxtransl ate: <l abel > <string>

The <l abel > is compared against information from uname(2). If a match is found, then
<string> isused by RPM as the build platform information, after it has been canonicalized by
XXX_canon. Here are two examples:

bui |l darchtransl ate: i586: i386
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bui | dostransl at e: Li nux: Linux

The buildarchtranslate tag shown above is used to define the build architecture for an Intel Penti-
um (or i586 as it's shown here) processor. Any Pentium-based system will, by default, build pack-
ages for the Intel 80386 (or i386) architecture.

The buildostrandate tag shown above is used to define the build operating system for systems run-
ning the Linux operating system. In this case, the build operating system remains unchanged.

xXX_compat — Define Compatible Architectures

The xxx_compat entry is used to define which architectures and operating systems are compatible
with one another. It is used at install-time only. The format of the entry is:

XXX_conpat: <l abel > <list>

The <l abel > isaname string as defined by an xxx_canon entry. The <l i st > following it con-
sists of one or more names, also defined by arch_canon. If there is more than one name in the list,
they should be separated by a space.

The namesin thelist are considered compatible to the name specified in the label.

arch_conpat: i586: i486
arch_conpat: i486: i386
os_comnpat: Linux: Al X

The arch_compat lines shown above illustrate how a family of upwardly compatible architectures
may be represented. For example, if the build architecture was defined as an 1586, the compatible ar-
chitectures would be 1486, and i386. However, if the build system was an 1486, the only compatible
architecture would be an i386.

While the os_compat line shown above is entirely fictional, its purpose would be to declare Al X
compatible with Linux. If it were only that simple...

Overriding Platform Information At Build-Time

By using the r pnr c file entries discussed above, RPM usually makes the right decisions in select-
ing the build and install platforms. However, there might be times when RPM's selections aren't the
best. Normally the circumstances are unusual, as in the case of cross-compiling software. In these
cases, it is nice to have an easy way of overriding the build-time architecture and operating system.

The --buildar ch and --buildos options can be used to set the build-time architecture and operating
system rather than relying on RPM's automatic detection capabilities. These options are added to a
norma RPM build command. One important point to remember is that, although RPM does try to
find the specified architecture name, it does no checking as to the sanity of the entered architecture
or operating system. For example, if you enter an entirely fictional operating system, RPM will is-
sue awarning message, and then happily build a package for it.

Why? Wouldn't it make more sense for RPM to perform some sort of sanity check? In a word, no.
One of RPM's main design goals was to never get in the way of the package builder. If someone has
a need to override their build platform information, they should know what they're doing, and what
the full implications of their actions are.

Bottom line: Unless you know why you need to use --buildarch or --buildos, you probably don't
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need to use them.

Overriding Platform Information At Install-Time

It's also possible to direct RPM to ignore platform information while a package is being installed.
The --ignor earch and --ignor eos options, when added to any install or upgrade command, will dir-
ect RPM to proceed with the install or upgrade, even if the package's platform doesn't match the in-
stall platform.

Dangerous? Yes. But it can be indispensable in certain circumstances. Like the ability to override
platform information at build-time, unless you know why you need to use --ignorearch or -
-ignor eos, you praobably don't need to use them.

optflags — The Other r pnr ¢ File Entry

While the optflags entry doesn't play a part in determining the build or install platform, it does play
arole in multi-platform package building. The optflags entry is used to define a standard set of op-
tions that can be used during the build process, specifically during compilation.

The optflags entry looks like this:

optflags: <architecture> <val ue>
For example, assume the following optflags entries were placed inan r pnr c file:

optflags: 1386 -2 -n486 -fno-strength-reduce
optflags: sparc -2

If RPM was running on an Intel 80386-compatible architecture, the optflags value would be set to -
02 -m486 -fno-strength-reduce. If, however, RPM was running on a Sun SPARC-based system,
optflags would be set to -O2.

This entry sets the RPM_OPT_FLAGS environment variable, which can be used in the %prep,
%build, and %install scripts.

Platform-Dependent Tags

Once RPM has determined the build platform's information, that information can be used in the
build process. The first way this information can be used is to determine whether a given package
should be built on a given platform. This is done through the use of four tags that can be added to a
spec file.

There can be many reasons to do this. For example, the software may not build correctly on a given
platform. Or the software may be platform-specific, such that packaging the software on any other
platform, while technologically possible, would really make no sense.

The real world is not always so clear-cut, so there might even be cases where a package should be
built on, say, three different platforms, but no others. By carefully using the following tags, any con-
ceivable situation can be covered.

Likether pnr ¢ file entries we've already discussed, there are identical tags for architecture and op-
erating system, so we'll discuss them together.

The excludexxx Tag
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The excludexxx tags are used to direct RPM to insure that the package does not attempt to build on
the excluded platforms. One or more platforms may be specified after the excludexxx tags, separ-
ated by either spaces or commas. Here are two examples:

Excl udeArch: sparc al pha
Excl udeCS: Irix

The first line prevents systems based on the Sun SPARC and Digital Alpha/AXP architectures from
attempting to build the package. The second line insures that the package will not be built for the
Silicon Graphics operating system, Irix.

If abuild is attempted on an excluded architecture or operating system, the following message will
be displayed, and the build will fail:

# rprbuil d -ba cdpl ayer-1. 0. spec

Arch m snmat ch!
cdpl ayer-1.0.spec doesn't build on this architecture

#

The excludexxx tags are meant to explicitly prevent a finite set of architectures or operating sys-
tems from building a package. If your goal is to insure that a package will only build on one archi-
tecture, then you should use the exclusivexxx tags.

The exclusivexxx Tag

The exclusivexxx tags are used to direct RPM to only build the package on the specified platforms.
These tags insure that, in the future, no brand-new platform will mistakenly attempt to build the
package. RPM will build the package on the specified platforms only.

The syntax of the exclusivexxx tagsisidentical to excludexxx:

Excl usi veArch: sparc al pha
Excl usi veGS: Irix

In the first line, the package will only build on a Sun SPARC or Digital Alpha/AXP system. In the
second, the package will only be built on the Irix operating system.

The exclusivexxx tags are meant to explicitly allow a finite set of architectures or operating sys-
tems to build a package. If your goal isto insure that a package will not build on a specific platform,
then you should use the excludexxx tag.

Platform-Dependent Conditionals

Of course, the control exerted by the excludexxx and exclusivexxx tags over package building is
often too coarse. There may be packages, for example, that would build just fine on another plat-
form, if only you could substitute a platform-specific patch file or change some paths in the %files
list.

The key to exerting this kind of platform-specific control in the spec file is to use RPM's condition-
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als. The conditionals provide a general-purpose means of constructing a platform-specific version of
the spec file during the actual build process.

Common Features of All Conditionals

There are a few things that are common to each conditional, so let's discuss them first. The first
thing isthat conditionals are block-structured. The second is that conditionals can be nested. Finally,
conditionals can span any part of the spec file.

Conditionals Are Block Structured

Every conditional is block-structured — in other words, the conditional begins at a certain point
within the spec file and continues some number of lines until it is ended. This forms a block that
will be used or ignored, depending on the platform the conditional is checking for, as well as the
build platform itself.

Every conditional starts with aline beginning with the characters %if and is followed by one of four
platform-related conditions. Every conditional ends with aline containing the characters % endif.

Ignoring the platform-related conditions for a moment, here's an example of a conditional block:

% f os Li nux
Sunmary: This is a package for the Linux operating system
%endi f

It'saone-line block, but a block nonethel ess.

There's also another style of conditional block. As before, it starts with a %if, and ends with a
% endif. But there's something new in the middle:

% f os Li nux

Sunmary: This is a package for the Linux operating system
%l se

Sunmmary: This is a package for sone other operating system
%endi f

Here we've replaced one summary tag with another.

Conditionals Can Be Nested

Conditionals can be nested — That is, the block formed by one conditional can enclose another con-
ditional. Here's an example:

% farch i 386
echo "This is an i 386"

% f os Li nux

echo "This is a Linux systent

%l se

echo "This is not a Linux systent
%endi f
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%l se
echo "This is not an i 386"

%endi f

In this example, the first conditional block formed by the %ifarch i386 line contains a complete
%ifos — % else — %endif conditional. Therefore, if the build system was Intel-based, the %ifos
conditional would be tested. If the build system was not Intel-based, the %ifos conditional would
not be tested.

Conditionals Can Cross Spec File Sections
The next thing each conditional hasin common is that there is no limit to the number of lines a con-

ditional block can contain. You could enclose the entire spec file within a conditional, if you like.
But it's much better to use conditionals to insert only the appropriate platform-specific contents.

Now that we have the basics out of the way, let's take alook at each of the conditionals and see how
they work.

%IfX XX

The %ifxxx conditionals are used to control the inclusion of a block, as long as the platform-de-
pendent information istrue. Here are two examples:

% farch i 386 al pha

In this case, the block following the conditional would be included only if the build architecture was
i386 or alpha.

% f os Li nux

This example would include the block following the conditional only if the operating system was
Linux.

%IfNX XX

The %ifnxxx conditionals are used to control the inclusion of a block, as long as the platform-de-
pendent information is not true. Here are two examples:

% f narch i 386 al pha

In this case, the block following the conditional would be included only if the build architecture was
not i386 or alpha.
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% f nos Li nux

This example would include the block following the conditional only if the operating system was
not Linux.

Hints and Kinks

There isn't much in the way of hard and fast rules when it comes to multi-platform package build-
ing. But in general, the following uses of RPM's multi-platform capabilities seem to work the best:

» Theexcludexxx and exclusivexxx tags are best used when it's known there's no reason for the
package to be built on specific architectures.
* The%ifxxx and %ifnxxx conditionals are most likely to be used in the following areas:
e Controlling the inclusion of % patch macros for platform-specific patches.
»  Setting up platform-specific initialization prior to building the software.
e Tailoring the %files list when the software creates platform-specific files.
Given that some software is more easily ported to different platforms than others, thislist is far from

complete. If there's one thing to remember about multi-platform package building, it's don't be afraid
to experiment!
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Chapter 20. Real-World Package
Building

In Chapter 11, Building Packages. A Smple Example, we packaged a fairly simple application.
Since our goal was to introduce package building, we kept things as simple as possible. However,
things aren't always that simple in the real world.

In this chapter, we'll package a more complex application that will call on most of RPM's capabilit-
ies. Well start with a general overview of the application and end with a completed package, just as
you would if you were tasked with packaging an application that you'd not seen before.

So without further ado, let's meet amanda...

An Overview of Amanda

Amanda is a network backup utility. The name amanda stands for "Advanced Maryland Automatic
Network Disk Archiver". If the word "Maryland" seems somewhat incongruous, it helps to redize
that the program was developed at the University of Maryland by James Da Silva, and has sub-
sequently been enhanced by many people around the world.

The sources are available at f t p. ¢s. und. edu, in directory / pub/ amanda. At the time of writ-
ing, the latest version of amanda is version 2.3.0. Therefore, it should come as no surprise that the
amanda source tar fileis called amanda-2.3.0.tar.gz.

As with most network-centric applications, amanda has a server component, and a client component.
An amanda server controls how the various client systems are backed up to the server's tape drive.
Each amanda client uses the operating system's native dump utility to perform the actual backup,
which is then compressed and sent to the server. A server can back itself up simply by having the
client software installed and configured, just like any other client system.

The software builds with make, and most customization isdoneintwo . h filesintheconf i g sub-
directory. A fair amount of documentation is available in the doc subdirectory. All in al, amandais
atypical non-trivial application.

Amanda can be built on several Unix-based operating systems. In this chapter, we'll build and pack-
age amanda for Red Hat Linux Linux version 4.0.

Initial Building Without RPM

Since amanda can be built on numerous platforms, there needs to be some initial customization
when first building the software. Since customization implies that mistakes will be made, we'll start
off by building amanda without any involvement on the part of RPM.

But before we can build amanda, we have to get it and unpack it, first.

Setting Up A Test Build Area

As we mentioned above, the home FTP site for amandaisft p. cs. und. edu. The sources are in
/ pub/ amanda.

After getting the sources, it's necessary to unpack them. We'll unpack them into RPM's SOURCES
directory, so that we can keep all our work in one place:
# tar zxvf amanda-2.3.0.tar.gz

amanda- 2. 3. 0/
amanda- 2. 3. 0/ COPYRI GHT
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amanda- 2. 3. 0/ Makefil e
amanda- 2. 3. 0/ READVE
amanda- 2. 3. 0/ man/ ant ape. 8
amanda- 2. 3. 0/ t ool s/

3. 0/t ool s/ munge

amanda- 2.

As we saw, the sources unpacked into a directory called amanda- 2. 3. 0. Let's rename that direct-
ory to amanda- 2. 3. 0- or i g, and unpack the sources again:

#1s

total 177

drwxr-xr-x 11 adm ganmes 1024 May 19 1996 anmnda- 2. 3. 0/
SrWr--f-- 1 root r oot 178646 Nov 20 10:42 amanda-2.3.0.tar.gz

# mv amanda- 2. 3.0 amanda-2.3.0-o0rig
# tar zxvf amanda-2.3.0.tar.gz

amanda- 2. 3. 0/

amanda- 2. 3. 0/ COPYRI GHT

amanda- 2. 3. 0/ Makefil e

amanda- 2. 3. 0/ READVE

amanda- 2. 3. 0/ man/ ant ape. 8

amanda- 2. 3. 0/ t ool s/

amanda- 2. 3. 0/t ool s/ munge

#1s

total 178

drwxr-xr-x 11 adm ganes 1024 May 19 1996 ananda-2. 3.0/
drwxr-xr-x 11 adm ganes 1024 May 19 1996 amanda-2.3.0-orig/
SrWr--r-- 1 root r oot 178646 Nov 20 10:42 amanda-2.3.0.tar.gz
#

Now why did we do that? The reason lies in the fact that we will undoubtedly need to make changes
to the original sources in order to get amanda to build on Linux. Well do all our hacking in the
amanda- 2. 3. 0 directory, and leave the amanda- 2. 3. 0- or i g untouched.

Since one of RPM's design features is to build packages from the original, unmodified sources, that
means the changes we'll make will need to be kept as a set of patches. Theamanda- 2. 3. 0-ori g
directory will let us issue a simple recursive diff command to create our patches when the time
COmes.

Now that our sources are unpacked, it's time to work on building the software.

Getting Software to build

Looking at the docs/ | NSTALL file, we find that the steps required to get amanda configured and
ready to build are actually fairly smple. The first step isto modify t ool s/ munge to point to cpp,
the C preprocessor.

Amanda uses CPP to create makefiles containing the appropriate configuration information. This
approach is a bit unusual, but not unheard of. In munge, we find the following section:

# Customize CPP to point to your system s C preprocessor.

262



Real-World Package Building

# if cpp is on your path:

CPP=cpp

# if cpp is not on your path, try one of these:

# CPP=/1ib/cpp # traditional

# CPP=/usr/Il1b/cpp # al so traditional
# CPP=/usr/ccs/lib/cpp # Solaris 2.X

Sincecpp existsin/ | i b on Red Hat Linux, we need to change this part of munge to:

# Custom ze CPP to point to your systems C preprocessor.

# if cpp is on your path:

#CPP=cpp

# if cpp is not on your path, try one of these:
CPP=/11Db/ cpp # traditional

# CPP=/usr/lib/cpp # al so traditional
# CPP=/usr/ccs/lib/cpp # Solaris 2.Xx

Next, we need to take alook in conf i g/ and create two files:

1. confi g. h — contains platform-specific configuration information

2. options. h — contains site-specific configuration information

There are a number of example confi g. h files for a number of different platforms. There is a
Linux-specific version, so we copy that fileto conf i g. h and review it. After afew changesto re-
flect our Red Hat Linux Linux environment, it's ready. Now let's turn our attention to opt i ons. h.

In the case of opt i ons. h, there's only one example file called opt i ons. h-vani | | a. Asthe
name implies, thisis abasic file that contains a series of #defines that configure amanda for a typic-
al environment. We'll need to make afew changes:

» Define the paths to common utility programs.
» Keep the programs from being named with the suffix - 2. 3. 0.

» Define the directories where the programs should be installed.

While the first change is pretty much standard fare for anyone used to building software, the last two
changes are redly due to RPM. With RPM, there's no need to name the programs with a version-
specific name, as RPM can easily upgrade to a new version and even downgrade back, if the new
version doesn't work as well. The default paths amanda uses segregate the files so that they can be
easily maintained. With RPM, there's no need to do this, since every file installed by RPM gets writ-
ten into the database. In addition, Red Hat Linux systems adhere to the File System Standard, so any
package destined for Red Hat systems should really be FSSTND-compliant, too. Fortunately for us,
amanda was written to make these types of changes easy. But even if we had to hack an installation
script, RPM would pick up the changes as part of its patch handling.

WEe'l spare you the usual discovery of typos, incompatibilities, and the resulting rebuilds. After an
undisclosed number of iterations, our confi g. h and opti ons. h files are perfect. Amanda
builds:
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# make

Making all in common-src
nmake[ 1]: Entering directory "/usr/src/redhat/SOURCES/ anmanda- 2. 3. 0/ comnmon- src'

Hiike[ 1]: Leaving directory “/usr/src/redhat/ SOURCES/ anmanda- 2. 3. 0/ man'
#

As we noted, amanda is constructed so that most of the time changes will only be necessary in
t ool s/ munge, and the two filesin conf i g. Our situation was no different — after all was said
and done, that was all we needed to hack.

Installing and testing

Aswe all know, just because software builds doesn't mean that it's ready for prime-time. It's neces-
sary to test it first. In order to test amanda, we need to install it. Amanda's makefile has an install
target, so let's use that to get started. We'll also get a copy of the output, because we'll need that
later:

# make install
Maki ng install in comon-src
H”éke[ 1]: Entering directory “/usr/src/redhat/SOURCES/ amanda-2. 3.0/ client-src'

Installing Amanda client-side prograns:
install -c -o bin amandad /usr/li b/ ananda

i
install -c -0 bin sendsize /usr/lib/amanda
install -c -o bin calcsize /usr/lib/amanda
install -c -0 bin sendbackup-dunp /usr/Ilib/ananda
install -c -0 bin sendbackup-gnutar /usr/lib/amnda
install -c -o bin runtar /usr/lib/amanda
install -c -o bin selfcheck /usr/lib/amanda
Setting perm ssions for setuid-root client prograns:
(cd /usr/lib/amanda ; chown root cal csize; chnod u+s cal csi ze)
(cd /usr/lib/amanda ; chown root runtar; chnmod u+s runtar)
Maki ng install in server-src
Installing Amanda |ibexec prograns:
install -c -o bin taper /usr/lib/anmanda
install -c -o bin dunper /usr/lib/amanda
install -c -o bin driver /usr/lib/amanda
install -c -0 bin planner /usr/lib/amnda
install -c -0 bin reporter /usr/lib/anmanda
install -c -0 bin getconf /usr/lib/amnda

Setting perm ssions for setuid-root |ibexec prograns:
(cd /usr/lib/amanda ; chown root dunper; chnmod u+s dunper)
(cd /usr/lib/amanda ; chown root planner; chnod u+s planner)
Installing Amanda user prograns:
install -c -o bin anrestore /usr/sbin

i
install -c -o bin amadm n /usr/shin
install -c -o bin anflush /usr/sbin
install -c -o bin anl abel /usr/sbin
install -c -o bin antheck /usr/sbin
install -c -0 bin andunp /usr/sbin
install -c -o bin antleanup /usr/sbhin
install -c -0 bin antape /usr/sbhin

Setting perm ssions for setuid-root user prograns:
(cd /usr/sbin ; chown root antheck; chmod u+s antheck)

Install i ng Amanda changer |ibexec prograns:
install -c -o bin chg-generic /usr/lib/amanda
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Instal l'ing Amanda man pages:

install -¢ -0 bin ananda. 8 /usr/ man/ man8
install -¢c -o bin amadm n. 8 /usr/ man/ man8
install -c -o bin antheck.8 /usr/man/ nan8
install -c -o bin ancleanup.8 /usr/ man/ nan8
install -c -o bin andunp. 8 /usr/ man/ nan8
install -c -o bin anflush.8 /usr/man/ nan8
install -c -o bin anl abel .8 /usr/man/ nan8
install -c -0 bin anrestore.8 /usr/ mn/ man8
install -c -0 bin antape.8 /usr/ man/ nan8

OK, no major problems there. Amanda does require a bit of additional effort to get everything run-
ning, though. Looking a docs/ | NSTALL, we follow the steps to get amanda running on our test
system, as both aclient and a server. As we perform each step, we note it for future reference:

* For theclient:

1. Setupa-~/.rhosts filealowing the server to connect.

2.  Makethedisk devicefiles readable by the client.

3. Make/ et c/ dunpdat es readable and writable by the client.
4, Putanamandaentryin/ et c/ servi ces.

5. Putanamandaentryin/ et c/i netd. conf.

6. Issueakill -HUP oninetd.

* Forthe server:
1. Create adirectory to hold the server configuration files.
2. Modify the provided example configuration filesto suit our site.
3. Add crontab entriesto run amanda nightly.
4. Putanamandaentryin/ et c/ services.

Once everything is ready, we run afew tests. Everything performs flawlessly. 1 Looks like we've got
agood build. Let's start getting RPM involved.

Initial Building With RPM

Now that amanda has been configured, built, and is operational on our build system, it's time to have
RPM take over each of these tasks. The first task is to have RPM make the necessary changes to the
original sources. To do that, RPM needs a patch file.

Generating patches

Theamanda- 2. 3. 0 directory treeis where we did all our work building amanda. We need to take
all the work we've done in that directory tree and compare it against the original sources contained
in the amanda- 2. 3. 0- ori g directory tree. But before we do that, we need to clean things up a
bit.

1 Well, eventually it did!
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Cleaning up the test build area

Looking through our work tree, it has al sorts of junk in it: emacs savefiles, object files, and the ex-
ecutable programs. In order to generate a clean set of patches, all these extraneous files must go.
Looking over amanda's makefiles, thereis a clean target that should take care of most of the junk:

# make cl ean

Maki ng clean in comon-src

rm-f *~ *.0 *.a genversion version.c Mkefile. out
Nﬁking clean in client-src

rm-f amandad sendsize cal csize sendbackup- dunp
sendbackup-gnutar runtar selfcheck *~ *.o Makefile. out

Maki ng clean in server-src

rm-f anrestore amadnin anflush am abel antheck amdunp
antl eanup ant ape taper dunper driver planner reporter
getconf *~ *. o Makefile. out

Maki ng clean in changer-src

rm-f chg-generic *~ *. o0 Makefil e. out

Maki ng clean in man

rm-f *~ Makefile. out

Looking in the t ool s and conf i g directories where we did all our work, we see there are still
emacs save files there. A bit of studying confirms that the makefiles don't bother to clean these two
directories. That's a nice touch because a make clean won't wipe out old copies of the config files,
giving you a chance to go back to them in case you've botched something. However, in our case,
we're sure we won't need the save files, so out they go:

# cd /usr/src/redhat/ SOURCES/ ananda- 2. 3.0
# find . -nane "*~" -exec rm-vf \;

./config/config. h~
./config/options. h~
./ tool s/ nunge~

#

We let find take alook at the whole directory tree, just in case there was something still out there
that we'd forgotten about. As you can see, the only save files are from the three files we've been
working on.

You'll note that we've left our modified nunge file, as well as the confi g. h and opti ons. h

files we so carefully crafted. That's intentional, as we want to make sure those changes are applied
when RPM patches the sources. Everything looks pretty clean, so it's time to make the patches.

Actually Generating patches

This step is actually pretty anticlimactic:
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# diff -uNr anmanda-2.3.0-ori g/ amanda-2.3.0/ > anmanda-2.3.0-1|i nux. patch
#

With that one command, we've compared each file in the untouched directory tree (amanda-
2. 3. 0-ori g) with the directory tree we've been working in (amanda- 2. 3. 0). If we've done
our homework, the only things in the patch file should be related to the files we've changed. Let's
take alook through it to make sure:

# cd /usr/src/redhat/ SOURCES
# cat amanda-2. 3. 0-1i nux. patch

di ff -uNr amanda-2. 3. 0-orig/config/config.h amanda-2. 3.0/ config/config.h
--- amanda-2.3.0-orig/config/config.h Wed Dec 31 19:00: 00 1969

+++ amanda- 2. 3. 0/ confi g/ config.h Sat Nov 16 16:22:47 1996

@-0,0 +1,52 @@

di ff -uNr amanda-2. 3.0-orig/config/options.h amanda-2. 3. 0/config/options.h
--- amanda-2.3.0-orig/config/options.h Wed Dec 31 19: 00: 00 1969

+++ amanda- 2. 3. 0/ confi g/ options.h Sat Nov 16 17:08:57 1996

@-0,0 +1,211 @@

di ff -uNr amanda- 2. 3. 0-orig/tool s/ munge ananda-2. 3. 0/t ool s/ nunge
--- amanda- 2. 3. 0-orig/tool s/ nunge Sun May 19 22:11:25 1996

+++ amanda- 2. 3. 0/t ool s/ nunge Sat Nov 16 16:23:50 1996

@@ -35,10 +35,10 @@

# Custom ze CPP to point to your systems C preprocessor.

# if cpp is on your path:

- CPP=cpp
+# CPP=cpp
# if cpp is not on your path, try one of these:
-# CPP=/1ib/cpp # traditional
+CPP=/1i b/ cpp # traditional
# CPP=/usr/libl/cpp # al so traditional
# CPP=/usr/ccs/lib/cpp # Solaris 2.Xx
#

The patch file contains complete copies of our conf i g. h and opt i ons. h files, followed by the
changes we've made to nunge. Looks good! Timeto hand this grunt work over to RPM.

Making a first-cut spec file

Since amanda comes in two parts, it's obvious we'll need to use subpackages: one for the client soft-
ware, and one for the server. Given that, and the fact that the first part of any spec file consists of
tagsthat are easily filled in, let's sit down and fill in the blanks, tag-wise:

Sunmary: Amanda Networ k Backup System

Narme: amanda

Version: 2.3.08

Rel ease: 1

Group: Systeni Backup

Li cense: BSD-like, but see COPYRIGHT file for details
Packager: Edward C. Bailey <bail ey@pm org>

URL: http://ww.cs.und. edu/ proj ect s/ amanda/

Source: ftp://ftp.cs.und. edu/ pub/amanda/ ananda-2. 3. 0.tar. gz
Pat ch: amanda- 2. 3. 0- I i nux. pat ch

%description
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Amanda is a client/server backup system It uses standard tape
devi ces and networking, so all you need is any working tape drive
and a network. You can use it for |ocal backups as well.

That part was pretty easy. We set the package's release number to 1. We'll undoubtedly be changing
that as we continue work on the spec file. Y ou'll notice that we've included a URL tag line; the Uni-
form Resource Locator there points to the homepage for the amanda project, making it easier for the
user to get additional information on amanda.

The Sour ce tag above includes the name of the original source tar file and is preceded by the URL
pointing to the file's primary location. Again, this makes it easy for the user to grab a copy of the
sources from the software's "birthplace”.

Finally, the patch file that we've just created gets a line of its own on the Patch tag line. Next, let's
take alook at the tags for our two subpackages. Let's start with the client:

%package client

Sunmary: Cdient-side Anmanda package

Group: Systeni Backup

Requi res: dunp

%lescription client

The Amanda Networ k Backup system contai ns software necessary to
automatical ly perform backups across a network. Amanda consists of
two packages -- a client (this package), and a server:

The client package enabl e a network-capabl e systemto have its
filesystens backed up by a systemrunning the Amanda server.

NOTE: In order for a systemto perform backups of itself, install both
the client and server packages!

The % package directive names the package. Since we wanted the subpackages to be named anan-
da- <sormet hi ng>, we didn't use the -n option. This means our client subpackage will be called
amanda- cl i ent, just as we wanted. RPM requires unique summary, % description, and group
tags for each subpackage, so we've included them. Of course, it would be a good idea even if RPM
didn't require them — we've used the tags to provide client-specific information.

Therequirestag isthe only other tag in the client subpackage. Since amanda uses dump on the cli-
ent system, we included this tag so that RPM will ensure that the dump package is present on client
systems.

Next, let's take alook at the tags for the server subpackage:

Y%package server

Sunmary: Server-side Amanda package

Group: Systeni Backup

%lescri ption server

The Amanda Networ k Backup system contai ns software necessary to
automatical ly perform backups across a network. Amanda consists of
two package -- a client, and a server (this package):

The server package enabl es a network-capable systemto control one
or nore Amanda client systenms performn ng backups. The server system
will direct all backups to a locally attached tape drive. Therefore,
the server systemrequires a tape drive.

NOTE: In order for a systemto perform backups of itself, install both
the client and server packages!
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No surprises here, realy. You'll note that the server subpackage has no requires tag for the dump
package. The reason for that is due to a design decision we've made. Since amandais comprised of a
client and a server component, in order for the server system to perform backups of itself, the client
component must be installed. Since we've already made the client subpackage regquire dump, we've
already covered the bases.

Since an amanda server cannot back itself up without the client software, why don't we have the
server subpackage require the client subpackage? Well, that could be done, but the fact of the matter
isthat there are cases where an amanda server won't need to back itself up. So the server subpackage
needs no package requirements.

Adding the build-time scripts

Next we need to add the build-time scripts. There's really not much to them:

Y%pr ep
Yset up

%bui | d
make

% nst al |
make install

The % prep script consists of one line containing the simplest flavor of % setup macro. Since we
only need % setup to unpack one set of sources, there are no options we need to add.

The % build script isjust as simple, with the single make command required to build amanda.

Finally, the %install script maintains our singe-line trend for build-time scripts. Here a simple
makeinstall will put all the files where they need to be for RPM to package them.

Adding %files Lists
The last part of our initial attempt at a spec file is a %files list for each package the spec file will

build. Since we're planning on a client and a server subpackage, we'll need two %files lists. For the
time being, well just add the %files lines— we'll be adding the actual filenames later:

%iles client

%ile server

There's certainly more to come, but this is enough to get us started. And the first thing we want
RPM to do isto unpack the amanda sources.

Getting the original sources unpacked

In keeping with a step-by-step approach, RPM has an option that let's us stop the build process after
the % prep script has run. Let's give the -bp option atry, and see how things look:
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F*

rpnbui l d -bp anmanda- 2. 3. 0. spec

Package: ananda
Package: anmanda-client
Package: anmanda-server
umask 022

echo Executing: %rep
Executing: %rep

4+ 4+ * * %

+ cd /usr/src/redhat/BU LD

+ cd /usr/src/redhat/BU LD

+ rm-rf amanda-2.3.0

+ gzip -dc /usr/src/redhat/ SOURCES/ ananda-2. 3. 0.tar. gz

+ tar -xvvf -

drwxr-xr-x 3/20 0 May 19 22:10 1996 anmnda-2. 3. 0/

-rwr--r-- 3/20 1389 May 19 22:11 1996 anmanda- 2. 3. 0/ COPYRI GHT
-rwr--r-- 3/20 1958 May 19 22:11 1996 amanda- 2. 3.0/ Makefile
-rwr--r-- 3/20 11036 May 19 22:11 1996 anmanda- 2. 3. 0/ README
-rwr--r-- 3/20 2010 May 19 22:11 1996 amanda- 2. 3.0/ man/ ant ape. 8
drwxr - xr-x 3/20 0 May 19 22:11 1996 ananda-2. 3.0/t ool s/
-rwxr-xr-x 3/20 2437 May 19 22:11 1996 amanda- 2. 3. 0/t ool s/ nunge
+ [ 0-ne 0]

+ cd amanda-2.3.0

+ cd /usr/src/redhat/BU LD/ ananda-2. 3.0

+ chown -R root.root

+ chnod -R a+r X, g-w, o-w .

+ exit O

F*

By looking at the output, it would be pretty hard to miss the fact that the sources were unpacked. If
we look in RPM's default build area (/ usr/ src/ r edhat / BUI LD), we'll see an amanda directory
tree:

# cd /usr/src/redhat/BU LD
#1s -1
total 3

drwxr-xr-x 11 root r oot 1024 May 19 1996 amanda-2.3.0
#

After aquick look around, it seems like the sources were unpacked properly. But wait — where are
our carefully crafted configuration filesin conf i g? Why isn'tt ool s/ nunge modified?

Getting patches properly applied

Ah, perhaps our % prep script was a bit too simple. We need to apply our patch. So let's add two
things to our spec file:

1. A patch tag line pointing to our patch file

2. A %patch macroin our % prep script

Easy enough. At the top of the spec file, along with the other tags, let's add:

Pat ch: amanda- 2. 3. 0-1i nux. pat ch
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Then we'll make our % prep script look like this:

Y%pr ep
Yset up
Y%patch -p 1

There, that should do it. Let's give that -bp option another try:

H*

rpmbui Il d -bp amanda- 2. 3. 0. spec

Package: ananda
Package: ananda-client
Package: ananda-server
umask 022

echo Executing: %rep
Executing: Y%rep

4+ 4+ * ox %

+ cd /usr/src/redhat/BU LD

+ cd /usr/src/redhat/BU LD

+ rm-rf amanda-2.3.0

+ gzip -dc /usr/src/redhat/ SOURCES/ ananda- 2.
+ tar -xvvf -

drwxr - xr-x 3/20 0 May 19 22:10
-rwr--r-- 3/20 1389 May 19 22:11
-rwr--r-- 3/20 1958 May 19 22:11
-rwr--r-- 3/20 11036 May 19 22:11
-rwr--r-- 3/20 2010 May 19 22:11
drwxr-xr-x 3/20 0 May 19 22:11
-rwxr-xr-x 3/20 2437 May 19 22:11
+ [ 0-ne 0]

+ cd amanda-2.3.0

+ cd /usr/src/redhat/BU LD ananda-2. 3.0
+ chown -R root.root

+ chnmod -R a+rX g-w, 0-w .

+ echo Patch #0

Pat ch #0:

+ patch -pl -s

+ exit O

#

3.0.tar.gz

1996 anmanda- 2. 3. 0/

1996 ammnda- 2. 3. 0/ COPYRI GHT
1996 amanda- 2. 3. 0/ Makefil e
1996 amanda- 2. 3. 0/ READVE

1996 anmmnda- 2. 3. 0/ nan/ ant ape. 8
1996 amanda- 2. 3. 0/ t ool s/

1996 amanda- 2. 3. 0/t ool s/ munge

Not much difference, until the very end, where we see the patch being applied. Let's take alook into

the build area and see if our configuration files are there:

# cd /usr/src/redhat/BU LD amanda-2. 3. 0/ config
#1s -1

total 58

STWr--r-- 1 root r oot 7518
STWr--1-- 1 root r oot 1846
STWr--r-- 1 root r oot 2081
STWr--F-- 1 root r oot 1690
STWTr--r-- 1 root r oot 1830
STWIr--r-- 1 root r oot 0
STWr--r-- 1 root r oot 7196
STWIr--r-- 1 root r oot 7236

May 19
Nov 20
May 19
May 19

May 19
Nov 20
Nov 20
May 19

1996 config-comon. h
20: 46 config.h

1996 confi g. h-aix

1996 config. h-bsdi 1

1996 config.h-ultrix4
20: 46 config.h.orig
20: 46 options.h

1996 options.h-vanilla
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STWr--F-- 1 root r oot 0 Nov 20 20:46 options.h.orig
#

Much better. Those zero-length . or i g files are a dead giveaway that patch has been here, as are
the dates on confi g. h, and opti ons. h. In the t ool s directory, nunge has been modified,
too. These sources are ready for building!

Letting RPM do the Building

We know that the sources are ready. We know that the % build script is ready. There shouldn't be
much in the way of surprises if we let RPM build amanda. Let's use the -bc option to stop things
after the % build script completes:

# rpnbuil d -bc ananda- 2. 3. 0. spec

* Package: anmanda
* Package: amanda-cli ent
* Package: amanda-server

echo Executing: %build

Executing: %build

+ cd /usr/src/redhat/BU LD

+ cd ananda-2.3.0

+ nmake

Making all in common-src

make[ 1]: Entering directory “/usr/src/redhat/BU LD/ ananda-2. 3. 0/ conmon-src
../tool s/ munge Makefile.in Makefile. out

make[ 2]: Entering directory “/usr/src/redhat/BU LD/ ananda- 2. 3. 0/ conmon-src

cc -g -l. -l../config -C error.c -o error.o
cc -g -l. -l1../config -c alloc.c -o alloc.o
Making all in man

make[ 1]: Entering directory “/usr/src/redhat/BU LD/ amanda- 2. 3. 0/ nan'
../tool s/ munge Makefile.in Makefile. out

make[ 2] : Entering directory "/usr/src/redhat/BU LD amanda- 2. 3. 0/ man'
make[ 2] : Nothing to be done for “all"'.

make[ 2] : Leaving directory “/usr/src/redhat/BU LD amanda- 2. 3. 0/ man'
make[ 1] : Leaving directory “/usr/src/redhat/BU LD amanda- 2. 3. 0/ man'
+ exit O

#

As we thought, no surprises. A quick look through the build area shows a full assortment of binar-
ies, al ready to be installed. So it seems that the most natural thing to do next would be to let RPM
install amanda.

Letting RPM do the Installing

And that's just what we're going to do! Our %install script has the necessary make install com-
mand, so let's giveit ashot:

# rpnbuild -bi ananda-2. 3. 0. spec

* Package: anmanda
* Package: amanda-cli ent
* Package: amanda-server

“echo Execut | ng: %build
Executing: %uild
+ cd /usr/src/redhat/BU LD
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+ cd anmanda-2.3.0

+ nmake

Maki ng all in comon-src
make[ 1]: Entering directory “/usr/src/redhat/BU LD/ amanda- 2. 3. 0/ conmon- src'
../tool s/ munge Makefile.in Makefile. out

make[ 2] : Entering directory "/usr/src/redhat/BU LD/ amanda- 2. 3. 0/ cormon- src

cc -g -l. -l../config -c error.c -o error.o
cc -g -l. -1../config -c alloc.c -o alloc.o
+ umask 022

+ echo Executing: % nstal

Executing: % nst al

+ cd /usr/src/redhat/BU LD

+ cd amanda-2.3.0

+ make install

Maki ng install in conmon-src

make[ 1]: Entering directory “/usr/src/redhat/BU LD/ amanda-2. 3. 0/ conmon- src
install -c -o bin anrestore.8 /usr/man/ man8
install -c -0 bin antape.8 /usr/ man/ nan8

make[ 2] : Leaving directory “/usr/src/redhat/BU LD amanda- 2. 3. 0/ man'

make[ 1] : Leaving directory “/usr/src/redhat/BU LD amanda- 2. 3. 0/ nan

+ exit O

+ unmask 022

+ echo Executing: special doc

Executing: special doc

+ cd /usr/src/redhat/BU LD

+ cd amanda-2.3.0

+ DOCDI R=// usr/ doc/ ananda- 2. 3. 0- 1

+ DOCDI R=// usr/doc/ anmanda-client-2.3.0-1
+ DOCDI R=// usr/ doc/ ananda- server-2.3.0-1
+ exit O

#

Everything looks pretty good. At this point, the amanda software, built by RPM, has been installed
on the build system. Since performed all the configuration steps before, when we were manually
building amanda, everything should still be configured properly to test this new build. 2 So why
don't we give the new binaries atry?

Testing RPM's Handiwork

After a quick double-check to ensure that all the configuration steps were still in place from our
manual build, we reran our tests. No problems were found. It's time to build some packages!

Package Building

OK, let's go for broke and tell RPM to do the works, including the creation of the binary and source
packages:

# rpnbuild -ba amanda-2. 3. 0. spec
* Package: ananda
* Package: amanda-cli ent

* Package: amanda-server

“echo Execut | ng: %build
Executing: %uild

2 Of coursg, if the process of installing the software changed some necessary config files, they would have to be redone, but in this case it
didn't happen.
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+ cd /usr/src/redhat/BU LD
+ cd amanda-2.3.0

+ make

Making all in conmon-src

+ echo Executing: % nstal
Executing: 9% nstal

+ cd /usr/src/redhat/BU LD
+ cd anmanda-2.3.0

+ nmake install

Maki ng install in comon-src

+ echo Executing: special doc
Executing: special doc

Bi nary Packagi ng: amanda-client-2.3.0-1

Fi ndi ng dependenci es. ..

Requires (1): dunp

1 bl ock

Generating signature: O

Wote: /usr/src/redhat/RPMS/ i 386/ ananda-client-2.3.0-1.i386.rpm
Bi nary Packagi ng: anmanda-server-2.3.0-1

Fi ndi ng dependenci es. ..

1 bl ock

Cenerating signature: O

Wote: /usr/src/redhat/RPMS/ i 386/ ananda-server-2.3.0-1.i386.rpm
+ umask 022

+ echo Executing: %l ean

Executing: %l ean

+ cd /usr/src/redhat/BU LD

+ cd ananda-2.3.0

+ exit O

Sour ce Packagi ng: amanda-2.3.0-1

amanda- 2. 3. 0. spec

amanda- 2. 3. 0-1 1 nux. pat ch

amanda-2.3.0.tar.gz

374 bl ocks

Cenerating signature: 0

Wote: /usr/src/redhat/SRPMS/ amanda- 2. 3. 0- 1. src. rpm

#

Great! Let'stake alook at our handiwork:
# cd /usr/src/redhat/ RPMS/ i 386/
#1s -1

total 2
-rwr--r-- 1 root root 1246 Nov 20 21:19 ananda-client-2.3.0-1.i386.rpm
-rwr--r-- 1 root root 1308 Nov 20 21:19 anmanda-server-2.3.0-1.i386.rpm

#

Hmmm, those binary packages look sort of small. We'd better see what's in there:

# rpm-qgil p amanda-*-1.i 386.rpm

Nare : amanda-cl i ent Di stribution: (none)

Ver si on : 2.3.0 Vendor: (none)

Rel ease 1 Build Date: Wed Nov 20 21:19:44 1996
Install date: (none) Bui |l d Host: npocow.rpm org

Group . System Backup Source RPM anmanda-2.3.0-1.src.rpm
Si ze .0

Sunmary . Cient-side Amanda package
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Description :

The Amanda Networ k Backup system contai ns software necessary to
automatical ly perform backups across a network. Amanda consists of
two packages -- a client (this package), and a server:

The client package enabl e a network-capable systemto have its
filesystens backed up by a systemrunning the Amanda server.

NOTE: In order for a systemto perform backups of itself, install both

the client and server packages!
(contains no files)

Nane . amanda- server Di stribution: (none)

Ver si on : 2.3.0 Vendor: (none)

Rel ease 1 Buil d Date: Wed Nov 20 21:19:44 1996
Install date: (none) Bui |l d Host: nopocow.rpm org

Group . System Backup Source RPM amanda-2.3.0-1.src.rpm
Si ze 0

Sunmary . Server-side Amanda package

Description :

The Amanda Networ k Backup system contains software necessary to
automatical ly perform backups across a network. Amanda consists of
two package -- a client, and a server (this package):

The server package enabl es a network-capable systemto control one
or nore Amanda client systems perform ng backups. The server system
will direct all backups to a locally attached tape drive. Therefore,
the server systemrequires a tape drive.

NOTE: In order for a systemto perform backups of itself, install both

the client and server packages!
(contains no files)

#

What do they mean, (cont ai ns no fil es) ?The spec file has perfectly good %fileslists...

Oops.

Creating the %files list

Everything was going so smoothly, we forgot that the %files lists were going to need files. No prob-
lem, we just need to put the filenames in there, and we'll be all set. But isit really that easy?

How to find the installed files?

Luckily, it's not too bad. Since we saved the output from our first make install, we can see the file-
names as they're installed. Of course, it's important to make sure the install output is valid. Fortu-
nately for us, amanda didn't require much fiddling by the time we got it built and tested. If it had, we
would have had to get more recent output from the installation phase.

It's time for more decisions. We have one list of installed files, and two %files lists. It would be
silly to put al the filesin both %fileslists, so we have to decide which file goes where.

This is where experience with the software really pays off, because the wrong decision made here
can result in awkward, ill-featured packages. Here's the %files list we came up with for the client

subpackage:

%iles client

/usr/li b/ amanda/ amandad
/usr/1ib/amanda/ sendsi ze
/usr/1ib/amanda/ cal csi ze
[usr/1ib/amanda/ sendbackup-dunp
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/usr/lib/amandal/ sel f check
/fusr/1ib/amanda/ sendbackup- gnut ar
/fusr/lib/amandal/ r unt ar

READVE

COPYRI GHT

docs/ | NSTALL
docs/ SYSTEM NOTES
docs/ WHATS. NEW

The filesin / usr/1i b/ ananda are al the client-side amanda programs, so that part was easy.
The remaining files are part of the original source archive. Amanda doesn't install them, but they
contain information that users should see.

Redlizing that RPM can't package these files specified as they are, let's leave the client %files list
for amoment, and check out the list for the server subpackage:

% il es server

[ usr/ sbi n/ amadm n

/ usr/ sbi n/ antheck

[ usr/ sbi n/ antl eanup

[ usr/ sbi n/ andunp
/usr/sbin/anflush

/usr/ sbi n/ am abel
/usr/sbin/anrestore

[ usr/ sbi n/ ant ape
[usr/lib/amandalt aper
[usr/lib/amanda/ dunper
lusr/1ibl/amanda/ dri ver
/usr/lib/amanda/ pl anner
/usr/lib/amanda/ reporter
/fusr/lib/lamanda/ get conf
/fusr/1ib/amandal/ chg-generic
/ usr/ man/ man8/ amanda. 8
/usr/ man/ man8/ anadni n. 8
/ usr/ man/ man8/ antheck. 8
[ usr/ man/ man8/ ancl eanup. 8
/usr/ man/ man8/ andunp. 8
/usr/ man/ man8/ anf | ush. 8
[ usr/ man/ man8/ ani abel . 8
[ usr/ man/ man8/ anr est ore. 8
[ usr/ man/ man8/ ant ape. 8
READVE

COPYRI GHT

docs/ | NSTALL

docs/ KERBERGCS

docs/ SUNCS4. BUG

docs/ SYSTEM NOTES

docs/ TAPE. CHANGERS

docs/ WHATS. NEW

docs/ MULTI TAPE

exampl e

Thefilesin/ usr/ sbi n are programs that will be run by the amanda administrator in order to per-
form backups and restores. The filesin/ usr/ | i b/ ananda are the server-side programs that do
the actual work during backups. Following that are a number of man pages. one for each program to
be run by the amanda administrator, and one with an overview of amanda.

Bringing up the rear are a number of files that are not installed, but would be handy for the amanda
administrator to have available. There is some overlap with the files that will be part of the client
subpackage, but the additional files here discuss features that would interest only amanda adminis-
trators. Included here is the exanpl e subdirectory, which contains a few example configuration
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files for the amanda server.

Asinthe client %fileslist, these last files can't be packaged by RPM as we've listed them. We need
to use afew more of RPM'stricks to get them packaged.

Applying Directives

Since wed like the client subpackage to include those files that are not normally installed, and since
the files are documentation, let's use the % doc directive on them. That will accomplish two things:

1.  When the client subpackage isinstalled, it will direct RPM to place them in a package-specific
directory in/ usr/ doc

2. It will tag the files as being documentation, making it possible for users to easily track down
the documentation with asimple rpm -qd command

In the course of looking over the %files lists, it becomes apparent that the directory /
usr/ i b/ amanda will contain only files from the two amanda subpackages. If the subpackages
are erased, the directory will remain, which won't hurt anything, but it isn't as neat as it could be.
But if we add the directory to the list, RPM will automatically package every file in the directory.
Since the files in that directory are part of both the client and the server subpackages, we'll need to
use the % dir directive to instruct RPM to package only the directory.

After these changes, here's what the client % fileslist looks like now:

%iles client

oglir /usr/lib/amanda/
/usr/1ib/amanda/ amandad
/fusr/1ib/amandal/ sendsi ze
/usr/lib/amandal/ cal csi ze
[fusr/1ib/lamanda/ sendbackup- dunp
/usr/lib/amandal/ sel f check
/usr/Ilib/amanda/ sendbackup- gnut ar
/usr/1ib/amanda/ runt ar

%doc READNMVE

9%gloc COPYRI GHT

9%¢loc docs/ | NSTALL

%¢loc docs/ SYSTEM NOTES

9%gloc docs/ WHATS. NEW

We've also applied the same directives to the server %fileslist:

% il es server

[ usr/ sbin/amadmni n
/usr/ sbi n/ antheck

[ usr/sbin/ancl eanup

[ usr/ sbi n/ andunp

[ usr/sbin/anfl ush

[ usr/ sbi n/ an abel
/usr/sbin/anrestore

[ usr/ sbi n/ ant ape

%lir /usr/lib/amanda/
/usr/lib/amandalt aper
/usr/lib/amanda/ dunper
fusr/1ib/amandal/ dri ver
/usr/1ib/amandal pl anner
[fusr/lib/amanda/reporter
[usr/I1ib/amanda/ get conf
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[fusr/1ib/famandal/ chg-generic
/ usr/ man/ man8/ amanda. 8
/usr/ man/ man8/ amadni n. 8

/ usr/ man/ man8/ antheck. 8

[ usr/ man/ man8/ anctl eanup. 8
[ usr/ man/ man8/ andunp. 8
/usr/ man/ man8/ anf | ush. 8
/usr/ man/ man8/ anl abel . 8
/usr/ man/ man8/ anr est ore. 8
[ usr/ man/ man8/ ant ape. 8
%gloc READVE

9%gloc COPYRI GHT

%goc docs/ | NSTALL

%doc docs/ KERBEROS

%doc docs/ SUNOCS4. BUG
%¢loc docs/ SYSTEM NOTES
%¢loc docs/ TAPE. CHANGERS
9%gloc docs/ WHATS. NEW

9%¢loc docs/ MULTI TAPE

%loc exanpl e

You'll note that we neglected to use the % doc directive on the man page files. The reason is that
RPM automatically tags any file destined for / usr / man as documentation. Now our spec file has a
complete set of tags, the two subpackages are defined, it has build-time scripts that work, and now,
%fileslists for each subpackage. Why don't we try that build again?

# rpnbuild -ba amanda-2. 3. 0. spec

* Package: anmanda
* Package: amanda-cli ent
* Package: amanda-server

echo Executing: %build
Executing: %build

+ cd /usr/src/redhat/BU LD
+ cd amanda-2.3.0

+ make

Making all in comon-src

+ echo Executing: % nstal
Executing: 9% nstal

+ cd /usr/src/redhat/BU LD
+ cd amanda-2.3.0

+ nmake install

Maki ng install in comon-src

+ echo Executi ng: special doc
Executing: special doc

Bi nary Packagi ng: amanda-client-2.3.0-6
Fi ndi ng dependenci es. ..

Requires (3): libc.so.5 Iibdb.so.2 dunmp
usr/ doc/ amanda-client-2.3.0-6

usr/ doc/ amanda- cl i ent - 2. 3. 0- 6/ COPYRI GHT
usr/ doc/ amanda-cl i ent-2. 3. 0-6/1 NSTALL

usr/ i b/ amanda/ sendbackup- gnut ar

usr/ i b/amanda/ sendsi ze

1453 bl ocks

Cenerating signature: O

Wote: /usr/src/redhat/RPMS/i386/anmanda-client-2.3.0-6.i386.rpm
Bi nary Packagi ng: amanda-server-2.3.0-6

Fi ndi ng dependenci es. ..

Requires (2): libc.so.5 libdb.so.2

usr/ doc/ amanda- server-2.3.0-6

usr/ doc/ amanda- server - 2. 3. 0- 6/ COPYRI GHT
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usr/ doc/ amanda- server-2. 3. 0- 6/ | NSTALL

usr/sbi n/anrestore

usr/ sbi n/ ant ape

3404 bl ocks

Generating signature: O

Wote: /usr/src/redhat/RPVS/ i 386/ amanda- server-2.3.0-6.1i 386.rpm

Sour ce Packagi ng: amanda-2.3.0-6

amanda- 2. 3. 0. spec

amanda- 2. 3. 0-1 1 nux. pat ch
amanda-rpminstructions.tar. gz

amanda-2.3.0.tar.gz

393 bl ocks

CGenerating signature: 0

Wote: /usr/src/redhat/SRPMS/ amanda- 2. 3. 0-6. src. rpm

#

If we take a quick look at the client and server subpackages, we find that, sure enough, this time
they contain files:

# cd /usr/src/redhat/ RPMS/ i 386/
# |ls -I amanda-*

-rwr--r-- 1 root root 211409 Nov 21 15:56 ananda-client-2.3.0-1.i386.rpm
-rwr--r-- 1 root root 512814 Nov 21 15:57 ananda-server-2.3.0-1.i386.rpm

# rpm-qil p amanda-*

Nane : amanda-cl i ent Di stribution: (none)

Ver si on : 2.3.0 Vendor: (none)

Rel ease 1 Buil d Date: Thu Nov 21 15:55:59 1996
Install date: (none) Buil d Host: noocow.rpm org

Group . System Backup Source RPM amanda-2.3.0-1.src.rpm
Si ze : 737101

Sunmary . Cient-side Amanda package

Description :

The Amanda Networ k Backup system contai ns software necessary to
automatical ly perform backups across a network. Amanda consists of
two packages -- a client (this package), and a server:

The client package enabl e a network-capable systemto have its
filesystens backed up by a system running the Amanda server.

NOTE: In order for a systemto perform backups of itself, install both
the client and server packages!

/usr/doc/amanda-client-2.3.0-1
/ usr/ doc/ amanda-cl i ent-2. 3. 0- 1/ COPYRI GHT
/usr/doc/amanda-client-2.3.0-1/1 NSTALL

fﬁsr/lib/ananda/sendbackup—gnutar
/usr/lib/amanda/ sendsi ze

Nane . anmanda- server Di stribution: (none)

Ver si on : 2.3.0 Vendor: (none)

Rel ease 1 Build Date: Thu Nov 21 15:55:59 1996
Install date: (none) Buil d Host: npocow.rpm org

Group . System Backup Source RPM amanda-2.3.0-1.src.rpm
Size : 1733825

Sunmary . Server-side Amanda package

Description :

The Amanda Networ k Backup system contains software necessary to
automatical ly perform backups across a network. Amanda consists of
two package -- a client, and a server (this package):
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The server package enabl es a network-capable systemto control one
or nore Amanda client systems perform ng backups. The server system
will direct all backups to a locally attached tape drive. Therefore,
the server systemrequires a tape drive.

NOTE: In order for a systemto perform backups of itself, install both
the client and server packages!

/usr/ doc/ amanda-server-2.3.0-1
[ usr/ doc/ amanda- server-2. 3. 0- 1/ COPYRI GHT
[ usr/ doc/ amanda- server-2. 3. 0-1/ | NSTALL

/“LJSI‘/ sbi n/ anrestore
[ usr/ sbi n/ ant ape

#

We're finally ready to test these packages!

Testing those first packages

The system we've built the packages on already has amanda installed. This is due to the build pro-
cessitself. However, we can install the new packages on top of the already-existing files:

# cd /usr/src/redhat/ RPMS/ i 386
# rpm-ivh ananda-*-1.i 386.rpm

amanda- cl i ent BHBHBHBHEHHHH B HBHBHBHBH BB R B B H B H A H BB
amanda- server BHHABHBHHBHAHHBHHBH B HBH R H BB B R B R R H
#

Running some tests, it looks like everything is running well. But back in the section called “Testing
Newly Built Packages’, we mentioned that it was possible to install a newly-built package on the
build system, and not realize that the package was missing files. Well, there's another reason why in-
stalling the package on the build-system for testing is a bad idea. Let's bring our packages to a dif-
ferent system, test them there, and see what happens.

Installing the Package On A Different System

Looks like we're amost through. Let's install the packages on another system that had not previ-
ously run amanda, and test it there:

# rpm-ivh amanda-*-1.i 386.rpm

amanda- cl i ent RHABHBHHBHHHHBHHBH BB H R BB BB R R H
amanda- server BHABHBHHBHHHHBHHBH BB H B R R R R
#

The install went smoothly enough. However, testing did not. Why? Nothing was set up! The server
configuration files, the i net d. conf entry for the client, everything was missing. If we stop and
think about it for a moment that makes sense: we had gone through all those steps on the build sys-
tem, but none of those steps can be packaged asfiles.

After following the steps in the installation instructions, everything works. While we could expect
users to do most of the grunt work associated with getting amanda configured, RPM does have the
ability to run scripts when packages are installed and erased. Why don't we use that feature to make
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life easier for our users?

Finishing Touches

At this point in the build process, we're on the home stretch. The software builds correctly and is
packaged. It's time to stop looking at things from a "build the software" perspective, and time to
starting looking at things from a " package the software" point of view.

The difference lies in looking at the packages from the user's perspective. Does the package install
easily, or does it require a lot of effort to make it operative? When the package is removed, does it
clean up after itself, or does it leave bits and pieces strewn throughout the filesystem?

Let's put abit more effort into this spec file, and make life easier on our users.

Creating Install Scripts

When it comes to needing post-installation configuration, amanda certainly is no slouch! We'll work
on the client first. Let'slook at a section of the script we wrote, comment on it, and move on:

%post client

# See if they've installed amanda before...
# |If they have, none of this should be necessary...

if [ "$1" =11;
t hen

First, we start the script with a % post statement, and indicate that this script isfor thecl i ent sub-
package. As the comments indicate, we only want to perform the following tasks if thisis the first
time the client subpackage has been installed. To do this, we use the first and only argument passed
to the script. It is a number indicating how many instances of this package will be installed after the
current installation is complete.

If the argument is equal to 1, that means that no other instances of the client subpackage are
presently installed, and that this oneis the first. Let's continue:

# Set disk devices so that bin can read them
# (This is actually done on Red Hat Linux; only need to add bin to
# group disk)

if grep "~disk::.*bin" /etc/group > /dev/nul
t hen

true
el se

# |If there are any nenbers in group disk, add bin after a comm...
sed -e "s/\(Mdisk::[0-9]\V{21,\}: .\ {21, \}\)/\1,bin/" /etc/group > /etc/group.tnp

# If there are no nenbers in group disk, add bin...
sed -e "s/\("disk::[0-9]\{1,\}:$\)/\1bin/' /etc/group.tnmp > /etc/group

# cl ean up!

rm-f /etc/group.tnp
fi

One of amanda's requirementsis that the user ID running the dumps on the client needs to be able to
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read from every disk's device file. The folks at Red Hat have done half the work for us by creating a
group di sk and giving that group read/write access to every disk device. Since our dumpuser is
bi n, we only need to add bi n tothedi sk group. Two lines of sed, and we're done!

The next section is related to the last. It also focuses on making sure bi n can access everything it
needs while doing backups:

# Also set /etc/dunpdates to be witable by group disk

chgrp disk /etc/dunpdates
chnod g+w / et ¢/ dunpdat es

Since amanda uses dump to obtain the backups, and since dump keeps track of the backupsin /
et ¢/ dunpdat es, it's only natural that bin will need read/write access to the file. In a perfect
world, / et ¢/ dunpdat es would have already been set to allow group di sk to read and write, but
we had to do it ourselves. It's not a big problem, though.

Next, we need to create the appropriate network-related entries, so that amanda clients can commu-
nicate with amanda servers, and vice versa:

# Add amanda |line to /etc/services

if grep ""amanda" /etc/services >/dev/nul
t hen
true
el se
echo "anmanda 10080/ udp # Added by package amanda-client" >>
4etc/services
[

By using grep to look for lines that begin with the letters amanda, we can easily see if /
et c/ servi ces isaready configured properly. It it isn't, we simply append aline to the end.

We also added a comment so that sysadmins will know where the entry came from, and either take
our word for it or issue an rpm -q --scripts amanda-client command and see for themselves. We
did it all on oneline because it makes the script simpler.

Let'slook at the rest of the network-related part of this script:

# Add amanda |line to /etc/inetd. conf

if grep "~amanda" /etc/inetd.conf >/dev/nul
t hen
true
el se
echo "amanda dgram udp wait bin /usr/lib/amnda/ amandad amandad
# added by package amanda-client" >>/etc/inetd. conf

# Kick inetd
if [ -f /var/run/inetd.pid ];
kill -HUP “cat /var/run/inetd.pid
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fi

Here, we've used the same approach to add an entry to / et ¢/ i net d. conf . We then HUP inetd
so the change will take affect, and we're done!

Oh, and that last fi at the end? That's to close the if [ "$1" = 1] at the start of the script. Now let's
look at the server's post-install script:

%post server
# See if they've installed amanda before...

if [ "$1" =117;
t hen

# Add amanda |line to /etc/services

if grep "~amanda" /etc/services >/dev/nul
t hen
true
el se
echo "ananda 10080/ udp # Added by package amanda- server"
f?>/etc/services
[

fi

That was short! And this huge difference brings up a good point about writing install scripts: It'sim-
portant to understand what you as the package builder should do for the user, and what they should
do for themselves.

In the case of the client package, every one of the steps performed by the post-install script was
something that a fairly knowledgeable user could have done. But each of these steps have one thing
in common. No matter how the user configures amanda, these steps will never change. And given
the nature of client/server applications, there's a good chance that many more amanda client pack-
ages will be installed than amanda servers. Would you like to be tasked with installing this package
on twenty systems, and performing each of the steps we've automated, twenty times? We thought
not.

There is one step that we did not automate for the client package. The step we left out is the creation
of a. r host s file. Since this file must contain the name of the amanda server, we have no way of
knowing what the file should look like. Therefore, that's one step we can't automate.

The server's post-install script is so short because there's little else that can be automated. The other
steps required to set up an amanda server include:

1. Choosing a configuration name, which requires user input

2. Creating adirectory to hold the server configuration files, named according to the configuration
name, which depends on the first step

3. Modifying example configuration files to suit the site, which requires user input
4.  Adding crontab entries to run amanda nightly, which requires user input

Since every step depends on the user making decisions, the best way to handle them is to not handle
them at all. Let the user do it!
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Creating Uninstall Scripts

Where there are install scripts, there are uninstall scripts. While there is no ironclad rule to that ef-
fect, it isagood practice. Following this practice, we have an uninstall script for the client package,
and one for the server. Let'stake the client first:

Y%post un client

# First, see if we're the |ast ananda-client package on the system..
# If not, then we don't need to do this stuff...

if [ "$1" =0 ];
t hen

As before, we start out with a declaration of the type of script thisis, and which subpackage it is for.
Following that we have an if statement similar to the one we used in the install scripts, save one dif-
ference. Here, we're comparing the argument against zero. The reason is that we are trying to see if
there will be zero instances of this package after the uninstall is complete. If thisis the case, the re-
mainder of the script needs to be run, since there are no other amanda client packages | eft.

Next, we remove bi n from the di sk group:

# First, get rid of bin fromthe disk group...
if grep "~disk::.*bin" /etc/group > /dev/null

t hen
# Nuke bin at the end of the line...

sed -e "s/\(Mdisk::[0-91\V{1,\}: . \{1,\}\),bin®/\1/" /etc/group > /etc/gr
# Nuke bin on the line by itself...

sed -e "s/\(~disk::[0-9]\{1,\}:\)bin®/\1/" /etc/group.tnmp > /etc/groupl

# Nuke bin in the mddle of the line...
sed -e "s/\(Mdisk: i [O0-9I\V{1,\}: AN {1\, bin, VN, V) /N1, N2/ Jetclg

# Nuke bin at the start of the line...
sed -e "s/\(Misk::[0-9]\V{21,\}:\)bin, V(. N{2,\}\) /NN 2/ Jetc/group2.tnp

# Cl ean up after ourselves...
rm-f /etc/group.tnp /etc/groupl.tnmp /etc/group2.tnp
fi

No surprises there. Continuing our uninstall, we start on the network-related tasks:

# Next, lose the amanda line in /etc/services...
# W only want to do this if the server package isn't installed
# Look for /usr/shin/andunp, and leave it if there...

if [ ! -f Jusr/sbin/andunp ];
t hen

if grep "~amanda" /etc/services > /dev/null
t hen
grep -v "“amanda" /etc/services > /etc/services.tnp
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nmv -f /etc/services.tnp /etc/services
fi
fi

That's odd. Why are we looking for a file from the server package? If you look back at the install
scripts for the client and server packages, you'll find that the one thing they have in common is that
both the client and the server require the sameentry in/ et ¢/ servi ces.

If an amanda server is going to back itself up, it also needs the amanda client software. Therefore,
both subpackages need to add an entry to/ et ¢/ ser vi ces. But what if one of the packagesis re-
moved? Perhaps the server is being demoted to a client, or maybe the server is no longer going to be
backed up using amanda. In these cases, the entry in/ et ¢/ ser vi ces must stay. So, in the case
of the client, we look for a file from the server subpackage, and if it's there, we leave the entry
alone.

Granted, this is a somewhat unsightly way to see if a certain package is installed. Some of you are
probably even saying, "Why can't RPM be used? Just do an rpm -q amanda-server, and decide
what to do based on that." And that would be the best way to do it, except for one small point:

Only one invocation of RPM can run at any given time.

Since RPM is running to perform the uninstall, if the uninstall-script were to attempt to run RPM
again, it would fail. The reason it would fail is because only one copy of RPM can access the data-
base at atime. So we are stuck with our unsightly friend.

Continuing the network-related uninstall tasks:

# Finally, the ananda entry in /etc/inetd. conf

if grep "~amanda" /etc/inetd.conf > /dev/nul

then grep -v ""Mamanda" /etc/inetd.conf > /etc/inetd.conf.tnp
nv -f /etc/inetd.conf.tnp /etc/inetd. conf

# Kick inetd

if [ -f /var/run/inetd.pid ];

kill -HUP “cat /var/run/inetd.pid

Here, we're using grep's ability to return lines that don't match the search string, in order to remove
every trace of amandafrom/ et c/ i net d. conf . After issuing aHUP on inetd, we're done.

On to the server. If you've been noticing a pattern between the various scripts, you won't be disap-
pointed here:

%post un server

# See if we're the | ast server package on the system..
# If not, we don't need to do any of this stuff...

if [ "$1" =0 ];
t hen
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# Lose the ananda line in /etc/services...
# W only want to do this if the client package isn't installed
# Look for /usr/lib/amandad, and leave it if there...

if [ ! -f /fusr/lib/amanda/amandad ];
t hen

if grep ""amanda" /etc/services > /dev/null
t hen
grep -v ""amanda" /etc/services > /etc/services.tnp
nv -f /etc/services.tnp /etc/services
fi
fi

fi

By now the opening if statement is an old friend. As you might have expected, we are verifying
whether the client package is installed, by looking for afile from that package. If the client package
isn't there, the entry isremoved from/ et ¢/ ser vi ces. And that, isthat.

Obviously, these scripts must be carefully tested. In the case of amanda, since the two subpackages
have some measure of interdependency, it's necessary to try different sequences of installing and
erasing the two packages to make surethe/ et ¢/ ser vi ces logic works properly in all cases.

After a bit of testing, our install and uninstall scripts pass with flying colors. From a technological
standpoint, the client and server subpackages are ready to go.

Bits and Pieces

However, just because a package has been properly built, and installs and can be erased without
problems, doesn't mean that the package builder's job is done. It's necessary to look at each newly-
built package from the user's perspective. Does the package contain everything the user needs in or-
der to deploy it effectively? Or will the user need to fiddle with it, guessing as they go?

In the case of our amanda packages, it was obvious that some additional documentation was re-
quired so that the user would know what needed to be done in order to finalize the installation.
Simply directing the user to the standard amanda documentation wasn't the right solution, either.
Many of the steps outlined in the | NSTALL document had already been done by the post-install
scripts. No, an interim document was required. Two, actually: one for the client, and one for the
server.

So two files were created, one to be added to each subpackage. The question was, how to do it? Es-
sentially, there were two options:
1. Put the files in the amanda directory tree that had been used to perform the initial builds and

generate a new patch file

2. Createatar file containing the two files, and modify the spec file to unpack the documentation
into the amanda directory tree.

3. Drop thefilesdirectly into the amanda directory tree without using tar.

Since the second approach was more interesting, that's the approach we chose. It required an addi-
tional sour ce tag in the spec file:

Sourcel: amanda-rpminstructions.tar.gz
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Also required was an additional % setup macro in the % prep script:

%setup -T -D-a 1l

While the % setup macro might look intimidating, it wasn't that hard to construct. Here's what each

options means:

* -T — Do not perform the default archive unpacking.
* -D — Do not delete the directory before unpacking.

» -al — Unpack the archive specified by the sour cel tag after changing directory.

Finally, two additions to the %files lists were required. One for the client:

%¢loc amanda- cl i ent. READVE

And one for the server:

%doc amanda- ser ver. READVE

At this point, the packages were complete. Certainly there is software out there that doesn't require
this level of effort to package. Just as certainly there is software that is much more of a challenge.
Hopefully this chapter has given you some idea about how to approach package building for more
complex applications.
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Chapter 21. A Guide to the RPM
Library API

In this chapter, we'll explore the functions used internally by RPM. These functions are available for
anyone to use, making it possible to add RPM functionality to new and existing programs. Rather
than continually refer to "the RPM library" throughout this chapter, we'll use the name of the lib-
rary's main include file— rpmlib.

An Overview of rpmlib

There are a number of files that make up rpmlib. First and foremost, of course, isthe rpmlib library,
['i brpm a. This library contains all the functions required to implement all the basic functions
contained in RPM.

The remaining files define the various data structures, parameters, and symbols used by rpmlib:

e rpmib.h

* dbindex. h

* header.h

In general, rpm i b. h will always be required. When using rpmlib's header-related functions,
header . h will be required, while the database-related function will require dbi ndex. h. Aseach

function is described in this chapter, well provide the function's prototype as well as the #include
statements the function requires.

romlib Functions

Error

There are more than sixty different functionsin rpmlib. The tasks they perform range from low-level
database record traversal, to high-level package manipulation. We've grouped the functions into dif-
ferent categories for easy reference.

Handling

The functions in this section perform rpmlib's basic error handling. All error handling centers on the
use of specific status codes. The status codes are defined in rpni i b. h and are of the form RP-
MERR_xxX, where xxx isthe name of the error.

Return Error Code — r pnEr r or Code()

#include <rpm rpmib. h>
i nt rpnErrorCode(void);

This function returns the error code set by the last rpmlib function that failed. Should only be used
in an error callback function defined by r pnEr r or Set Cal | Back() .

Return Error String —rpnError Stri ng()
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#include <rpmrpmib. h>
char *rpnErrorString(void);

This function returns the error string set by the last rpmlib function that failed. Should only be used
in an error callback function defined by r pnEr r or Set Cal | Back() .

Set Error CallBack Function — r pnEr r or Set Cal | back()

#i nclude <rpmrpnmib. h>
r pnerror Cal | BackType rpnError Set Cal | back(rpmrError Cal | BackType) ;

This function sets the current error callback function to the error callback function passed to it. The
previous error callback function is returned.

Getting Package Information

The following functions are used to obtain information about a package file.
It should be noted that most information is returned in the form of a Header structure. This data

structure is widely used throughout rpmlib. We will discuss more header-related functions in the
section called “Header Manipulation” and the section called “Header Entry Manipulation”.

Read Package Information — r pnReadPackagel nf o()

#i nclude <rpm rpmib. h>
#i ncl ude <rpm header. h>

i nt rpnReadPackagel nfo(int fd,

Header * signatures,
Header * hdr);

Given an open package on f d, read in the header and signature. This function operates as expected
with both socket and pipe file descriptors passed as f d. Safe on nonseekable f ds. When the func-
tionreturns, f d isleft positioned at the start of the package's archive section.

If either si gnat ur es or hdr are NULL, information for the NULL parameter will not be passed
back to the caller. Otherwise, they will return the package's signatures and header, respectively.

This function returns the following status values:

* 0— Success.
» 1— Bad magic numbers found in package.

e 2 — Other error.
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Read Package Header — r pnReadPackageHeader ()

#i nclude <rpm rpmib. h>
#i ncl ude <rpm header. h>

i nt rpnmReadPackageHeader (i nt fd,
Header * hdr,
int * isSource,
int * major,
int * mnor);

Given an open package on f d, read in the header. This function operates as expected with both
socket and pipe file descriptors passed as f d. Safe on nonseekable f ds. When the function returns,
f d isleft positioned at the start of the package's archive section.

If hdr,i sSour ce, maj or, or mi nor are NULL, information for the NULL parameter(s) will not
be passed back to the caller. Otherwise, they will return the package's header (hdr ), information on
whether the package is a source package file or not (i sSour ce), and the package format's major
and minor revision number (maj or and mi nor , respectively).

This function returns the following status values:

* 0— Success.
» 1— Bad magic numbers found in package.

e 2 — Other error.

Variable Manipulation

The following functions are used to get, set, and interpret RPM's internal variables. Variables are set
according to various pieces of system information, as well as from r pnr ¢ files. They control vari-
ous aspects of RPM's operation.

The variables have symbolic names in the form RPMVAR_xxXx, where xxx is the name of the vari-
able. All variable names are defined inr pm i b. h.

Return Value of RPM Variable — r pntGet Var ()

#include <rpm rpmib. h>
char *rpmCet Var (i nt var);

This function returns the value of the variable specified in var .

On error, the function returns NULL.

Return Boolean Value Of RPM Variable — r pnzet Bool eanVar ()

#i nclude <rpmrpnmib. h>
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i nt rpmCet Bool eanVar (i nt var);

This function looks up the variable specified in var and returns a0 or 1 depending on the variable's
value.

On error, the function returns 0.

Set Value Of RPM Variable — r pnfSet Var ()

#include <rpmrpmib. h>

voi d rpnBet Var (i nt var,
char *val);

This function sets the variable specified in var to the value passed in val . It is aso possible for
val tobeNULL.

r pnr c-Related Information

The functions in this section are all related to r pnr ¢ information — the r pnr ¢ files aswell asthe
variables set from those files. This information also includes the architecture and operating system
information based on r pnt ¢ file entries.

Read r pnr c Files —r pnReadConfi gFi | es()

#include <rpm rpmib. h>

int rpnReadConfigFiles(char * file,
char * arch,
char * os,
int building);

Thisfunction reads r pnr c files according to the following rules:

* Alwaysread/ usr/1ib/rpnrc.
o Iffil eisspecified, readit.

 Iffileisnotspecified, read/ et c/ rpmrc and~/ . rpnrc.

Every r pnr ¢ file entry is used with r pnSet Var () to set the appropriate RPM variable. Part of
the normal r pnr c file processing also includes setting the architecture and operating system vari-
ables for the system executing this function. These default settings can be overridden by entering ar-
chitecture and/or operating system information in ar ch and os, respectively. This information will
till go through the normal r pnr ¢ translation process.

The bui | di ng argument should be set to 1 only if a package is being built when this function is
called. Since most rpmlib-based applications will probably not duplicate RPM's package building
capabilities, bui | di ng should normally be set to 0.
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Return Operating System Name — r pnGet GsNane()

#i nclude <rpm rpmib. h>
char *rpmGet GsName(voi d);

This function returns the name of the operating system, as determined by rpmlib's normal r pnr ¢
file processing.

Return Architecture Name — r pnGet Ar chNanme()

#i nclude <rpmrpnmib. h>
char *rpnGet Ar chNanme(voi d);

This function returns the name of the architecture, as determined by rpmlib's normal r pnr c file
processing.

Print all r pnr c-Derived Variables — r pnShowRC()

#include <rpmrpmib. h>
i nt rpmBShowRC(FI LE *f);

Thisfunction writes al variable names and their valuesto thefilef . Always returns 0.

Return Architecture Compatibility Score — r pmAr chScor e()

#i nclude <rpmrpnmib. h>
int rpmArchScore(char * arch);

This function returns the "distance”" between the architecture whose name is specified in ar ch, and
the current architecture. Returns O if the two architectures are incompatible. The smaller the number
returned, the more compatible the two architectures are.

Return Operating System Compatibility Score — r pnOsScor e()

#i nclude <rpmrpnmib. h>
int rpmOsScore(char * 0s);
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This function returns the "distance" between the operating system whose name is specified in os,
and the current operating system. Returns O if the two operating systems are incompatible. The
smaller the number returned, the more compatible the two operating systems are.

RPM Database Manipulation

The functions in this section perform the basic operations on the RPM database. This includes open-
ing and closing the database, as well as creating the database. A function also exists to rebuild a
database that has been corrupted.

Every function that accesses the RPM database in some fashion makes use of the rpmdb structure.
This structure is used as a handle to refer to a particular RPM database.

Open RPM Database — r pndbOpen()

#i nclude <rpmrpnmib. h>
i nt rpmdbQpen(char * root,
rpndb * dbp,

i nt node,
int perms);

This function opens the RPM database located in RPMVAR_DBPATH, returning the rpmdb struc-
ture dbp. If r oot is specified, it is prepended to RPMVAR_DBPATH prior to opening. The node
and per s parameters areidentical to open( 2) 'sf | ags and node parameters, respectively.

The function returns 1 on error, O on success.

Close RPM Database — r pndbC ose()

#i nclude <rpm rpmib. h>
voi d rprmdbd ose(rpndb db);

This function closes the RPM database specified by the rpmdb structure db. The db structureis aso
freed.

Create RPM Database — r pndbl ni t ()

#include <rpmrpmib. h>

int rpmdblnit(char * root,
i nt perns);

This function creates a new RPM database to be located in RPMVAR_DBPATH. If the database
already exists, it isleft unchanged. If r oot is specified, it is prepended to RPMVAR_DBPATH pri-
or to creation. The per s parameter isidentical to open( 2) 'snmode parameter.

The function returns 1 on error, 0 on suUccess.
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Rebuild RPM Database — r pndbRebui | d()

#i nclude <rpm rpmib. h>
i nt rpmdbRebuil d(char * root);

This function rebuilds the RPM database located in RPMVAR_DBPATH. If r oot is specified, it is
prepended to RPMVAR_DBPATH prior to rebuilding.

The function returns 1 on error, 0 on success.

RPM Database Traversal

The following functions are used to traverse the RPM database. Also described in this section is a
function to retrieve a database record by its record number.

It should be noted that database records are returned in the form of a Header structure. This data

structure is widely used throughout rpmlib. We will discuss more header-related functions in the
section called “Header Manipulation” and the section called “Header Entry Manipulation”.

Begin RPM Database Traversal — r pndbFi r st RecNum()

#include <rpm rpmib. h>
unsi gned i nt rpndbFirstRecNun{rpndb db);

This function returns the record number of the first record in the database specified by db.

On error, it returns 0.

Traverse To Next RPM Database Record — r pndbNext RecNunt)

#include <rpm rpmib. h>

unsi gned i nt rpndbNext RecNun{r pndb db,
unsigned int lastOffset);

This function returns the record number of the record following the record number passed in
| ast OF f set , in the database specified by db.

On error, this function returns 0.

Return Record From RPM Database — r pndbGet Recor d()

#include <rpm rpmib. h>
Header rpmdbGet Recor d(rpndb db,
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unsi gned int offset);

This function returns the record at the record number specified by of f set from the database spe-
cified by db.

This function returns NULL on error.

RPM Database Search

The functions in this section search the various parts of the RPM database. They all return a struc-
ture of type dbilndexSet, which contains the records that match the search term. Here is the defini-
tion of the structure, asfound in <r pm dbi ndex. h>:

typedef struct {
dbi | ndexRecord * recs;
int count;

} dbil ndexSet ;

Each dbilndexRecord is also defined in <r pni dbi ndex. h> asfollows:

typedef struct {
unsi gned int recOfset;
unsi gned int fil eNunber;
} dbil ndexRecord;

TherecOf f set element isthe offset of the record from the start of the database file. Thefi | eN-
unber element isonly used by r pndbFi ndByFi | e() .

Keep in mind that the r pndbFi ndxxx search functions each return dbilndexSet structures, which
must be freed with dbi Fr eel ndexRecor d() when no longer needed.

Free Database Index — dbi Fr eel ndexRecor d()

#include <rpmrpmib. h>
#i ncl ude <rpnt dbi ndex. h>

voi d dbi Freel ndexRecor d(dbi | ndexSet set);

This function frees the database index set specified by set .

Search RPM Database By File — r pndbFi ndByFi | e()

#i nclude <rpm rpnmib. h>
#i ncl ude <r pm dbi ndex. h>

i nt rpndbFi ndByFi |l e(rpndb db,
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char * fil espec,
dbi | ndexSet * matches);

This function searches the RPM database specified by db for the package which owns the file spe-
cifiedby f i | espec. It returns matching recordsin mat ches.

This function returns the following status values:

» -1— Anerror occurred reading a database record.
e 0— The search completed normally.

e 1 — The search term was not found.

Search RPM Database By Group — r pndbFi ndByG oup()

#include <rpmrpmib. h>
#i ncl ude <rpnt dbi ndex. h>

i nt rpndbFi ndByG oup(rpndb db,

char * group,
dbi | ndexSet * mat ches);

This function searches the RPM database specified by db for the packages which are members of
the group specified by gr oup. It returns matching recordsin mat ches.

This function returns the following status values:

» -1— Anerror occurred reading a database record.
e 0 — The search completed normally.

e 1 — The search term was not found.

Search RPM Database By Package — r pndbFi ndPackage()

#include <rpmrpmib. h>
#i ncl ude <rpntf dbi ndex. h>

i nt rpndbFi ndPackage(r pndb db,

char * nane,
dbi | ndexSet * matches);

This function searches the RPM database specified by db for the packages with the package name
(not label) specified by nane. It returns matching recordsin nmat ches.

This function returns the following status values:

» -1— Anerror occurred reading a database record.
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e 0 — The search completed normally.

e 1 — The search term was not found.

Search RPM Database By Provides — r pndbFi ndByPr ovi des()

#include <rpm rpmib. h>
#i ncl ude <rpnt dbi ndex. h>

i nt rpndbFi ndByProvi des(rpndb db,

char * provides,
dbi | ndexSet * matches);

This function searches the RPM database specified by db for the packages which provide the
provides information specified by pr ovi des. It returns matching recordsin nat ches.

This function returns the following status values:

» -1— Anerror occurred reading a database record.
e 0 — The search completed normally.

e 1 — The search term was not found.

Search RPM Database By Requires — rpndbFi ndByRe-
qui redBy()

#include <rpm rpmib. h>
#i ncl ude <r pm dbi ndex. h>

i nt rpmdbFi ndByRequi redBy(rpndb db,

char * requires,
dbi | ndexSet * mat ches);

This function searches the RPM database specified by db for the packages which require the re-
quires information specified by r equi r es. It returns matching recordsin mat ches.

This function returns the following status values:

e -1— Anerror occurred reading a database record.
*  0— The search completed normally.

e 1— The search term was not found.

Search RPM Database By Conflicts — rpndbFi ndByCon-
flicts()
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#include <rpmrpmib. h>
#i ncl ude <rpnt dbi ndex. h>

i nt rpmdbFi ndByConflicts(rpnmdb db,

char * conflicts,
dbi | ndexSet * mat ches);

This function searches the RPM database specified by db for the packages which conflict with the
conflictsinformation specified by conf | i ct s. It returns matching recordsin mat ches.

This function returns the following status values:

» -1— Anerror occurred reading a database record.
* 0— The search completed normally.

e 1 — The search term was not found.

Package Manipulation

These functions perform the operations most RPM users are familiar with. Functions that install and
erase packages are here, along with afew related lower-level support functions.

Install Source Package File —r pm nst al | Sour cePackage()

#include <rpmrpmib. h>

i nt rpm nstall SourcePackage(char * root,
int fd,
char ** specFil e,
rpmNot i f yFunction notify,
char * | abel Format);

This function installs the source package file specified by f d. If r oot isnot NULL, it is prepended
to the variables RPMVAR_SOURCEDIR and RPMVAR_SPECDIR prior to the actua installation.
If specFil e is not NULL, the complete path and filename of the just-installed spec file is re-
turned.

Thenot i fy parameter is used to specify a progress-tracking function that will be called during the
installation. Please refer to the section called “ Track Package Installation Progress — r pniNot i -

fyFuncti on() " for moreinformation on this parameter.

Thel abel For mat parameter can be used to specify how the package label should be formatted. It
is used when printing the package label once the package install is ready to proceed. If | abel -

f or mat isNULL, the package label is not printed.

This function returns the following status values:

* 0— The source package was installed successfully.
» 1— The source package file contained incorrect magic numbers.

e 2— Another type of error occurred.
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Install Binary Package File —r pm nst al | Package()

#i nclude <rpm rpmib. h>

i nt rpm nstall Package(char * rootdir,
rpndb db,
int fd,
char * prefix,
int flags,
rpmNoti f yFunction notify,
char * | abel For mat,
char * netsharedPath);

This function installs the binary package specified by f d. If a path is specified in r oot di r, the
package will be installed with that path acting as the root directory. If a path is specified in
prefi x, it will be used as the prefix for relocatable packages. The RPM database specified by db
is updated to reflect the newly installed package.

The f | ags parameter is used to control the installation behavior. The flags are defined in r pm
['i b. h and take the form RPMINSTALL_xxx, where xxx isthe name of the flag.

The following flags are currently defined:

* RPMINSTALL_REPLACEPKG — Install the package even if it is already installed.

* RPMINSTALL_REPLACEFILES — Install the package even if it will replace files owned by
another package.

e RPMINSTALL_TEST — Perform al install-time checks, but do not actually install the pack-
age.

* RPMINSTALL_UPGRADE — Ingtall the package, and remove al older versions of the pack-
age.

* RPMINSTALL UPGRADETOOLD — Install the package, even if the package is an older ver-
sion of an already-installed package.

e RPMINSTALL_NODOCS— Do not install the package's documentation files.

* RPMINSTALL_NOSCRIPTS — Do not execute the package's install- and erase-time (in the
case of an upgrade) scripts.

e RPMINSTALL_NOARCH — Do not perform architecture compatibility tests.

* RPMINSTALL_NOOS— Do not perform operating system compatibility tests.

Thenot i fy parameter is used to specify a progress tracking function that will be called during the
installation. Please refer to the section called “ Track Package Installation Progress — r pmNot i -
fyFuncti on() ” for moreinformation on this parameter.

The | abel For mat parameter can be used to specify how the package label should be formatted.
This information is used when printing the package label once the package install is ready to pro-
ceed. It is used when printing the package label once the package install is ready to proceed. If | a-
bel f or mat isNULL, the package label is not printed.

The net shar edPat h parameter is used to specify that part of the local filesystem that is shared
with other systems. If there is more than one path that is shared, the paths should be separated with a
colon.
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This function returns the following status values:

* 0— Thebinary package was installed successfully.
* 1— Thehinary package file contained incorrect magic numbers.

» 2— Another type of error occurred.

Track Package Installation Progress — r pniNot i f yFuncti on()

#i nclude <rpmrpnmib. h>

typedef void (*rpnNotifyFunction)(const unsigned | ong anmount,
const unsigned long total);

A function can be passed to r pm nst al | Sour cePackage or r pil nst al | Package viathe
not i fy parameter. The function will be called at regular intervals during the installation, and will
have two parameters passed to it:

1. anmount — The number of bytes of theinstall that have been completed so far.
2. total — Thetota number of bytesthat will beinstalled.

This function permits the creation of a dynamically updating progress meter during package installa-
tion.

Remove Installed Package — r pnRenovePackage()

#i nclude <rpmrpnmib. h>

i nt rpnmRenmovePackage(char * root,
rpndb db,
unsi gned int offset,
int flags);

This function removes the package at record number of f set in the RPM database specified by db.
If r oot is specified, it is used as the path to a directory that will serve as the root directory while
the package is being removed.

The f | ags parameter is used to control the package remova behavior. The flags that may be

passed are defined in r pm i b. h, and are of the form RPMUNINSTALL_ xxXx, where xxx is the

name of the flag.

The following flags are currently defined:

* RPMUNINSTALL_TEST — Perform all erase-time checks, but do not actually remove the
package.

* RPMUNINSTALL_NOSCRIPTS — Do hot execute the package's erase-time scripts.
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This function returns the following status values:

* 0— The package was removed successfully.

e 1— The package removal failed.

Package And File Verification

The functions in this section perform the verification operations necessary to ensure that the files
comprising a package have not been modified since they were installed.

Verification takes place on three distinct levels:

1. Onthefile-by-filelevel.
2. On apackage-wide level, through the use of the % verifyscript verification script.

3. On aninter-package level, through RPM's normal dependency processing.

Because of this, there are two functions to perform each specific verification operation.

Verify File —rpmVeri fyFi | e()

#i nclude <rpm rpmib. h>
#i ncl ude <rpnf header. h>

int rpnmverifyFile(char * root,
Header h,
int filenum
int * result);

This function verifies the f i | enunith file from the package whose header is h. If r oot is spe-
cified, it is used as the path to a directory that will serve as the root directory while the file is being
verified. The results of the file verification are returned in resul t, and consist of a number of
flags. Each flag that is set indicates a verification failure.

The flags are defined in r pml i b. h, and are of the form RPMVERIFY _xxx, where xxx is the
name of the data that failed verification.

This function returns 0 on success, and 1 on failure.

Execute Package's %verifyscript Verification Script — r pn\Veri -
fyScript ()

#i nclude <rpmrpnmib. h>
#i ncl ude <rpm header. h>

int rpnmVerifyScript(char * root,
Header h,
int err);
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This function executes the % verifyscript verification script for the package whose header ish. err
must contain avalid file descriptor. If r pr sVer bose() returnstrue, the % verifyscript verifica-
tion script will direct all status messagestoerr .

This function returns 0 on success, 1 on failure.

Dependency-Related Operations

The functions in this section are used to perform the various dependency-related operations suppor-
ted by rpmlib.

Dependency processing is entirely separate from normal package-based operations. The package in-
stallation and removal functions do not perform any dependency processing themselves. Therefore,
dependency processing is somewhat different from other aspects of rpmlib's operation.

Dependency processing centers around the rpmDependencies data structure. The operations that are
to be performed against the RPM database (adding, removing, and upgrading packages) are per-
formed against this data structure, using functions that are described below. These functions smply
populate the data structure according to the operation being performed. They do not perform the ac-
tual operation on the package. Thisis an important point to keep in mind.

Once the data structure has been completely populated, a dependency check function is called to de-
termine if there are any dependency-related problems. The result is a structure of dependency con-
flicts. This structure, rpmDependencyConflict, isdefinedinr pml i b. h.

Note that it is necessary to free both the conflicts structure and the rpmDependencies structure when
they are no longer needed. However, f r ee() should not be used — specia functions for this are
provided, and will be discussed in this section.

Create a New Dependency Data Structure — r pndepDependen-
ci es()

#include <rpmrpnmib. h>
r pnDependenci es r pndepDependenci es(rpndb db);

This function returns an initialized rpmDependencies structure. The dependency checking to be
done will be based on the RPM database specified in the db parameter. If this parameter is NULL,
the dependency checking will be done as if an empty RPM database was being used.

Add a Package Install To the Dependency Data Structure — r pm
depAddPackage()

#include <rpm rpmib. h>
#i ncl ude <rpm header. h>

voi d rprdepAddPackage( r pnDependenci es rpndep,
Header h);

This function adds the installation of the package whose header is h, to the romDependencies data
structure, r pndep.
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Add a Package Upgrade To the Dependency Data Structure —
r pnrdepUpgr adePackage()

#include <rpmrpmib. h>
#i ncl ude <rpm header. h>

voi d rpndepUpgr adePackage(r pnmDependenci es rpndep,
Header h);

This function adds the upgrading of the package whose header is h, to the romDependencies data
structure, r pndep. Itissimilar tor prdepAddPackage() , but older versions of the package are
removed.

Add a Package Removal To the Dependency Data Structure —
r pnrdepRenobvePackage()

#include <rpmrpnmib. h>

voi d rpndepRenovePackage(r pnDependenci es rpndep,
i nt dboffset);

This function adds the removal of the package whose RPM database offset is dbof f set , to the rp-
mDependencies data structure, r pndep.

Add an Available Package To the Dependency Data Structure —
r pndepAvai | abl ePackage()

#i nclude <rpm rpmib. h>
#i ncl ude <rpm header. h>

voi d rpndepAvai | abl ePackage(r pnmDependenci es rpndep,

Header h,
void * key);

This function adds the package whose header is h, to the rpmDependencies structure, r pndep.
The key parameter can be anything that uniquely identifies the package being added. It will be re-

turned as part of the romDependencyConflict structure returned by r pnrdepCheck() , specifically
inthat structure'ssuggest edPackage eement.

Perform a Dependency Check — r pndepCheck()

#i nclude <rpm rpnmib. h>

i nt rpndepCheck(r pnDependenci es rpndep,
struct rpnDependencyConflict ** conflicts,
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int * nunConflicts);

This function performs a dependency check on the rpomDependencies structure r pndep. It returns
an array of sizenuntConf | i cts, pointedtoby conflicts.

This function returns 0 on success, and 1 on error.

Free Results of r pndepCheck() — r pndepFreeConflicts()

#include <rpmrpmib. h>

voi d rpndepFreeConflicts(struct rpnDependencyConflict * conflicts,
i nt numConflicts);

This function frees the dependency conflict information of size nunConf | i cts pointed to by
conflicts.

Free a Dependency Data Structure — r pndepDone()

#i nclude <rpmrpnmib. h>
voi d rprndepDone(r pnDependenci es rpndep) ;

This function frees the rpmDependencies structure pointed to by r pndep.

Diagnostic Output Control

The functions in this section are used to control the amount of diagnostic output produced by other
rpmlib functions. The rpmlib library can produce a wealth of diagnostic output, making it easy to
see what isgoing on at any given time.

There are several different verbosity levels defined inr pr i b. h. Their symbolic names are of the
form RPMMESS_xxx, where xxx isthe name of the verbosity level. It should be noted that the nu-
meric values of the verbosity levels increase with a decrease in verbosity.

Unless otherwise set, the default verbosity level isRPMMESS NORMAL.

Increase Verbosity Level —r pm ncr easeVer bosi ty()

#i nclude <rpmrpnmib. h>

voi d rpm ncreaseVerbosity(void);

This function is used to increase the current verbosity level by one.

Set Verbosity Level — r pnSet Ver bosi t y()
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#include <rpmrpmib. h>
voi d rpntet Verbosity(int |evel);

This function is used to set the current verbosity level to | evel . Note that no range checking is
donetol evel .

Return Verbosity Level — r pniGet Ver bosi t y()

#i nclude <rpmrpnmib. h>
i nt rpmCet Verbosity(void);

This function returns the current verbosity level.

Check Verbosity Level — r pm sVer bose()

#include <rpmrpmib. h>

i nt rpm sVerbose(void);

This function checks the current verbosity level and returns 1 if the current level is set to
RPMMESS VERBOSE or alevel of higher verbosity. Otherwise, it returns 0.

Check Debug Level — r pm sDebug()

#i nclude <rpmrpnmib. h>
i nt rpm sDebug(void);

This function checks the current verbosity level and returns 1 if the current level is set to
RPMMESS DEBUG, or alevel of higher verbosity. Otherwise, it returns 0.

Signature Verification

The functions in this section deal with the verification of package signatures. A package file may
contain more than one type of signature. For example, a package may contain a signature that con-
tains the package's size, as well as a signature that contains cryptographically-derived data that can
be used to prove the package's origin.

Each type of signature has its own tag value. These tag values are defined inr pm i b. h and are of
the form RPMSIGTAG_xxX, where xxx isthe type of signature.

Verify A Package File's Signature — r pnmer i f ySi gnat ur e()
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#include <rpmrpmib. h>

int rpmverifySignature(char *file,
i nt_32 sigTag,
void *sig,
i nt count,
char *result);

This function verifies the signature of the package pointed to by f i | e. The result of the verification
isstoredinr esul t, inaformat suitable for printing.

The si gTag parameter specifies the type of signature to be checked. The si g parameter specifies
the signature against which the package is to be verified. The count parameter specifies the size of
the signature; at present, this parameter is only used for PGP-based signatures.

This function returns the following values:

e RPMSIG_OK — The signature verified correctly.
* RPMSIG_UNKNOWN — The signature type is unknown.
e RPMSIG_BAD — The signature did not verify correctly.

* RPMSIG_NOKEY — Thekey required to check this signatureis not available.

Free Signature Read By rpnReadPackagelnfo() — rpm
FreeSi gnat ur e()

#include <rpm rpmib. h>
#i ncl ude <rpm header. h>

voi d rpnFreeSi gnat ur e( Header h);

This function frees the signature h.

Header Manipulation

The header is one of the key data structures in rpmlib. The functions in this section perform basic
manipulations of the header.

The header is actually a data structure. It is not necessary to fully understand the actual data struc-
ture. However, it is necessary to understand the basic concepts on which the header is based.

The header serves as a kind of miniature database. The header can be searched for specific informa-

tion, which can be retrieved easily. Like a database, the information contained in the header can be
of varying sizes.

Read A Header — header Read()

#i nclude <rpmrpnmib. h>
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#i ncl ude <rpmn header. h>

Header header Read(int fd,
int nmagicp);

This function reads a header from file f d, converting it from network byte order to the host system's
byte order. If magi cp is defined to be HEADER_MAGIC _YES, header Read() will expect
header magic numbers, and will return an error if they are not present. Likewise, if magi cp is
defined to be HEADER_MAGIC_NO, header Read() will not check the header's magic num-
bers, and will return an error if they are present.

On error, this function returns NULL.

Write A Header — header Wi te()

#i nclude <rpmrpmib. h>
#i ncl ude <rpm header. h>

voi d headerWite(int fd,
Header h,
i nt magicp);

This function writes the header h, to file f d, converting it from host byte order to network byte or-
der. If magi cp is defined to be HEADER_MAGIC_YES, header Wit e() will add the appro-
priate magic numbers to the header being written. If magi cp is defined to be HEAD-
ER_MAGIC_NO, header Wi t e() will not include magic numbers.

Copy A Header — header Copy/()

#include <rpmrpmib. h>
#i ncl ude <rpnf header. h>

Header header Copy(Header h);

This function returns a copy of header h.

Calculate A Header's Size — header Si zeof ()

#i nclude <rpmrpmib. h>
#i ncl ude <rpm header. h>

unsi gned i nt header Si zeof (Header h,
i nt magicp);

This function returns the number of bytes the header h takes up on disk. Note that in versions of
RPM prior to 2.3.3, this function also changes the location of the data in the header. The result is
that pointers from header Get Ent r y() will no longer be valid. Therefore, any pointers acquired
before calling header Si zeof () should be discarded.
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Create A New Header — header New()

#i nclude <rpm rpmib. h>
#i ncl ude <rpm header. h>

Header header New(voi d);

This function returns a new header.

Deallocate A Header — header Free()

#include <rpm rpmib. h>
#i ncl ude <rpnf header. h>

voi d header Free( Header h);

This function deallocates the header specified by h.

Print Header Structure In Human-Readable Form — header -
Dunp()

#include <rpmrpmib. h>
#i ncl ude <rpnf header. h>

voi d header Dunp( Header h,
FILE *f,
int flags);

This function prints the structure of the header h, to thefilef . If thef | ags parameter is defined to
be HEADER_DUMP_INLINE, the header's datais also printed.

Header Entry Manipulation

The functions in this section provide the basic operations necessary to manipulate header entries.
The following header entry types are currently defined:

* RPM_NULL_TYPE — Thistypeis not used.

» RPM_CHAR_TYPE — The entry contains a single character.

 RPM_INT8_TYPE — Theentry contains an eight-bit integer.

* RPM_INT16_TYPE — The entry contains a sixteen-bit integer.

* RPM_INT32_TYPE — The entry contains a thirty-two-bit integer.

« RPM_INT64 _TYPE — The entry contains a sixty-four-bit integer.
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e RPM_STRING_TYPE — The entry contains a null-terminated character string.
 RPM_BIN_TYPE — The entry contains binary data that will not be interpreted by rpmlib.

e RPM_STRING _ARRAY_TYPE — Theentry contains an array of null-terminated strings.

Get Entry From Header — header Get Ent ry()

#include <rpm rpmib. h>
#i ncl ude <rpm header. h>

i nt header Get Ent ry( Header h,
int_ 32 tag,
int 32 *type,
void **p,
int_32 *c);

This function retrieves the entry matching t ag from header h. The type of the entry is returned in
t ype, apointer to the dataisreturned in p, and the size of the datais returned in c. Botht ype and
¢ may be null, in which case that data will not be returned. Note that if the entry type is
RPM_STRING_ARRAY_TYPE, you must issueaf r ee() onp when done with the data.

This function returns 1 on success, and O on failure.

Add Entry To Header — header AddEnt ry()

#include <rpm rpmib. h>
#i ncl ude <rpm header. h>

i nt header AddEnt r y( Header h,
int_ 32 tag,
int_ 32 type,
void *p,
int_32 c);

This function adds a new entry to the header h. The entry's tag is specified by the t ag parameter,
and the entry's type is specified by thet ype parameter.

The entry's datais pointed to by p, and the size of the datais specified by c.

This function always returns 1.

Note: In versions of RPM prior to 2.3.3, header AddEnt ry() will only work successfully with
headers produced by header Copy() and header New() . In particular, header AddEnt ry()

is not supported when used to add entries to a header produced by header Read() . Later versions
of RPM lift thisrestriction.

Determine If Entry Is In Header — header | sEntry()

#include <rpm rpmib. h>
#i ncl ude <rpm header. h>
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i nt header|sEntry(Header h,
int_32 tag);

This function returns 1 if an entry with tag t ag is present in header h. If the tag is not present, this
function returns 0.

Header Iterator Support

Iterators are used as a means to step from entry to entry, through an entire header. The functionsin
this section are used to create, use, and free iterators.

Create an lterator — header I nitlterator ()

#i nclude <rpm rpmib. h>
#i ncl ude <rpm header. h>

Header | terator headerlnitlterator(Header h);

This function returns a newly-created iterator for the header h.

Step To the Next Entry — header Next [ terat or ()

#i nclude <rpm rpmib. h>
#i ncl ude <rpm header. h>

i nt headerNextlterator(Headerlterator iter,
int_32 *tag,
int_32 *type,
voi d **p,
int_32 *c);

This function steps to the next entry in the header specified when the iterator i t er was created with
header | nitlterator().Thenextentry'stag, type, data, and size arereturned int ag, t ype,
p, and c, respectively. Note that if the entry type is RPM_STRING_ARRAY_TYPE, you must is-
sueafree() onp when done with the data.

This function returns 1 if successful, and O if there are no more entriesin the header.

Free An Iterator — header Freel terat or ()

#include <rpm rpmib. h>
#i ncl ude <rpm header. h>

voi d headerFreelterator(Headerlterator iter);

This function frees the resources used by theiteratori t er .

310



A Guideto the RPM Library AP

Example Code

In this section, we'll study example programs that make use of rpmlib to perform an assortment of
commonly-required operations.

Example #1

In this example, we'll use a number of rpmlib's header manipulation functions.

#i ncl ude <errno. h>
#i ncl ude <fcntl. h>
#i ncl ude <stdi o. h>
#i ncl ude <unistd. h>
#i ncl ude <string. h>

#i

nclude <rpnfrpmib. h>

Herewe'veincluded r pri i b. h, whichis necessary for al programs that use rpmlib.

voi d main(int argc, char ** argv)

Headerlterator iter;
Header h, sig;
int_ 32 itertag, type, count;
void **p = NULL;
char *bl at her;
char * nane;

int fd, stat;

Here we've defined the program's storage. Note in particular the Headerlterator, Header, and int_32
datatypes.

if (argc == 1) {
fd

= O'
} else {
} fd = open(argv[1], O RDONLY, 0644);
if (fd <0) {
perror("open");
| exit(1);

Standard stuff here. The first argument is supposed to be an RPM package file. It is opened here. If
thereis no argument on the command line, the program will use stdin instead.

stat = rpnmReadPackagel nfo(fd, &sig, &h);
if (stat) {
fprintf(stderr,
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"rpnmReadPackagel nfo error status: %\ n%\n",
stat, strerror(errno));
exit(stat);

Here things start to get interesting! The signature and headers are read from package file that was
just opened. If you noticed above, we've defined si g and h to be of type Header. That means we
can use rpmlib's header-related functions on them. After alittle bit of error checking, and it'stimeto
move on...

header Get Entry(h, RPMIAG _NAME, &type, (void **) &name, &count);
i f (headerlsEntry(h, RPMIAG PREIN))
printf("There is a preinstall script for %\n", nane);

i f (headerlsEntry(h, RPMIAG POSTIN)) {
printf("There is a postinstall script for %\n", nane);

Now that we have the package's header, we get the package name (specified by the RP-
MTAG_NAME above). Next, we see if the package has pre-instal (RPMTAG_PREIN) or post-
install (RPMTAG_POSTIN) scripts. If there are, we print out a message, along with the package
name.

printf("Dunping signatures...\n");
header Dunp(si g, stdout, 1);

r pnfreeSi gnat ure(sig);

Turning to the other Header structure we've read, we print out the package's signatures in human-
readable form. When we're done, we free the block of signatures.

printf("lterating through the header...\n");

iter = headerlnitlterator(h);

Here we set up an iterator for the package's header. This will allow us to step through each entry in
the header.

whi l e (headerNextlterator(iter, & tertag, &ype, p, &ount)) {
switch (itertag) {
case RPMIAG_SUVMVARY:

bl at her = *p;
printf("The Summary: %\n", bl ather);
br eak;

case RPMIAG _Fl LENAMES:
printf("There are % files in this package\n", count);
br eak;
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This loop uses header Next | t er at or () to return each entry's tag, type, data, and size. By us-
ing a switch statement on the tag, we can perform different operations on each type of entry in the
header.

}

header Freelterator(iter);

header Free(h);

This is the housecleaning section of the program. First we free the iterator that we've been using,
and finally the header itself. Running this program on a package gives us the following output:

# ./dunmp amanda-client-2.3.0-2.i386.rpm

There is a postinstall script for amanda-client
Dunpi ng signatures...

Entry count: 2

Data count : 20

CT TAG TYPE OFSET COUNT
Entry : 000 (1000) NAME I NT32_TYPE 0x00000000 00000001
Data: 000 0x00029f5d (171869)
Entry 001 (1003) SERI AL Bl N_TYPE 0x00000004 00000016

Data: 000 27 01 f9 97 d8 2c 36 40
Data: 008 c6 4a 91 45 32 13 d1 62
Iterating through the header...

The Sunmary: Cient-side Amanda package
There are 11 files in this package

#

Example #2

This example delves a bit more into the database-related side of rpmlib. After initializing rpmlib's
variables by reading the appropriate r pnr ¢ files, the code traverses the database records, looking
for a specific package. That package's header is then dumped in its entirety.

#i ncl ude <errno. h>
#i ncl ude <fcntl. h>
#i ncl ude <stdi o. h>
#i ncl ude <string. h>
#i ncl ude <unistd. h>
#i ncl ude <stdlib. h>

#i

ncl ude <rpnfrpmib. h>

As before, thisisthe normal way of including all of rpmlib's definitions.
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void main(int argc, char ** argv)

{
Header h;

int offset;

i nt dspBl ockNum = 0; /* default to all */
i nt bl ockNum = 0;

int_32 type, count;

char * nane;

rpndb db;

Here are the data declarations. Note the declaration of db: thisis how we will be accessing the RPM
database.

printf("The database path is: %\n",
r pniGet Var ( RPMWAR _DBPATH) ? rpnet Var (RPM DBPATH) : "(none)");

r ppReadConfi gFi | es(NULL, NULL, NULL, 0);

printf("The database path is: %\n",
r pnicet Var (RPMWAR_DBPATH) ? rpnet Var (RPM_DBPATH) : "(none)");

Before opening the RPM database, it's necessary to know where the database resides. This informa-
tion is stored in r pnr ¢ files, which are read by r pnReadConf i gFi | es() . To show that this
function isreally doing its job, we retrieve the RPM database path before and after the r pnr ¢ files
areread. Note that we test the return value of r pnGet Var ( RPM_DBPATH) and, if itisnull, wein-
sert (none) intheprintf () output. This prevents possible core dumps if no database path has
been set, and besides, it's more user-friendly.

if (rpmdbOpen("", &db, O RDONLY, 0644) != 0)
fprintf(stderr, "cannot open /var/lib/rpnl packages.rpmn");
exit(1);

Here we're opening the RPM database, and doing some cursory error checking to make sure we
should continue.

of fset = rpmdbFi rst RecNunm( db) ;

We get the offset of the first database record...

while (of fset) {

h = rpmdbGet Record(db, offset);
if (!'h)

fprintf(stderr, "headerRead failed\n");
exit(1);
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Here we start awhile loop based on the record offset. Aslong as there is a non-zero offset (meaning
that there is till an available record), we get the record. If there's a problem getting the record, we
exit.

header Get Entry(h, RPMIAG NAME, &type, (void **) &name, &count);
if (strcnp(nanme, argv[1l]) == 0)
header Dunmp(h, stdout, 1);

Next, we get the package name entry from the record, and compare it with the name of the package
we'reinterested in. If it matches, we dump the contents of the entire record.

header Free(h);
of fset = rprmdbNext RecNun(db, offset);

At the end of the loop, we free the record, and get the offset to the next record.

r pndbC ose(db) ;

At the end, we close the database, and exit.

Here's the program'’s output, edited for brevity. Notice that the database path changes from ( nul 1)
to/ var/li b/ r pmafter ther pnr c filesareread.

# ./showdb ananda-cli ent

The dat abase path is: (null)

The dat abase path is: /var/lib/rpm
Entry count: 37

Data count : 5219

CT TAG TYPE OFSET COUNT

Entry : 000 (1000) NAME STRI NG_TYPE 0x00000000 00000001
Dat a: 000 ananda-cli ent

Entry : 001 (1001) VERSI ON STRI NG _TYPE 0x0000000e 00000001
Data: 000 2.3.0

Entry : 002 (1002) RELEASE STRI NG_TYPE 0x00000014 00000001
Data: 000 7

Entry : 003 (1004) SUMVARY STRI NG _TYPE 0x00000016 00000001
Data: 000 Cient-side Ananda package

Entry : 004 (1005) DESCRI PTI ON STRI NG_TYPE 0x00000031 00000001

Entry : 017 (1027) FILENAMES  STRI NG_ARRAY_TYPE 0x00000df 3 00000015

Dat a: 000 /usr/doc/amanda-client-2.3.0-7
Dat a: 001 /usr/doc/amanda-client-2.3.0-7/ COPYRI GHT
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Entry

Dat a:
Dat a:
Dat a:
Dat a:
Dat a:

Dat a:
Dat a:
Dat a:
Dat a:
Dat a:
Dat a:

002
003
004
005
006

034
000
001
002
003
004
005

/usr/ doc/ amanda-cl i ent - 2.
/usr/ doc/ amanda-cl i ent - 2.
/usr/ doc/ amanda-cl i ent - 2.
/usr/ doc/ amanda-cli ent - 2.
/usr/ doc/ amanda-cl i ent - 2.

WWwWwww

. 0-7/ 1 NSTALL

. 0- 7/ READVE

. 0- 7/ SYSTEM NOTES

. 0- 7/ WHATS. NEW

. 0-7/ amanda- cl i ent . READIVE

(1049) REQUI RENAME STRI NG ARRAY_TYPE 0x0000141c 00000006

libc.so.5
l'i bdb. so. 2
grep

sed
NetKit-B
dunp

As can be seen, everything that you could possibly want to know about an installed package is avail-
able using this method.

Example #3

This example is similar in function to the previous one, except that it uses rpmlib's search functions
to find the desired package record:

#i
#i
#i

#i
#i

#i

ncl ude <errno. h>
ncl ude <fecntl. h>
ncl ude <stdi o. h>

i ncl ude <string. h>

ncl ude <uni std. h>
nclude <stdlib. h>

ncl ude <rpnirpmib. h>

Here we include rpmlib's definitions.

void main(int argc, char ** argv)

{

Header

int stat;
rpndb db;

dbi | ndexSet

mat ches;

Here are the storage declarations.

if (argc !'= 2)

{
fprintf(stderr,

exit(1);

"showdb2 <search ternp\n");

r ppReadConfi gFi | es( NULL, NULL, NULL, 0);

if (rpmdbOpen("", &db, O RDONLY, 0644)

fprintf(stderr,

1= 0)

"cannot open /var/lib/rpmn packages.rpmn");
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exit(1l);

In this section, we do some argument processing, processing the r pnr ¢ files, and open the RPM
database.

stat = rpndbFi ndPackage(db, argv[1], &matches);
printf("Status is: %\ n", stat);
if (stat ==
if (matches.count) {
printf("Nunmber of matches: %\ n", matches. count);
h = rpndbGet Record(db, matches.recs[0].recOfset);
if (h) headerDunp(h, stdout, 1);
header Free(h);
dbi Fr eel ndexRecor d( mat ches) ;

In this section we use r pndbFi ndPackage() to search for the desired package. After checking
for successful status, the count of matching package records is checked. If there is at least one
match, the first matching record is retrieved, and dumped. Note that there could be more than one
match. Although this example doesn't dump more than the first matching record, it would be simple
to access all matches by stepping through the matches.recs array.

Once we're done with the record, we freeit, aswell as the list of matching records.

r pndbCl ose(db);

The last thing we do before exiting is to close the database. Here's some sample output from the pro-
gram. Note the successful status, and the number of matches printed before the dump:

# ./showdb2 rpm

Status is: O

Nurmber of nmatches: 1
Entry count: 37

Data count : 2920

CT TAG TYPE OFSET COUNT

Entry : 000 (1000) NAME STRI NG_TYPE 0x00000000 00000001
Data: 000 rpm

Entry : 001 (1001) VERSI ON STRI NG_TYPE 0x00000004 00000001
Data: 000 2.2.9

Entry : 002 (1002) RELEASE STRI NG_TYPE 0x0000000a 00000001
Data: 000 1

Entry : 003 (1004) SUMVARY STRI NG_TYPE 0x0000000c 00000001

Data: 000 Red Hat Package Manager

Entry : 034 (1049) REQUI RENAVE STRI NG _ARRAY _TYPE 0x00000b40 00000003
Data: 000 libz.so.1
Data: 001 |ibdb.so.2
Data: 002 |libc.so.5

Entry : 035 (1050) REQUI REVERSI ON STRI NG_ARRAY_TYPE 0x00000b5f 00000003
Dat a: 000
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Dat a: 001
Dat a: 002

Entry : 036 (1064) RPMWERSI ON STRI NG_TYPE 0x00000b62 00000001
Data: 000 2.2.9
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Appendix A. Format of the RPM File
RPM File Naming Convention

While RPM will run just as well if a package file has been renamed, when the packages are created
during RPM's build process, they follow a specific naming convention. The convention is:

name-ver si on-rel ease. architecture.rpm

where:

* nane isaname describing the packaged software.
e ver si on istheversion of the packaged software.
* rel ease isthe number of timesthisversion of the software has been packaged.

e architecture isashorthand name describing the type of computer hardware the packaged
software is meant to run on. It may also be the string sr ¢, or nosr ¢. Both of these strings in-
dicate the file is an RPM source package. The nosr ¢ string means that the file contains only
package building files, while the st ¢ string means the file contains the necessary package build-
ing files and the software's source code.

A few notes are in order. Normally, the package name is taken verbatim from the packaged soft-
ware's name. Occasionally, this approach won't work — usually this occurs when the software is
split into multiple "subpackages,” each supporting a different set of functions. An example of this
situation would be the way ncur ses was packaged on Red Hat Linux Linux. The package incor-
porating ncur ses basic functionality was called ncur ses, while the package incorporating those
parts of ncur ses' program development functionality was named ncur ses- devel .

The version number is normally taken verbatim from the package's version. The only restriction
placed on the version is that it cannot contain adash - .

The release can be thought of as the package's version. Traditionally it is a humber, starting at 1,
that shows how many times the packaged software, at a given version, has been built. Thisis tradi-
tion and not a restriction, however. Like the version number, the only restriction is that dashes are
not allowed.

The architecture specifier is a string that indicates what hardware the package has been built for.
There are a number of architectures defined:

* 1386 — ThelIntel x86 family of microprocessors, starting with the 80386.

e al pha — The Digital Alpha/AXP series of microprocessors.

* spar c — Sun Microsystems SPARC series of chips.

e m ps — MIPS Technologies' processors.

* ppc — The Power PC microprocessor family.

e 68k — Motorola's 68000 series of CISC microprocessors.

« SA — Equivaent to "MIPS".
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This list will amost certainly change. For the most up-to-date list, please refer to the file /
usr/ i b/ rpnrc. It contains information used internally by RPM, including alist of architectures
and equivalent code numbers.

RPM File Format

While the following details concerning the actual format of an RPM package file were accurate at
the time this was written, three points should be kept in mind:

1. Thefileformat is subject to change.

2. If apackage file is to be manipulated somehow, you are strongly urged to use the appropriate
rpmlib routines to access the package file. Why? See point number 1!

3. This appendix describes the most recent version of the RPM file format: version 3. The file(1)
utility can be used to see a package's file format version.

With those caveats out of the way, let's take alook inside an RPM file...

Parts of an RPM File

Every RPM package file can be divided into four distinct sections. They are:

* Thelead.
e Thesignature.
» The header.

* Thearchive.

Package files are written to disk in network byte order. If required, RPM will automatically convert
to host byte order when the package file is read. Let's take alook at each section, starting with the
lead.

The Lead

The lead is the first part of an RPM package file. In previous versions of RPM, it was used to store
information used internally by RPM. Today, however, the lead's sole purpose is to make it easy to
identify an RPM package file. For example, the file(1) command uses the lead. 1 All the information
contained in the lead has been duplicated or superseded by information contained in the header. 2

RPM defines a C structure that describes the lead:

struct rpmead {
unsi gned char magic[4];
unsi gned char major, m nor
short type;
short archnum
char nane[ 66];
short osnum
short signature_type;
char reserved[16];

1 Please refer to the section called “ Identifying RPM files with the file(1) command ” for a discussion on identifying RPM package files
with the file command.
2 The header is discussed in the section called “ The Header”.
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Let's take a look at an actual package file and examine the various pieces of data that make up the
lead. In the following display, the number to the left of the colon is the byte offset, in hexadecimal,
from the start of the file. The eight groups of four characters show the hex value of the bytes in the
file — two bytes per group of four characters. Finally, the characters on the right show the ASCII
values of the data bytes. When a data byte's value results in a non-printable character, adot (".") is
inserted instead. Here are the first thirty-two bytes of a package file— in this case, the package file
rpm2.2.1-1.i 386.rpm

00000000: edab eedb 0300 0000 0001 7270 6d2d 322e .......... rpm2.
00000010: 322e 312d 3100 0000 0000 0000 0000 0000 2.1-1...........

The first four bytes (edab eedb) are the magic values that identify the file as an RPM package
file. Both the file command and RPM use these magic numbers to determine whether afile is legit-
imate or not.

The next two bytes (0300) indicate RPM file format version. In this case, the file's major version
number is 3, and the minor version number is 0. Versions of RPM later than 2.1 create version 3.0
packagefiles.

The next two bytes (0000) determine what type of RPM file the file is. There are presently two
types defined:

» Binary packagefile (type=0000)

» Source packagefile (type=0001)

In this case, thefile isabinary packagefile.

The next two bytes (0001) are used to store the architecture that the package was built for. In this
case, the number 1 refers to the 1386 architecture. 3 In the case of a source package file, these two
bytes should be ignored, as source packages are not built for a specific architecture.

The next sixty-six bytes (starting with 7270 6d2d) contain the name of the package. The name

must end with a null byte, which leaves sixty-five bytes for RPM's usual name-version-release-style
name. In this case, we can read the name from the right side of the output:

rpmz2.2.1-1

Since the name r pm 2. 2. 1- 1 is shorter than the sixty-five bytes allocated for the name, the
leftover bytes are filled with nulls.

Skipping past the space allocated for the name, we see two bytes (0001):

00000040: 0000 0000 0000 0000 0000 0000 0001 0005 ................
00000050: 0400 0000 24el ffbf 6bb3 0008 00e6 ffbf ....$. ..k.......

3 It should be noted that the architecture used internally by RPM is actually stored in the header. Thisvalueisstrictly for file(1)'s use.
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These bytes represent the operating system for which this package was built. In this case, 1 equals
Linux. As with the architecture-to-number trandations, the operating system and corresponding
code numbers can be found in thefile, / usr/1'i b/ rpnrc.

The next two bytes (0005) indicate the type of signature used in the file. A type 5 signature is new
to version 3 RPM files. The signature appears next in the file, but we need to discuss an additional
detail before exploring the signature.

Wanted: A New RPM Data Structure

By looking at the C structure that defines the lead, and matching it with the bytesin an actual pack-
agefile, it'strivial to extract the data from the lead. From a programming standpoint, it's also easy to
manipulate data in the lead — It's simply a matter of using the element names from the structure.
But there's a problem. And because of that problem the lead is no longer used internally by RPM.

The lead: An Abandoned Data Structure

What's the problem, and why is the lead no longer used by RPM? The answer to these questionsis a
single word: inflexibility. The technique of defining a C structure to access data in a file just isn't
very flexible. Let'slook at an example.

Flip back to the lead's C structure in the section called “ The Lead”. Say, for example, that some soft-
ware comes aong, and it has along name. A very long name. A name so long, in fact, that the 66
bytes defined in the structure element nane just couldn't hold it.

What can we do? Well, we could certainly change the structure such that the name element would

be 100 bytes long. But once a new version of RPM is created using this new structure, we have two
problems:;

1. Any package file created with the new version of RPM wouldn't be able to read older package
formats.
2. Any older version of RPM would be unable to install packages created with the newer version

of RPM.

Not a very good situation! Ideally, we would like to somehow eliminate the requirement that the
format of the data written to a package file be engraved in granite. We should be able to do the fol-
lowing things, all without losing compatibility with existing versions of RPM.

* Add extradatato the file format.

» Changethe size of existing data.

* Reorder the data.

Sounds like a big problem, but there's a solution...

Is There a Solution?

The solution is to standardize the method by which information is retrieved from afile. Thisis done
by creating a well-defined data structure that contains easily searched information about the data,
and then physically separating that information from the data.

When the data is required, it is found by using the easily searched information, which points to the
data itself. The benefits are, that the data can be placed anywhere in the file, and that the format of
the dataitself can change.
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The Solution: The Header Structure

The header structure is RPM's solution to the problem of easily manipulating information in a stand-
ard way. The header structure's sole purpose in life is to contain zero or more pieces of data. A file
can have more than one header structure in it. In fact, an RPM package file has two — the signature,
and the header. It was from this header that the header structure got its name.

There are three sections to each header structure. The first section is known as the header structure
header. The header structure header is used to identify the start of a header structure, its size, and
the number of dataitemsit contains.

Following the header structure header is an area called the index. The index contains one or more in-
dex entries. Each index entry contains information about, and a pointer to, a specific data item.

After the index comes the store. It isin the store that the data items are kept. The datain the store is
packed together as closely as possible. The order in which the data is stored is immaterial — a far
cry from the C structure used in the lead.

The Header Structure in Depth

Let's take a more in-depth look at the actual format of a header structure, starting with the header
structure header:

The Header Structure Header

The header structure header always starts with a three-byte magic number: 8e ad e8. Following
this is a one-byte version number. Next are four bytes that are reserved for future expansion. After
the reserved bytes, there is a four-byte number that indicates how many index entries exist in this
header structure, followed by another four-byte number indicating how many bytes of data are part
of the header structure.

The Index Entry

The header structure's index is made up of zero or more index entries. Each entry is sixteen bytes
longs. The first four bytes contain atag — a numeric value that identifies what type of datais poin-
ted to by the entry. The tag values change according to the header structure's position in the RPM
file. A list of the actual tag values, and what they represent, will be included later in this appendix.

Following the tag, is a four-byte type, which is a numeric value that describes the format of the data
pointed to by the entry. The types and their values do not change from header structure to header
structure. Here is the current list:

* NULL=0
+ CHAR=1
* INT8=2

* INT16=3
* INT32=4
* INT64=5
» STRING=6
* BIN=7

» STRING_ARRAY =8

A few of the data types might need some clarification. The STRING data type is ssimply a null-
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terminated string, while the STRING_ARRAY is a collection of strings. Finally, the BIN data type
is a collection of binary data. Thisis normally used to identify data that is longer than an INT, but
not a printable STRING.

Next is afour-byte offset that contains the position of the data, relative to the beginning of the store.
WEell talk about the store in just a moment.

Finally, there is a four-byte count that contains the number of data items pointed to by the index
entry. There are a few wrinkles to the meaning of the count, and they center around the STRING
and STRING_ARRAY data types. STRING data always has a count of 1, while STRING_ARRAY
data has a count equal to the number of strings contained in the store.

The Store

The store is where the data contained in the header structure is stored. Depending on the data type
being stored, there are some details that should be kept in mind:

* For STRING data, each string is terminated with a null byte.

e For INT data, each integer is stored at the natural boundary for its type. A 64-bit INT is stored
on an 8-byte boundary, a 16-hit INT is stored on a 2-byte boundary, and so on.

* All dataisin network byte order.

With al these details out of the way, let's take alook at the signature.

The Signature

The signature section follows the lead in the RPM package file. It contains information that can be
used to verify the integrity, and optionally, the authenticity of the majority of the package file. The
signature isimplemented as a header structure.

Y ou probably noticed the word, "majority”, above. The information in the signature header structure
is based on the contents of the package file's header and archive only. The data in the lead and the
signature header structure are not included when the signature information is created, nor are they
part of any subsequent checks based on that information.

While that omission might seem to be a weakness in RPM's design, it really isn't. In the case of the
lead, since it is used only for easy identification of package files, any changes made to that part of
the file would, at worst, leave the file in such a state that RPM wouldn't recognize it as a valid pack-
age file. Likewise, any changes to the signature header structure would make it impossible to verify
the file's integrity, since the signature information would have been changed from their original val-
Ues.

Analyzing the Signature Area

Using our new-found knowledge of header structures, let's take a look at the signatures in r pm
2.2.1-1.i386.rpm

00000060: 8ead e801 0000 0000 0000 0003 0000 O0ac ................

The first three bytes (Bead e8) contain the magic number for the start of the header structure. The
next byte (01) is the header structure's version.

As we discussed earlier, the next four bytes (0000 0000) are reserved. The four bytes after that
(0000 0003) represent the number of index entries in the signature section, namely, three. Fol-
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lowing that are four bytes (0000 00ac) that indicate how many bytes of data are stored in the sig-
nature. The hex value 00ac, when converted to decimal, means the storeis 172 bytes long.

Following the first 16 bytesis the index. Each of the three index entries in this header structure con-
sists of four 32-bit integers, in the following order:

° T@

* Type

* Offset

 Count

Let'stake alook at the first index entry:

00000070: 0000 03e8 0000 0004 0000 0000 0000 0001 ................

The tag consists of the first four bytes (0000 03e8), which is 1000 when trandated from hex.
Looking in the RPM source directory at the file | i b/ si gnat ur e. h, we find the following tag
definitions:

#defi ne Sl GTAG S| ZE 1000
#def i ne SI GTAG_MD5 1001
#def i ne Sl GTAG PGP 1002

So the tag we are studying is for asize signature. Let's continue.

The next four bytes (0000 0004) contain the data type. As we saw earlier, data type 4 means that
the data stored for this index entry, is a 32-hit integer. Skipping the next four bytes for a moment,
the last four bytes (0000 0001) are the number of 32-bit integers pointed to by thisindex entry.

Now, let's go back to the four bytes prior to the count (0000 0000). This number is the offset, in
bytes, at which the size signature is located. It has a value of zero, but the question is, zero bytes
from what? The answer, although it doesn't do us much good, is that the offset is calculated from the
start of the store. So first we must find where the store begins, and we can do that by performing a
simple calculation.

First, go back to the start of the signature section. (We've made a copy here so you won't need to flip
from page to page)

00000060: 8ead e801 0000 0000 0000 0003 0000 OOac ................

After the magic, the version, and the four reserved bytes, there is the number of index entries (0000
0003). Since we know that each index entry is sixteen bytes long (four for the tag, four for the type,
four for the offset, and four for the count), we can multiply the number of entries (3) by the number
of bytesin each entry (16), and obtain the total size of the index, which is 48 decimal, or 30 in hex.
Since the first index entry starts at hex offset 70, we can simply add hex 30 to hex 70, and get, in
hex, offset a0. So let's skip down to offset a0, and see what's there:
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000000a0: 0004 4c4f b025 b097 1597 0132 df35 d169 ..LO % ....2.5.i

If we've done our math correctly, the first four bytes (0004 4c4f ) should represent the size of this
file. Converting to decimal, thisis 281,679. Let's take alook at the size of the actudl file:
#1s -al rpm2.2.1-1.i386.rpm
STW- WA - - 1 ed ed 282015 Jul 21 16:05 rpm2.2.

Hmmm, something's not right. Or isit? It looks like we're short by 336 bytes, or in hex, 150. Inter-
esting how that's a nice round hex number, isn't it? For now, let's continue through the remainder of
the index entries, and see if hex 150 pops up elsewhere.

Here's the next index entry. It has a tag of decimal 1001, which is an MD5 checksum. It is type 7,
which is the BIN data type, it is 16 bytes long, and its data starts four bytes after the beginning of
the store:

00000080: 0000 03e9 0000 0007 0000 0004 0000 0010 ................

And here's the data. It starts with b025 (Remember that offset of four!) and ends on the second line
with 5375. Thisis a 128-bit MD5 checksum of the package file's header and archive sections.

000000a0: 0004 4c4f b025 b097 1597 0132 df35 d169 ..LO %....2.5.i
000000b0: 329c 5375 8900 9503 0500 3led 6390 a520 2.Su...... l.c..

Ok, let's jump back to the last index entry:

00000090: 0000 03ea 0000 0007 0000 0014 0000 0098 ................

It has atag value of 03ea (1002 in decimal — a PGP signature block) and is also a BIN data type.
The data starts 20 decimal bytes from the start of the data area, which would put it at file offset b4
(in hex). It'sabiggie — 152 bytes long! Here's the data, starting with 8900:

000000b0: 329c 5375 8900 9503 0500 3led 6390 a520 2.Su...... l.c.

000000c0: e8f1 cha2 9bf9 0101 437b 0400 9c8e Oad4 ........ q......
000000d0: 3790 364e df b0 9a8a 22b5 bOb3 dc30 4c6f 7.6N...."....0Lo
000000e0: 91b8 c150 704e 2c64 dB88a 8fca 18ab 5b6f ...PpN/d...... [o
000000f0: f041 ebc8 dl8a 01c9 3601 66f0 9ddd e956 .A. ..... 6.f....V
00000100: 3142 61b3 blda 8494 6bef 9cl1l9 4574 c49f 1Ba..... k...Et..

00000110: eel7 35el d105 fb68 Oce6 715a 60f1 c660 ..5....h..qZ ..°
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00000120: 279f 0306 28ed Oba0 0855 9e82 2blc 2ede "...(....U .+. ..
00000130: e8e3 5090 6260 0Ob3c ba04 69a9 2573 1lbbb ..P.b .<. .i.%..
00000140: 5b65 4del bld2 cO7f 8afa 4a9b 0000 0000 [eM...... N

It ends with the bytes 4a9b. Thisis a 1,216-bit PGP signature block. It is also the end of the signa-
ture section. There are four null bytes following the last data item in order to round the size out so
that it ends on an 8-byte boundary. This means that the offset of the next section starts at offset 150,
in hex. Say, wasn't the size in the size signature off by 150 hex? Yes, the size in the signature is the
size of the file— less the size of the lead and the signature sections.

The Header

The header section contains all available information about the package. Entries such as the pack-
age's name, version, and file list, are contained in the header. Like the signature section, the header
isin header structure format. Unlike the signature, which has only three possible tag types, the head-
er has more than sixty different tags. The list of currently defined tags appears later in this appendix
on the section called “Header Tag Listing”. Be aware that the list of tags changes frequently — the
definitive list appearsin the RPM sourcesinl i b/ rpmi i b. h.

Analyzing the Header

The easiest way to find the start of the header is to look for the second header structure by scanning
for its magic number (8ead e8). The sixteen bytes, starting with the magic, are the header struc-
tures's header. They follow the same format as the header in the signature's header structure:

00000150: 8ead e801 0000 0000 0000 0021 0000 09d3 ........... Lo

As before, the byte following the magic identifies this header structure as being in version 1 format.
Following the four reserved bytes, we find the count of entries stored in the header (0000 0021).
Converting to decimal, we find that there are 33 entries in the header. The next four bytes (0000
09d3) converted to decimal, tell usthat there are 2,515 bytes of datain the store.

Since the header is a header structure just like the signature, we know that the next 16 bytes are the
first index entry:

00000160: 0000 03e8 0000 0006 0000 0000 0000 0001 ................

Thefirst four bytes (0000 03e8) are the tag, which is the tag for the package name. The next four
bytes indicate the datais type 6, or a null-terminated string. There's an offset of zero in the next four
bytes, meaning that the data for this tag is first in the store. Finaly, the last four bytes (0000
0001) show that the data count is 1, which isthe only legal value for data of type STRING.

To find the data, we need to take the offset from the start of the first index entry in the header (160),
and add in the count of index entries (21) multiplied by the size of an index entry (10). Doing the
math (all the values shown, are in hex, remember!), we arrive at the offset to the store, hex 370.
Since the offset for this particular index entry is zero, the data should start at offset 370:

00000370: 7270 6d00 322e 322e 3100 3100 5265 6420 rpm2.2.1.1.Red
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Since the data type for this entry is a null-terminated string, we need to keep reading bytes until we
reach a byte whose numeric value is zero. We find the bytes 72, 70, 6d, and 00 — anull. Looking
at the ASCII display on the right, we find that the bytes form the string r pm which is the name of
this package.

Now for a dightly more complicated example. Let's ook at the following index entry:

00000250: 0000 0403 0000 0008 0000 0199 0000 0018 ................

Tag 403 means that this entry isalist of filenames. The datatype 8, or STRING_ARRAY, seems to
bear this out. From the previous example, we found that the data area for the header began at offset
370. Adding the offset to the first filename (199), gives us 509. Finally, the count of 18 hex means
that there should be 24 null-terminated strings containing filenames:

00000500: 696e 6974 6462 Oala 002f 6269 6e2f 7270 initdb.../bin/rp
00000510: 6d00 2f 65 7463 2f72 706d 7263 002f 7573 m/etc/rpnrc./us

The byte at offset 509 is 2f — a"/". Reading up to the first null byte, we find that the first filename
is/ bi n/ r pm followed by / et c/ r pnr ¢. This continues on for 22 more filenames.

There are many more tags that we could decode, but they are all done in the same manner.
Header Tag Listing
The following list shows the tags available, along with their defined values, for use in the header.

Thislist is current as of version 4.3 of RPM. For the most up-to-date version, look in thefilel i b/
rpm i b. hinthelatest version of the RPM sources.

#defi ne RPMIAG_NAVE 1000

#defi ne RPMIAG N RPMTAG_NAME

#defi ne RPMIAG_VERSI ON 1001

#defi ne RPMIAG V RPMIAG_VERSI ON

#def i ne RPMITAG_RELEASE 1002

#def i ne RPMITAG R RPMIAG_RELEASE

#defi ne RPMIAG_EPOCH 1003

#defi ne RPMIAG_E RPMIAG_EPOCH

#defi ne RPMITAG_SERI AL RPMTAG_EPCCH /* backward conpatibility */
#defi ne RPMIAG_SUWMVARY 1004

#defi ne RPMIAG_DESCRI PTI ON 1005

#defi ne RPMIAG_BUI LDTI ME 1006

#defi ne RPMIAG_BUI LDHOST 1007

#defi ne RPMIAG | NSTALLTI ME 1008

#defi ne RPMIAG_SI ZE 1009

#defi ne RPMIAG DI STRI BUTI ON 1010

#def i ne RPMITAG_VENDOR 1011

#defi ne RPMITAG G F 1012

#def i ne RPMITAG_XPM 1013

#defi ne RPMIAG_LI CENSE 1014

#def i ne RPMITAG_COPYRI GHT RPMIAG LI CENSE /* backward conpatibility */
#defi ne RPMIAG_PACKAGER 1015

#defi ne RPMIAG_GROUP 1016

#defi ne RPMIAG_CHANGELOG 1017 /* internal */
#defi ne RPMIAG_SOURCE 1018

#defi ne RPMIAG_PATCH 1019

#defi ne RPMIAG_URL 1020
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#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def

ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne

RPMIAG_OS
RPMIAG_ARCH
RPMIAG_PREI N
RPMIAG_POSTI N
RPMIAG_PREUN
RPMTAG_POSTUN
RPMTAG_OLDFI LENAVES
RPMTAG_FI LESI ZES
RPMIAG_FI LESTATES
RPMIAG_FI LEMODES
RPMIAG_FI LEUI DS
RPMIAG_FI LEG DS
RPMTAG_FI LERDEVS
RPMTAG_FI LEMTI MES
RPMTAG_FI LEMD5S
RPMIAG_FI LELI NKTOS
RPMTAG_FI LEFLAGS
RPMTAG_ROOT

RPMTAG_FI LEUSERNAVE
RPMTAG_FI LEGROUPNAVE
RPMIAG_EXCLUDE
RPMIAG_EXCLUSI VE
RPMIAG_| CON
RPMIAG_SOURCERPM
RPMIAG_FI LEVERI FYFLAGS
RPMIAG_ARCHI VESI ZE
RPMIAG_PROVI DENANE

1021
1022
1023
1024
1025
1026
1027
1028
1029
1030
1031
1032
1033
1034
1035
1036
1037
1038
1039
1040
1041
1042
1043
1044
1045
1046
1047

RPMITAG_PROVI DES RPMIAG_PROVI DENANVE

RPMIAG_REQUI REFLAGS
RPMIAG_REQUI RENAVE
RPMTAG_REQUI REVERSI ON
RPMTAG_NOSOURCE
RPMTAG_NOPATCH
RPMTAG_CONFLI CTFLAGS
RPMTAG_CONFLI CTNANE
RPMIAG_CONFLI CTVERSI ON
RPMTIAG_DEFAULTPREFI X
RPMTIAG_BUI LDROOT
RPMTAG_| NSTALLPREFI X
RPMTAG_EXCLUDEARCH
RPMTAG_EXCLUDECS
RPMTAG_EXCLUSI VEARCH
RPMTAG_EXCLUSI VECS
RPMTAG_AUTOREQPROV
RPMIAG_RPMWERS! ON
RPMIAG_TRI GGERSCRI PTS
RPMTAG_TRI GGERNAVE
RPMIAG_TRI GGERVERSI ON
RPMIAG_TRI GGERFLAGS
RPMTIAG_TRI GGERI NDEX
RPMIAG_VERI FYSCRI PT
RPMTAG_CHANGELOGTI ME
RPMTAG_CHANGEL OGNAVE
RPMTAG_CHANGEL OGTEXT
RPMTAG_BROKENNMDS
RPMTAG_PREREQ
RPMIAG_PREI NPROG
RPMTAG_POSTI NPROG
RPMIAG_PREUNPROG
RPMIAG_POSTUNPROG
RPMTAG_BUI LDARCHS
RPMIAG_OBSOL ETENANE

1048
1049
1050
1051
1052
1053
1054
1055
1056
1057
1058
1059
1060
1061
1062
1063
1064
1065
1066
1067
1068
1069
1079
1080
1081
1082
1083
1084
1085
1086
1087
1088
1089
1090

RPMIAG_OBSOLETES RPMIAG_OBSOLETENANE

RPMIAG_VERI FYSCRI PTPROG

RPMIAG_TRI GGERSCRI PTPROG

RPMIAG_DOCDI R
RPMTAG_COOKI E
RPMTAG_FI LEDEVI CES
RPMTAG_FI LEI NODES
RPMTAG_FI LELANGS

1091
1092
1093
1094
1095
1096
1097

/*

~
* o

/*

/*

~ I~
* %k X

/*

~
*  *

/*

/*

obsol ete */

internal */
internal */

internal, obsolete */

internal, obsolete */
internal, obsolete */

backward compatibility */

nternal */
nternal */

nternal, deprecated */
nternal */
nternal, deprecated */

nternal */

internal, obsolete */
i nternal */

backward compatibility */

i nternal */
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#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def
#def

ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne
ne

RPMTAG_PREFI XES
RPMTAG_| NSTPREFI XES
RPMIAG_TRI GGERI N
RPMIAG_TRI GGERUN
RPMIAG_TRI GGERPOSTUN
RPMTAG_AUTOREQ
RPMTAG_AUTOPROV
RPMTAG_CAPABI LI TY
RPMTAG_SOURCEPACKAGE
RPMTAG_OLDORI GFI LENAMVES
RPMTAG_BUI LDPREREQ
RPMTAG_BUI LDREQUI RES
RPMTAG_BUI LDCONFLI CTS
RPMIAG_BUI LDVACRCS
RPMIAG_PROVI DEFLAGS
RPMTAG_PROVI DEVERSI ON
RPMIAG_OBSOLETEFLAGS
RPMIAG_OBSOLETEVERSI ON
RPMTAG DI Rl NDEXES
RPMTAG_BASENANES
RPMTAG_DI RNAVES
RPMTAG_ORI GDI RI NDEXES
RPMTAG_ORI GBASENAVES
RPMTAG_ORI GDI RNAVES
RPMTAG_OPTFLAGS
RPMTAG DI STURL
RPMTAG_PAYL QADFORVAT
RPMTAG_PAYL OADCOVPRESSOR
RPMTAG_PAYLOADFLAGS
RPMTAG_| NSTALLCOLOR
RPMTAG_| NSTALLTI D
RPMTAG_REMOVETI D
RPMTAG_SHALRHN
RPMTAG_RHNPLATFORM
RPMTAG_PLATFORM
RPMTAG_PATCHESNAVE
RPMTAG_PATCHESFLAGS
RPMTAG_PATCHESVERS| ON
RPMTAG_CACHECTI ME
RPMTAG_CACHEPKGPATH
RPMTAG_CACHEPKGSI ZE
RPMTAG_CACHEPKGMTI VE
RPMTAG_FI LECOLORS
RPMTAG_FI LECLASS
RPMTAG_CLASSDI CT
RPMTAG_FI LEDEPENDSX
RPMTAG_FI LEDEPENDSN
RPMTAG_DEPENDSDI CT
RPMTAG_SOURCEPKG D
RPMTAG_FI LECONTEXTS
RPMTAG_FSCONTEXTS
RPMTAG_RECONTEXTS
RPMTAG_POLI Cl ES

The Archive

Following the header section is the archive. The archive holds the actual files that comprise the
package. The archive is compressed using GNU zip. We can verify thisif we look at the start of the
archive:

00000d40: 0000 001f 8b08 0000 0000 0002 03ec fd7b
00000d50: 7c13 d516 388e 4e92 691b 4a20 010a 1428

1098
1099
1100
1101
1102
1103
1104
1105
1106
1107
1108
1109
1110
1111
1112
1113
1114
1115
1116
1117
1118
1119
1120
1121
1122
1123
1124
1125
1126
1127
1128
1129
1130
1131
1132
1133
1134
1135
1136
1137
1138
1139
1140
1141
1142
1143
1144
1145
1146
1147

~ NN e e e e e e e

* Ok X F 3k X Sk X X F X F

~ I~

/

/

~ I~

* ok X

*

*

* ok X

*/
*/
*/
*/

nt er nal
nt er nal
nt er nal
nt er nal
nternal */

nternal, obsolete */
src.rpm header nmarker */
internal, obsolete */
nternal */
nternal */
nternal */
nternal, unused

*/

*/
*/
*/

nt er nal
nt er nal
nt er nal

transaction color when installe

internal - obsolete */

*/
*/
*/

pl acehol der
pl acehol der
pl acehol der

( SuSE)
( SuSE)
( SuSE)

1148 /* extension */
1149 /* extension */

1150 /* selinux *.te policy file.

*/
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In this example, the archive starts at offset d43. According to the contents of / usr/ | i b/ magi c,
the first two bytes of a gzipped file should be 1f 8b, which is, in fact, what we see. The following
byte (08) is the flag used by GNU zip to indicate the file has been compressed with gzip's "defla-
tion" method. The eighth byte has a value of 02, which means that the archive has been compressed
using gzip's maximum compression setting. The following byte contains a code indicating the oper-
ating system under which the archive was compressed. A 03 in this byte indicates that the compres-
sion ran under a UNIX-like operating system.

The remainder of the RPM package file is the compressed archive. After the archive is uncom-
pressed, it is an ordinary cpio archivein SVR4 format with a CRC checksum.

Tools For Studying RPM Files

Inthe t ool s directory packaged with the RPM sources, are a number of small programs that use
the RPM library to extract the various sections of a package file. Normally used by the RPM de-
velopers for debugging purposes, these tools can also be used to make it easier to understand the
RPM package file format. Hereisalist of the programs, and what they do:

» rpmlead — Extracts the lead section from a package file.

e rpmsignatur e — Extracts the signature section from a package file.

» rpmheader — Extracts the header from a package file.

e rpmarchive — Extracts the archive from a packagefile.

» dump — Displays a header structure in an easily readable format.

The first four programs take an RPM package file as their input. The package file can be read either

from standard input, or by including the file name on the command line. In either case, the programs
write to standard output. Here is how rpmlead can be used to display the lead from a package file:

# rpmead foo.rpm| od -x
0000000 abed dbee 0003
0000020 2e32 2d31 0031
0000040 0000 0000 0000

0000 0100 7072
0000 0000 0000
0000 0000 0000

2d6d 2e32
0000 0000
0000 0000

0000100
0000120
0000140

0000 0000
0004 0000

0000
el24

0000 0000 0000
bfff b36b 0800

0100 0500
e600 bfff

#

Since each of these programs can also act as filters, the following command is equivalent to the one
above:

# cat foo.rpm| rpmead | od -x

0000000
0000020
0000040

0000100
0000120
0000140

#

abed dbee
2e32 2d31
0000 0000

0000 0000
0004 0000

0003 0000
0031 0000
0000 0000

0000 0000
el24 pbfff

0100 7072
0000 0000
0000 0000

0000 0000
b36b 0800

2d6d 2e32
0000 0000
0000 0000

0100 0500
e600 bfff
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The dump program is used in conjunction with rpmsignature or rpmheader. It makes decoding

header structures a snap:

# rpmsignature foo.rpm| dunp

Entry count: 3
Data count : 172

CT TAG TYPE
Entry : 000 (1000) NAME | NT32_TYPE
Dat a: 000 0x00044c4f (281679)
Entry : 001 (1001) VERSI ON Bl N_TYPE

Data: 000 b0 25 b0 97 15 97 01 32
Data: 008 df 35 dl1 69 32 9¢ 53 75
Entry : 002 (1002) RELEASE BI N_TYPE
Data: 000 89 00 95 03 05 00 31 ed
Data: 008 63 90 a5 20 e8 f1 cb a2
Data: 016 9b f9 01 01 43 7b 04 00
Data: 024 9c 8e 0Oa d4 37 90 36 4e
Data: 032 df bO 9a 8a 22 b5 bO b3
Data: 040 dc 30 4c 6f 91 b8 cl1 50
Data: 048 70 4e 2c 64 d8 8a 8f ca
Data: 056 18 ab 5b 6f fO 41 eb c8
Data: 064 dl1 8a 01 c9 36 01 66 fO
Data: 072 9d dd e9 56 31 42 61 b3
Data: 080 bl da 84 94 6b ef 9c 19
Data: 088 45 74 c4 9f ee 17 35 el
Data: 096 dl1 05 fb 68 Oc e6 71 5a
Data: 104 60 f1 c6 60 27 9f 03 06
Data: 112 28 ed Ob a0 08 55 9e 82
Data: 120 2b 1c 2e de e8 e3 50 90
Data: 128 62 60 Ob 3c ba 04 69 a9
Data: 136 25 73 1b bb 5b 65 4d el
Data: 144 bl d2 cO 7f 8a fa 4a 9b

OFSET CCOUNT
0x00000000 00000001

0x00000004 00000016

0x00000014 00000152

One aspect of dump worth noting, is that it is optimized for decoding the header section of a pack-
age file. When used with rpmsignature, it displays the tag names used in the header, instead of the

signature tag names. The data is displayed properly in either case, however.

ldentifying RPM files with the file(1) com-

mand

The magi ¢ file on most UNIX-like systems today should have the necessary information to identi-
fy RPM files. But in case your system doesn't, the following information can be added to the file:

# ____________________________________________________
#

# RPM file(1l) magic for Red Hat Packages

#

0 beshort Oxedab

>2 beshort Oxeedb RPM
>>4 byt e X v %l
>>6 beshort 0 bi n
>>6 beshort 1 src
>>8 beshort 1 i 386
>>8 beshort 2 Al pha
>>8 beshort 3 Sparc
>>8 beshort 4 M PS
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>>8 beshort 5 Power PC
>>8 beshort 6 68000
>>8 beshort 7 Sd

>>10 string X %s

The output of the file command is succinct:

# file baz
baz: RPM v3 bin i386 vlock-1.0-2
#

In this case, thefile called baz isaversion 3 format RPM file containing release 2 of version 1.0 of
thevl ock package, which has been built for the Intel x86 architecture.
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Appendix B. Ther pnr c File

Ther pnr ¢ file is used to control RPM's actions. The file's entries have an effect on nearly every
aspect of RPM's operations. Here, we describe the r pnr ¢ files in more detail, as well as the com-
mand used to show how RPM interprets the files.

Using the --showrc Option

Aswelll seein amoment, RPM can read more than one r pnr ¢ file, and each file can contain nearly
thirty different types of entries. This can make it difficult to determine what values RPM is actually
using.

Luckily, there's an option that can be used to help make sense of it al. The --showr ¢ option displays
the value for each of the entries. The output is divided into two sections:

1. Architecture and operating system values.

2. rpnrc vaues.

The architecture and operating system values define the architecture and operating system that RPM
is running on. These values define the environment for both building and installing packages. They

also define which architectures and operating systems are compatible with each other.

The r pnt ¢ values define many aspects of RPM's operation. These values range from the path to
RPM's database, to the name of the person listed as having built the package.

Here's an example of --showr ¢'s outpult:

# rpm --show c

ARCHI TECTURE AND CS:

build arch : 1386

build os : Li nux

install arch : 1486

install os : Li nux

conpatible arch list : 486 i386

conpatible os |ist : Li nux

RPMRC VALUES:

bui | ddi r : lusr/src/redhat/BU LD
bui | dr oot : (not set)

cpi obin . cpio

dbpat h : [fvar/lib/rpm

def aul t docdi r : lusr/doc

di stribution : (not set)

excl udedocs : (not set)

ft pport : (not set)

ft pproxy : (not set)

nessagel evel . (not set)

net shar edpat h . (not set)

optfl ags . -2 -mi86 -fno-strength-reduce
packager . (not set)

pgp_nhane : (not set)

pgp_path : (not set)
require_distribution : (not set)
require_icon : (not set)

requi re_vendor : (not set)

r oot : (not set)

r prdi r : lusr/src/redhat/ RPMS
signature . none

sourcedir : lusr/src/redhat/ SOURCES
specdir . lusr/src/redhat/ SPECS
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srcrpndir : lusr/src/redhat/ SRPM5
ti mecheck : (not set)

t nppat h : [fvar/tnp

topdir : lusr/src/redhat

vendor : (not set)

#

Asyou can see, the --showr ¢ option clearly displays the values RPM will use. --showr ¢ can also be
used with the --rcfile option, which makes it easy to see the effect of specifying a different r pnr c
file.

Different Places an r pnr ¢ File Resides

RPM looksfor r pnt ¢ filesin four places:

1. In/usr/lib/, forafilecdledrpnrc.

2. In/etc/, forafilecaledrpnrc.
3. Inafilecaled. r pnr c inthe user'slogin directory.
4. Inafile specified by the --rcfile option, if the option is present on the command line.

The first three files are read in the order listed, such that if agiven r pnr ¢ entry is present in each
file, the value of the entry read last is the one used by RPM. This means, for example, that an entry
in. rpnr c inthe user'slogin directory will always override the sameentry in/ et ¢/ r pnr c. Like-
wise, anentry in/ et ¢/ r pnr ¢ will aways overridethe sameentry in/ usr/1i b/ rpnrc.

If the --rcfile option is used, then only / usr /| i b/ r pnr ¢ and thefile following the --r cfile option
areread, inthat order. The/ usr/1i b/ r pnr c fileisalways read first. This cannot be changed.

Let'slook at each of thesefiles, startingwith/ usr/1i b/ r pnrc.

[usr/lib/rpnrc

Thefile/ usr/ i b/ rpnrc isalwaysread. It contains information that RPM uses to set some de-
fault values. Thisfile should never be modified! Doing so may cause RPM to operate incorrectly.

After this stern warning, we should note that it's perfectly all right to look at it. Here it is, in fact:

HHRHHH B R AT H R H TR R R R R R R R R AR
# Default values, often overridden in /etc/rpnrc

dbpat h: [var/lib/rpm
topdir: /usr/src/redhat
tnppath: /var/tnp

cpiobin: cpio

defaul tdocdir: /[usr/doc

HURHHHHH TR H
# Please send new entries to rpmlist@edhat.com

HHHHHHHHH AR R R R R R R R R R R R R R
# Val ues for RPM OPT_FLAGS for various platfornmns

optflags: 1386 -2 -n¥86 -fno-strength-reduce
optflags: alpha -Q2
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optflags: sparc -2
optflags: nb8k -2 -fomt-frame-pointer

HHHHBHHHHHH R HH B HH R R R R R R R R S R H A
# Canoni cal arch nanes and nunbers

arch_canon: i986: i986
arch_canon: i886: i886
arch_canon: i786: i786
arch_canon: i686: i686
arch_canon: i586: i586
arch_canon: i486: i486
arch_canon: i386: i386
arch_canon: al pha: al pha 2

RPRRRRRE

ar ch_canon: sparc: sparc 3
arch_canon: sun4: sparc 3
arch_canon: sun4m sparc 3
arch_canon: sun4c: sparc 3

# This is really a place holder for MPS.
arch_canon: nmips: mps 4

arch_canon: ppc: ppc 5

# This is really a place hol der for 68000
arch_canon: n68k: n68k 6

# This is wong. We really need globbing in here :-(
arch_canon: 1P: sgi 7

arch_canon: | P22: sgi 7
arch_canon: 9000/ 712: hppal.1 9
arch_canon: sun4u: usparc 10

HHHHHHHBHHH B HH B HH B HH R H R R R R R R R R R R SRR R
# Canoni cal OS names and nunbers

os_canon: Linux: Linux 1
os_canon: IRIX Irix 2

# This is wong

0s_canon: Sun(0S5: solaris 3
0os_canon: SunOs4: SunCS 4

0s_canon: Anmi gaCS: Ami gaGS 5
0s_canon: Al X Al X 5
0S_canon: HP- UX: hpux10 6
0s_canon: OSF1: osfl 7
0S_canon: FreeBSD:. FreeBSD 8

HERHHHHH
# For a given unane().nmachine, the default build arch

bui | darchtransl ate: osfrmach3 i 986: i 386
bui | darchtransl ate: osfrmach3 i 886: i 386
bui | darchtransl ate: osfrmach3 i 786: i 386
bui | darchtransl ate: osfnach3_i 686: i 386
bui | darchtransl ate: osfnach3_i 586: i 386
bui | darchtransl ate: osfnach3 i 486: i 386
bui | darchtransl ate: osfnach3 i 386: i386

bui l darchtransl ate: i986: i386
bui |l darchtransl ate: i886: i386
bui l darchtransl ate: i786: i386
bui |l darchtransl ate: i686: i386
bui |l darchtransl ate: i586: i386
bui |l darchtransl ate: i486: i386
bui |l darchtransl ate: i386: i386

bui | darchtransl ate: osfnach3_ppc: ppc

HABHHH B R AT H SRR H TR R HH R R T R R R T R R R R R R
# Architecture conpatibility
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arch_conpat :

al pha: axp

arch_conpat: i986: i886
arch_conpat: i886: i786
arch_conpat: i786: i686
arch_conpat: i686: i586
arch_conpat: i586: i486
arch_conpat: i486: i386

arch_conpat :
arch_conpat :
arch_conpat :
arch_conpat :
arch_conpat :
arch_conpat :
arch_conpat :

arch_conpat :

osf mach3_i 986:
osf mach3_i 886:
osf mach3_i 786:
osfnach3_i 686:
osfnach3_i 586:
osfnach3_i 486:
osf mach3_i 386:

osf mach3_ppc:

i 986
i 886
i 786
i 686
i 586
i 486
i 486

ppc

osfmach3_i 886
osfmach3_i 786
osfmach3_i 686
osfnmach3_i 586
osfnmach3_i 486
osfnmach3_i 386

arch_conpat: usparc: sparc

Quite abunch of stuff, isn't it? With the exception of the first five lines, which indicate where sever-
al important directories and programs are located, the remainder of this file containsr pnr ¢ entries
that are related to RPM's architecture and operating system processing. As you might imagine, any
tinkering here will probably not be very productive, so leave any modifications here to the RPM de-
velopers.

Next, wehave/ et c/ rpnrc.

[etc/rpnrc

Thefile/ et c/ rpnrc, unlike/ usr/1ib/rpnrc, isfar game for modifications and additions.
Infact, / et c/ r pnr c isn't created by default, so its contents are entirely up to you. It's the perfect
placeto keep r pnr ¢ entries of a system-wide or global nature.

The vendor entry is a great example of a good candidate for inclusion in / et ¢/ r pnr ¢c. In most
cases, a particular system is dedicated to building packages for one vendor. In these instances, set-
ting the vendor entry in/ et ¢/ r pnr ¢ isbest.

Next in the hierarchy isafilenamed . r pnr ¢, residing in the user's login directory.

. rpnrc inthe user's login directory

As you might imagine, afile called . r pnr ¢ in auser's login directory is only going to be read by
that user when he or sheruns RPM. Like/ et ¢/ r pnr c, thisfileis not created by default, but it can
contain the same r pnr ¢ entries as the other files. The packager entry, which should contain the
name and contact information for the person who built the package, is an appropriate candidate for
~/ . rpnrc.

File indicated by the --rcfile option

The --rcfile option is best used only when atotally different RPM configuration is desired for one or
two packages. Since the only other r pnr ¢ fileread is/ usr/1i b/ r pnr ¢ with its low-level de-
fault settings, the file specified with the --rcfile option will have to be more comprehensive than
either/ etc/rpnrcor~/.rnprc.

r pnr ¢ File Syntax

As you might have surmised from the example file we briefly reviewed, the basic syntax of anr p-
nr c fileentry is:
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<name>: <val ue>

The <nane> part of the entry is not case sensitive, so any capitalization is acceptable. The colon
separating the name from its value must immediately follow the name. No spaces are alowed here.
The formatting requirements on the value side of the entry vary from value to value and will be dis-
cussed along with each entry.

r pnr ¢ File Entries

In this section, we discuss the various entries that can be used in each of ther pnr c files.

arch_canon

The arch_canon entry is used to define a table of architecture names and their associated numbers.
These canonical architecture names and numbers are then used internally by RPM whenever archi-
tecture-specific processing takes place. This entry'sformat is:

arch_canon: <l abel >: <string> <val ue>

The <I abel > is compared against information from uname(2) after it's been translated using the
appropriate buildar chtranglate entry. If amatch is found, then <st ri ng> is used by RPM to ref-
erence the system's architecture. When building a binary package, RPM uses <st r i ng> as part of
the package's filename, for instance.

The<val ue> isanumeric value RPM usesinternaly to identify the architecture. For example, this

number is written in the header of each package file so that the file command can identify the archi-
tecture for which the package was built.

0S_canon

The os_canon entry is used to define a table of operating system names and their associated num-
bers. These canonical operating system names and numbers are then used internally by RPM
whenever operating system-specific processing takes place. This entry'sformat is:

os_canon: <l abel >: <string> <val ue>

The <I abel > is compared against information from uname(2) after it's been translated using the
appropriate buildostranslate entry. 1 If amatch isfound, then <st ri ng> is used by RPM to refer-
ence the operating system.

The<val ue> isanumeric value used to uniquely identify the operating system.

buildarchtranslate

The buildar chtranslate entry is used in the process of defining the architecture that RPM will use

1 The buildostranslater pnr c file entry is discussed on the section called “buildostranslate”.
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as the "build" architecture. As the name implies, it is used to trandlate the raw information returned
from uname(2) to the canonical architecture defined by ar ch_canon.

The format of the buildar chtrandate entry is dlightly different from most other r pn ¢ file entries.
Instead of the usual <nanme>: <val ue> format, the buildar chtrandate entry lookslike this:

bui | darchtransl at e: <l abel > <string>

The <l abel > is compared against information from uname(2). If a match is found, then
<st ri ng> isused by RPM to define the build architecture.

buildostranslate

The buildostranglate entry is used in the process of defining the operating system RPM will use as
the "build" operating system. As the name implies, it is used to translate the raw information re-
turned by uname(2) to the canonical operating system defined by os_canon.

The format of the buildostrandate entry is slightly different from most other r pnr ¢ file entries.
Instead of the usual <nanme>:<val ue> format, the buildostrandate entry looks like this:

bui | dostransl at e: <l abel >: <string>

The <l abel > is compared against information from uname(2). If a match is found, then
<st ri ng>isused by RPM to define the build operating system.

arch_compat

The arch_compat entry is used to define which architectures are compatible with one another. This
information is used when packages are installed; in this way, RPM can determine whether a given
package file is compatible with the system. The format of the entry is:

arch_conpat : <l abel >: <list>

The <l abel > isan architecture string, as defined by an arch_canon entry. The<l i st > following
it consists of one or more architectures, also defined by arch_canon. If there is more than one archi-
tecture in the list, they should be separated by a space.

The architecturesin the list are considered compatible to the architecture specified in the label.

0S_compat
Default value: (operating system-specific)
The os_compat entry is used to define which operating systems are compatible with one another.

This information is used when packages are installed; in this way, RPM can determine whether a
given package file is compatible with the system. The format of the entry is:
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<nane>: <| abel >: <list>

The <l abel > isan operating system string, as defined by an os_canon entry. The<l i st > follow-
ing it consists of one or more operating systems, also defined by os_canon. If there is more than one
operating system in the list, they should be separated by a space.

The operating systems in the list are considered compatible to the operating system specified in the
label.

builddir

Default value: <t opdi r >/ BUI LD
The builddir entry is used to define the path to the directory in which RPM will build packages. Its

default value is taken from the value of the topdir entry, with "/ BUI LD" appended to it. Note that if
you redefine builddir, you'll need to specify a complete path.

buildroot

Default value: (none)
The buildroot entry defines the path used as the root directory during the install phase of a package

build. For more information on using build roots, please see the section called “Using Build Roots
in aPackage’.

cpiobin
Default value: cpio

The cpiobin entry is used to define the name (and optionally, path) of the cpio program. RPM uses
cpio to perform avariety of functions, and needs to know where the program can be found.

dbpath

Default value: / var /1 i b/ rpm

The dbpath entry is used to define the directory in which the RPM database files are stored. It can
be overridden by using the --dbpath option on the RPM command line.

defaultdocdir

Default value: / usr / doc

The defaultdocdir entry is used to define the directory in which RPM will store documentation for
all installed packages. It is used only during builds to support the % doc directive.

distribution

Default value: (none)
The distribution entry is used to define the distribution for each package. The distribution can also

be set by adding the distribution tag to a particular spec file. The distribution tag in the spec file
overridesthe distribution r pnr c file entry.

excludedocs

Default value: 0
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The excludedocs entry is used to control if documentation should be written to disk when a package
isinstalled. By default, documentation is installed; however, this can be overridden by setting the
value of excludedocsto 1. Note al so that the --excludedocs and --includedocs options can be added
to the RPM command line to override the excludedocs entry's behavior. For more information on
the --excludedocs and --includedocs options, please refer to Chapter 2, Using RPM to Install Pack-
ages.

ftpport

Default value: (none)
The ftpport entry is used to define the port RPM should use when manipulating package files via

FTP. See the section called “ --ftpport <port >: Use <port > In FTP-based Installs” for more in-
formation on how FTP ports are used by RPM.

ftpproxy

Default value: (none)
The ftpproxy entry is used to define the hosthame of the FTP proxy system RPM should use when

mani pulating package files via FTP. See the section called “ --ftpproxy <host >: Use <host > As
Proxy In FTP-based Installs” for more information on how FTP proxy systems are used by RPM.

messagelevel

Default value: 3

The messagelevel entry is used to define the desired verbosity level. Levels less than 3 produce
greater amounts of output, while levels greater than 3 produce less output.

netsharedpath

Default value: (none)

The netsharedpath entry is used to define one or more paths that, on the local system, are shared
with other systems. If more than one path is specified, they must be separated with colons.

optflags
Default value: (architecture-specific)

The optflags entry is used to define a standard set of options that can be used during the build pro-
cess, specifically during compilation.

The format of the optflags entry is dlightly different from most other r pnr c file entries. Instead of
the usual <name>:<val ue> format, the optflags entry looks like this:

optfl ags: <architecture> <val ue>

For example, assume the following optflags entries were placed inanr pnr c file:

optflags: 1386 -O2 -m486 -fno-strength-reduce
optflags: sparc -2
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If RPM was running on an Intel 80386-compatible architecture, the optflags value would be set to -
02 -m486 -fno-strength-reduce. If, however, RPM was running on a Sun SPARC-based system,
optflags would be set to -O2.

This entry sets the RPM_OPT_FLAGS environment variable, which can be used in the %prep,
%build, and %install scripts.

packager

Default value: (none)

The packager entry is used to define the name and contact information for the individual respons-
ible for building the package. The contact information is traditionally defined in the following
format:

packager: Eri k Troan <ewt @ edhat . conp

pgp_name

Default value: (none)

The pgp_name entry is used to define the name of the PGP public key that will be used to sign each
package built. The value is not case sensitive, but the key name entered here must match the actual
key namein every other aspect.

For more information on signing packages with PGP, please read Chapter 17, Adding PGP Signa-
tures to a Package.

Pgp_path

Default value: (none)

The pgp_path entry is used to point to a directory containing PGP keyring files. These files will be
searched for the public key specified by the pgp_name entry.

For more information on signing packages with PGP, please read Chapter 17, Adding PGP Signa-
turesto a Package.

require_distribution
Default value: 0
Therequire_distribution entry is used to direct RPM to require that every package built must con-

tain distribution information. The default value directs RPM to not enforce this requirement. If the
entry has anon-zero value, RPM will only build packages that define a distribution.

require_icon
Default value: O
The require_icon entry is used to direct RPM to require that every package built must contain an

icon. The default value directs RPM to not enforce this requirement. If the entry has a non-zero
value, RPM will only build packages that contain an icon.
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require_vendor

Default value: 0

The require vendor entry is used to direct RPM to require that every package built must contain
vendor information. The default value directs RPM to not enforce this requirement. If the entry has a
non-zero value, RPM will only build packages that define a vendor.

romdir
Default value: <t opdi r >/ RPMS

The rpmdir entry is used to define the path to the directory in which RPM will write binary pack-
age files. Its default value is taken from the value of the topdir entry, with "/ RPMS" appended to it.
Note that if you redefine rpmdir, you'll need to specify a complete path. RPM will automatically
add an architecture-specific directory to the end of the path. For example, on an Intel-based system,
the actual path would be:

/usr/src/redhat/RPMS/ i 386

sighature

Default value: (none)

The signature entry is used to define the type of signature that is to be added to each package built.
At the present time, only signatures from PGP are supported. Therefore, the only acceptable valueis

"pgp”.

For more information on signing packages with PGP, please read Chapter 17, Adding PGP Sgna-
turesto a Package.

sourcedir

Default value: <t opdi r >/ SOURCES

The sourcedir entry is used to define the path to the directory in which RPM will look for sources.
Its default value is taken from the value of the topdir entry, with "/ SOURCES" appended to it. Note
that if you redefine sour cedir, you'll need to specify a complete path.

specdir
Default value: <t opdi r >/ SPECS

The specdir entry is used to define the path to the directory in which RPM will look for spec files.
Its default value is taken from the value of the topdir entry, with "/ SPECS" appended to it. Note
that if you redefine specdir, you'll need to specify a complete path.

srcrpmdir

Default value: <t opdi r >/ SRPVS

The srcrpmdir entry is used to define the path to the directory in which RPM will write source
package files. Its default value is taken from the value of the topdir entry, with "/ SRPMB" appen-
ded to it. Note that if you redefine srcrpmdir, you'll need to specify a complete path.
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timecheck

Default value: (none)
The timecheck entry is used to define the default number of seconds to apply to the --timecheck

option when building packages. For more information on the --timecheck option, please see the sec-
tion called “ --timecheck <secs> — Print awarning if files to be packaged are over <secs> old

tmppath

Default value: / var / t nmp

The tmpdir entry is used to define a path to the directory that RPM will use for temporary work
space. This normally consists of temporary scripts that are used during the build process. It should
be set to an absolute path (ie, starting with "/ ).

topdir
Default value: / usr/ sr ¢/ r edhat

Thetopdir entry is used to define the path to the top-level directory in RPM's build directory tree. It
should be set to an absolute path (ie, starting with "/ ). The following entries base their default val-
ues on the value of topdir:

* builddir

o rpmdir

» sourcedir

*  specdir

e srcrpmdir
vendor

Default value: (none)

The vendor entry is used to define the name of the organization that is responsible for distributing
the packaged software. Normally, this would be the name of a business or other such entity.
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Global Options

The following options can be used in any of RPM's modes:

e --quiet — Print aslittle output as possible.

* -v— Bealittle more verbose.

e -vv— Beincredibly verbose (for debugging).

e -root <di r >— Use<di r > asthetop level directory.

e --dbpath <di r > — Use<di r > asthe directory for the database.

o -rcfile<file>—Use<fil e>insteadof / et ¢/ r pnr c and $HOVE/ . r pnr C.

Informational Options

The following options are used to display information about RPM:

Format: rpm <opt i on>

* --version — Print the version of rpm being used.
* --help — Print ahelp message.
» --showrc— Show rcfile information.

e --querytags— List thetagsthat can be used with --queryfor mat.

Query Mode

RPM's query mode is used to display information about packages:
Format: rpm --query <opt i ons>
or

Format: rpm -q <opt i ons>

Package Specification Options To Query Mode

No more than one of the following options may be present in every query command. They are used
to select the source of the information to be displayed.

» <packagenane> — Query the named package.

e -a— Query all packages.
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o -f<fil e>+— Query packageowning<fil e>.

* -g<group>+— Query packages with group <gr oup>.

e -p<packagefi |l e>+— Query (uninstalled) package <packagefi | e>.
* --whatprovides <i > — Query packages that provide <i > capability.

e --whatrequires<i > — Query packages that require <i > capability.

Information Selection Options To Query Mode

One or more of the following options may be added to any query command. They are used to select
what information RPM will display. If no information selection option is present on the command
line, RPM will simply display the applicable package label(s):

» -i — Display package information.

» -| — Display packagefilelist.

* -s— Show file states (implies-I).

e -d— List only documentation files (implies-I).

» -c— List only configuration files (implies ).

e --dump — Show all available information for each file (must be used with -I, -c, or -d).

e --provides— List capabilities that the package provides.

* --requires, -R — List capabilities that the package requires.

e --scripts— Print the various [un]install, verification scripts.

e --queryformat <s>— Use <s> asthe header format (implies-i).

e --gf <s>— Shorthand for --queryfor mat.

Verify Mode

RPM's verification mode is used to ensure that a package is till installed properly:
Format: rpm --verify <opt i ons>

or

Format: rpm -V <opti ons>

or

Format: rpm -y <opti ons>

Options To Verify Mode

The following options can be used on any verify command:

» --nodeps— Do not verify package dependencies.
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e --nofiles— Do not verify file attributes.

* --noscripts— Do not execute the package's verification script.

Install Mode

RPM's installation mode is used to install packages:
Format: rpm --install <packagefi |l e>
or

Format: rpm -i <packagefi | e>

Options To Install Mode

The following options can be used on any install command:

* -h, --hash — Print hash marks as package installs (good with -v).
» --prefix <di r > — Relocate the package to <di r >, if relocatable.
+ --excludedocs — Do not install documentation.

o --force— Shorthand for --replacepkgs and --r eplacefiles.

» --ignorearch — Do not verify package architecture.

e --ignoreos— Do not verify package operating system.

* --includedocs — Install documentation.

e --nodeps— Do not check package dependencies.

* --noscripts— Do not execute any installation scripts.

e --percent — Print percentages as package installs.

» --replacefiles— Install even if the package replacesinstalled files.
e -replacepkgs— Reingtal if the package is already present.

e --test — Do not instal, but tell if it would work or not.

Upgrade Mode

RPM's upgrade mode is used to upgrade packages:
Format; rpm --upgrade <packagefi | e>
or

Format: rpm -U <packagefi |l e>

Options To Upgrade Mode

The following options can be used on any upgrade command:
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e -h, --hash — Print hash marks as package installs (good with -v).

» --prefix <di r > — Relocate the package to <di r >, if relocatable.
+ --excludedocs — Do not install documentation.

» --force— Shorthand for --replacepkgs, --r eplacefiles, and --oldpackage.
e --ignorearch — Do not verify package architecture.

» --ignoreos— Do not verify package operating system.

* --includedocs — Install documentation.

» --nodeps— Do not verify package dependencies.

e --noscripts— Do not execute any installation scripts.

» --percent — Print percentages as package installs.

» -replacefiles— Install even if the package replaces installed files.
» --replacepkgs— Reingtal if the package is already present.

+ --test — Do not ingtall, but tell if it would work or not.

» --oldpackage — Upgrade to an old version of the package (--for ce on upgrades does this auto-
matically).

Erase Mode

RPM's erase mode is used to erase previously installed packages:
Format: rpm --erase <package>

or

Format: rpm -e<package>

Options To Erase Mode

The following options can be used on any erase command:

» --nodeps— Do not verify package dependencies.

e --noscripts— Do not execute any installation scripts.

Build Mode

RPM's build mode is used to build packages:
Format: rpmbuild -b<st age> <opti ons><specfil e>

(Note that -vv isthe default for al build mode commands.)

Build Mode Stages

One of the following stages must follow the -b option:
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e p — Prep (unpack sources and apply patches).

» | — List check (do some cursory checks on %files).

e c— Compile (prep and compile).

o i—Install (prep, compile, install).

e b — Binary package (prep, compile, install, package).

» a— Binary/source package (prep, compile, install, package).

Options To Build Mode

The following options can be used on any build command:

» --short-circuit — Skip straight to specified stage (only for c and i).
» --clean — Remove build tree when done.

e --sign — Generate PGP signature.

* --buildroot <s> — Use <s> asthe build root.

» --buildarch <s>— Use <s> asthe build architecture.

e --buildos <s> — Use <s> asthe build operating system.

* --test — Do not execute any stages.

e --timecheck <s> — Set the time check to <s> seconds (0 disablesit).

Rebuild Mode

RPM's rebuild mode is used to rebuild packages from a source package file. The source archives,
patches, and icons that comprise the source package are removed after the binary package is built.
Rebuild mode implies --clean.

Format: rpm --rebuild <opt i ons> <sour ce- package>

(Note that -vv isthe default for all rebuild mode commands.)

Options To Rebuild Mode

Only the global options may be used.

Recompile Mode

RPM's recompile mode is used to recompile software from a source package file. Unlike --rebuild,
no binary package is created.

Format: rpm --recompile <opt i ons> <sour ce- package>

(Note that -vv isthe default for all recompile mode commands.)

Options To Recompile Mode
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Only the global options may be used.

Resign Mode

RPM's resign mode is used to replace a package's signature with a new one:

Format: rpm --resign <opt i ons> <packagefi | e>+

Options To Resign Mode

Only the global options may be used.

Add Signature Mode

RPM's add signature mode is used to add a signature to a package:

Format: rpm --addsign <opt i ons> <packagefi |l e>+

Options To Add Signature Mode

Only the global options may be used.

Check Signature Mode

RPM's check signature mode is used to verify a package's signature:
Format: rpm --checksig <opt i ons> <packagefi |l e>+

or

Format: rpm -K <opt i ons> <packagefil e>+

Options To Check Signature Mode

The following option can be used on any check signature command:

* --nopgp — Skip any PGP signatures (size and MD5 only).

Initialize Database Mode

RPM'sinitialize database mode is used to create a new RPM database:
Format: rpm --initdb <opt i ons>
Options to Initialize database Mode

Only the global options may be used.

Rebuild Database Mode

RPM's rebuild database mode is used to rebuild an RPM database:

Format: rpm --rebuilddb <opt i ons>
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Options to Rebuild Database Mode

Only the global options may be used.
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Appendix D. Available Tags For
--queryformat

The following tags were defined at the time this book was written. For the latest list of available
queryformat tags, please issue the following command:

rpm - - quer yt ags

Keep in mind that the list of tags produced by the --querytags option is the complete list of all tags
used by RPM internally; for instance, during package builds. Because of this, some tags do not pro-
duce meaningful output when used in a--queryformat format string.

List of --queryformat Tags

For every tag in this section, there can be as many as three different pieces of information:

1. A short description of the tag.

2. Whether the data specified by the tag is an array, and if so, how many members are present in
the array.

3. What modifiers can be used with the tag.

The NAME Tag

The NAME tag is used to display the name of the package.
Array: No

Used with modifiers: N/A

The VERSION Tag

The VERSION tag is used to display the version of the packaged software.
Array: No

Used with modifiers: N/A

The RELEASE Tag

The RELEASE tag is used to display the release number of the package.
Array: No

Used with modifiers: N/A

The EPOCH Tag

The EPOCH tag is used to display the epoch number of the package.

Array: No
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Used with modifiers: N/A

The SUMMARY Tag

The SUMMARY tag is used to display a one-line summation of the packaged software.
Array: No

Used with modifiers: N/A

The DESCRIPTION Tag

The DESCRIPTION tag is used to display a detailed summation of the packaged software.
Array: No
Used with modifiers: N/A

The BUILDTIME Tag

The BUILDTIME tag is used to display the time and date the package was created.
Array: No

Used with modifiers: :date

The BUILDHOST Tag

The BUILDHOST tag is used to display the hosthame of the system that built the package.
Array: No

Used with modifiers; N/A

The INSTALLTIME Tag

The INSTALLTIME tag is used to display the time and date the package was installed.
Array: No

Used with modifiers: :date

The SIZE Tag

The SIZE tag isused to display the total size, in bytes, of every fileinstalled by this package.
Array: No

Used with modifiers: N/A

The DISTRIBUTION Tag

The DISTRIBUTION tag is used to display the distribution this package is a part of .
Array: No

Used with modifiers: N/A
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The VENDOR Tag

The VENDOR tag is used to display the organization responsible for marketing the package.
Array: No

Used with modifiers: N/A

The GIF Tag

The GIF tag is not available for use with --queryformat.

The XPM Tag

The XPM tag is not available for use with --queryfor mat.

The LICENSE Tag

The LICENSE tag is used to display the distribution license of the package.
Array: No

Used with modifiers; N/A

The PACKAGER Tag

The PACKAGER tag is used to display the person or persons responsible for creating the package.
Array: No

Used with modifiers; N/A

The GROUP Tag

The GROUP tag is used to display the group to which the package belongs.
Array: No

Used with modifiers: N/A

The CHANGELOG Tag

The CHANGEL OG tag isreserved for afuture version of RPM.

The SOURCE Tag

The SOURCE tag is used to display the source archives contained in the source package file.
Array: Yes (Size: One entry per sour ce)

Used with modifiers: N/A

The PATCH Tag

The PATCH tagis used to display the patch files contained in the source package file.
Array: Yes (Size: One entry per patch)

Used with modifiers: N/A
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The URL Tag

The URL tag is used to display the Uniform Resource Locator that points to additional information
on the packaged software.

Array: No

Used with modifiers: N/A

The OS Tag

The OStag is used to display the operating system for which the package was built.
Array: No

Used with modifiers: N/A

The ARCH Tag

The ARCH tag is used to display the architecture for which the package was built.
Array: No

Used with modifiers: N/A

The PREIN Tag

The PREIN tag is used to display the package's pre-install script.
Array: No
Used with modifiers: N/A

The POSTIN Tag

The POSTIN tag is used to display the package's post-install script.
Array: No

Used with modifiers; N/A

The PREUN Tag

The PREUN tag is used to display the package's pre-uninstall script.
Array: No

Used with modifiers; N/A

The POSTUN Tag

The POSTUN tag is used to display the package's post-uninstall script.
Array: No

Used with modifiers: N/A

The FILENAMES Tag
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The FILENAMES tag is used to display the names of the files that comprise the package.
Array: Yes (Size: One entry per filenames)

Used with modifiers: N/A

The FILESIZES Tag

The FILESIZES tag is used to display the size, in bytes, of each of the files that comprise the pack-
age.

Array: Yes (Size: One entry per filesizes)

Used with modifiers: N/A

The FILESTATES Tag

The FILESTATEStag is used to display the state of each of the files that comprise the package.
Array: Yes (Size: One entry per filestates)

Used with modifiers: N/A 1

The FILEMODES Tag

The FILEM ODES tag is used to display the permissions of each of the files that comprise the pack-
age.

Array: Yes (Size: One entry per filemodes)

Used with modifiers: :perms

The FILEUIDS Tag

The FILEUIDS tag is used to display the user ID, in numeric form, of each of the files that com-
prise the package.

Array: Yes (Size: One entry per fileuids)

Used with modifiers: N/A

The FILEGIDS Tag

The FILEGIDS tag is used to display the group ID, in numeric form, of each of the files that com-
prise the package.

Array: Yes (Size: One entry per filegids)

Used with modifiers: N/A

The FILERDEVS Tag

The FILERDEVS tag is used to display the major and minor numbers for each of the files that
comprise the package. It will only be non-zero for device special files.

Array: Yes (Size: One entry per filerdevs)

1 Since there is no modifier to display the file states in human-readable form, it will be necessary to manually interpret the flag values, based
on the RPMFILE_STATE_xxx #defines contained in r pr i b. h. This file is part of the rpm-devel package and is also present in the
RPM source package.
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Used with modifiers: N/A

The FILEMTIMES Tag

The FILEMTIMES tag is used to display the modification time and date for each of the files that
comprise the package.

Array: Yes (Size: One entry per filemtimes)

Used with modifiers: :date

The FILEMDSS Tag

The FILEMDS5S tag is used to display the MD5 checksum for each of the files that comprise the
package.

Array: Yes (Size: One entry per filemd5s)

Used with modifiers: N/A

The FILELINKTOS Tag

The FILELINKTOS tag isused to display the link string for symlinks.
Array: Yes (Size: One entry per filelinktos)

Used with modifiers: N/A

The FILEFLAGS Tag

The FILEFLAGS tag is used to indicate whether the files that comprise the package have been
flagged as being documentation or configuration.

Array: Yes (Size: One entry per fileflags)

Used with modifiers: :fflags

The ROOT Tag

The ROOT tag is not available for use with --queryfor mat.

The FILEUSERNAME Tag

The FILEUSERNAME tag is used to display the owner, in alphanumeric form, of each of the files
that comprise the package.

Array: No
Used with modifiers: N/A

The FILEGROUPNAME Tag

The FILEGROUPNAME tag is used to display the group, in aphanumeric form, of each of the
files that comprise the package.

Array: Yes (Size: One entry per filegroupname)

Used with modifiers: N/A

362



Available Tags For --queryformat

The EXCLUDE Tag

The EXCLUDE tag is deprecated and should no longer be used.

The EXCLUSIVE Tag

The EXCLUSIVE tag is deprecated and should no longer be used.

The ICON Tag

The | CON tag is not available for use with --queryfor mat.

The SOURCERPM Tag

The SOURCERPM tag is used to display the name of the source package from which this binary
package was built.

Array: No
Used with modifiers: N/A

The FILEVERIFYFLAGS Tag

The FILEVERIFYFLAGS tag is used to display the numeric value of the file verification flags for
each of the files that comprise the package.

Array: Yes (Size: One entry per fileverifyflags)
Used with modifiers: N/A 2

The ARCHIVESIZE Tag

The ARCHIVESIZE tag is used to display the size, in bytes, of the archive portion of the original
packagefile.

Array: No
Used with modifiers: N/A

The PROVIDES Tag

The PROVIDES tag is used to display the capabilities the package provides.
Array: Yes (Size: One entry per provides)
Used with modifiers: N/A

The REQUIREFLAGS Tag

The REQUIREFLAGS tag is used to display the requirement flags for each capability the package
requires.

Array: Yes (Size: One entry per requir eflags)

Used with modifiers: :depflags

2 Since there is no modifier to display the verification flags in human-readable form, it will be necessary to manualy interpret the flag val-
ues, based on the RPMVERIFY_xxx #defines contained inr pr i b. h. Thisfileis part of the rpm-devel package and is also present in
the RPM source package.
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The REQUIRENAME Tag

The REQUIRENAME tag is used to display the capahilities the package requires.
Array: Yes (Size: One entry per requirename)

Used with modifiers: N/A

The REQUIREVERSION Tag

The REQUIREVERSION tag is used to display the version-related aspect of each capability the
package requires.

Array: Yes (Size: One entry per requireversion)

Used with modifiers: N/A

The NOSOURCE Tag

The NOSOURCE tag is used to display the source archives that are not contained in the source
packagefile.

Array: Yes (Size: One entry per nosour ce)

Used with modifiers: N/A

The NOPATCH Tag

The NOPATCH tag is used to display the patch files that are not contained in the source package
file.

Array: Yes (Size: One entry per nopatch)

Used with modifiers: N/A

The CONFLICTFLAGS Tag

The CONFLICTFLAGS tag is used to display the conflict flags for each capability the package
conflicts with.

Array: Yes (Size: One entry per conflictflags)

Used with modifiers; :depflags

The CONFLICTNAME Tag

The CONFLICTNAME tag is used to display the capabilities that the package conflicts with.
Array: Yes (Size: One entry per conflicthame)

Used with modifiers: N/A

The CONFLICTVERSION Tag

The CONFLICTVERSION tag is used to display the version-related aspect of each capability the
package conflicts with.

Array: Yes (Size: One entry per conflictversion)

Used with modifiers: N/A
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The DEFAULTPREFIX Tag

The DEFAULTPREFIX tag is used to display the path that will, by default, be used to install are-
locatable package.

Array: No

Used with modifiers: N/A

The BUILDROOT Tag

The BUILDROOT tag is not available for use with --queryformat.

The INSTALLPREFIX Tag

The INSTALLPREFIX tag is used to display the actua path used when a rel ocatable package was
installed.

Array: No

Used with modifiers: N/A

The EXCLUDEARCH Tag

The EXCLUDEARCH tag is used to display the architectures that should not install this package.
Array: Yes (Size: One entry per excludear ch)

Used with modifiers; N/A

The EXCLUDEOS Tag

The EXCLUDEOS tag is used to display the operating systems that should not install this package.
Array: Yes (Size: One entry per excludeos)

Used with modifiers: N/A

The EXCLUSIVEARCH Tag

The EXCLUSIVEARCH tag is used to display the architectures that are the only ones that should
install this package.

Array: Yes (Size: One entry per exclusivear ch)

Used with modifiers: N/A

The EXCLUSIVEOS Tag

The EXCLUSIVEOS tag is used to display the operating systems that are the only one that should
install this package.

Array: Yes (Size: One entry per exclusiveos)

Used with modifiers: N/A

The AUTOREQPROV, AUTOREQ, and AUTOPROV
Tags
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The AUTOREQPROV, AUTOREQ, and AUTOPROV tags are not available for use with -

-queryformat.

The RPMVERSION Tag

The RPMVERSION tag is used to display the version of RPM that was used to build the package.

Array: No

Used with modifiers: N/A

The TRIGGERSCRIPTS Tag

The TRIGGERSCRIPTS tag isreserved for afuture version of RPM.

The TRIGGERNAME Tag

The TRIGGERNAME tagisreserved for afuture version of RPM.

The TRIGGERVERSION Tag

The TRIGGERVERSION tag isreserved for afuture version of RPM.

The TRIGGERFLAGS Tag

The TRIGGERFLAGS tag isreserved for afuture version of RPM.

The TRIGGERINDEX Tag

The TRIGGERINDEX tag isreserved for afuture version of RPM.

The VERIFYSCRIPT Tag

The VERIFY SCRIPT tagis used to display the script to be used for package verification.

Array: No

Used with modifiers: N/A
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Comments

Comments are a way to make RPM ignore aline in the spec file. To create a comment, enter an oc-
tothorp (#) at the start of the line. Any text following the comment character will be ignored by
RPM:

# This is the spec file for playmdi 2.3...

Comments can be placed in any section of the spec file. Note that macros are expanded everywhere,
so that with multiline macros which would only have the first line commented also escape the per-
cent (%) character:

# %configure

See also: the section called “Comments: Notes Ignored by RPM”.

The Preamble

This section outlines the tags that comprise a spec file's preamble.

Package Naming Tags

This section outlines the tags that are used to name a package.

The Name: Tag

The Name: tag is used to define the name of the software being packaged.

Nane: cdpl ayer

See also: the section called “The name Tag”.

The Version: Tag

The Version: tag defines the version of the software being packaged.

Version: 1.2
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See also: the section called “The version Tag'”.

The Release: Tag

The Release: tag can be thought of as the package's version.

Rel ease: 5

See also: the section called “Therelease Tag”.
Descriptive Tags

%description Directive -- Describe the packages intended use.

The %description tag is used to define an in-depth description of the packaged software. In the de-
scriptive text, a space in the first column indicates that that line of text should be presented to user
as-is, with no formatting done by RPM. Blank linesin the descriptive text denote paragraphs.

%descri ption

It slices!

It dices!

It's a CD player app that can't be beat.

By using the resonant frequency of the CDitself, it is able to simulate
t

20X oversanmpling. This leads to sound quality hat cannot be equal ed with
nore mundane software. ..

The %description tag can be made specific to a particular subpackage by adding the subpackage
name, and optionally, the - n option:

%lescri ption bar

%lescription -n bar

The subpackage name and usage of the - n option must match those defined with the % package
directive.

See also: the section called “ The % description Tag”.

The Summary: Tag

The Summary: tag is used to define a one-line description of the packaged software.

Summary: A CD pl ayer app that rocks!
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See also: the section called “The summary Tag”.

The License: Tag

The License: tag is used to define the license terms applicable to the software being packaged. This
tag is also known asthe Copyright: tag.

Li cense: GPL

See also: the section called “Thelicense Tag”.

The Distribution: Tag

The Distribution: tag is used to define a group of packages, of which this packageis a part.

Di stribution: Doors '95

See also: the section called “ The distribution Tag”.

The Icon: Tag

The Icon: tag is used to name a file containing an icon representing the packaged software. The file
may be in either GIF or XPM format, although XPM is preferred. In either case, the background of
the icon should be transparent.

I con: foo.xpm

See also: the section called “Theicon Tag”.

The Vendor: Tag

The Vendor: tag is used to define the name of the entity that is responsible for packaging the soft-
ware.

Vendor: Wiite Socks Software, |nc.

See also: the section called “The vendor Tag”.

The URL: Tag

The URL: tag is used to define a Uniform Resource Locator that can be used to obtain additional in-
formation about the packaged software.
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URL: http://ww. gnonovi si on. com cdpl ayer. htm

See also: the section called “The url Tag”.

The Group: Tag

The Group: tag is used to group packages together by the types of functionality they provide.

Group: Applications/Editors

See also: the section called “ The group Tag”.

The Packager: Tag

The Packager: tag is used to hold the name and contact information for the person or persons who
built the package.

Packager: Fred Foonly <fred@nonovi sion. conp

See also: the section called “ The packager Tag”.

Dependency Tags
The Provides: Tag

The Provides: tag is used to specify a"virtual package" that the packaged software makes available
when it isinstalled.

Provi des: nodul e-info

See also: the section called “The provides Tag'”.
The Requires: Tag

The Requires: tag isused to alert RPM to the fact that the package needs to have certain capabilities
available in order to operate properly.

Requi res: playnmi di

A version may be specified, following the package specification. The following comparison operat-
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ors may be placed between the package and version:;

Requires: playmdi >= 2.3

If the Requires: tag needs to perform a comparison against an epoch numbered defined with the
Epoch: tag, then the proper format would be:

Requires: playmdi >= 4:2.3

See also: the section called “Therequires Tag”.
The Epoch: Tag

The Epoch: tag is used to define an epoch number for a package. It replaces the now obsoleted
Serial: tag. Thisisonly necessary if RPM is unable to determine the ordering of a package's version
numbers.

Epoch: 4

See also: the section called “ The epoch Tag”.

The Conflicts: Tag

The Conflicts: tag is used to alert RPM to the fact that the package is not compatible with other
packages.

Conflicts: playm di

A version may be specified, following the package specification. The following comparison operat-
ors may be placed between the package and version:;

<, > =, >3, or <=
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Conflicts: playmdi >= 2.3

If the Conflicts: tag needs to perform a comparison against an epoch numbered defined with the
Epoch: tag, then the proper format would be:

Conflicts: playmdi = 4:

See also: the section called “ The conflicts Tag”.

The AutoReqProv:, AutoReq:, and AutoProv: Tags

The AutoReqProv: tag is used to control the automatic dependency processing performed when the
package is being built. To disable automatic dependency processing, add the following line:

Aut oRegProv: no

(The number 0 may be used instead of no) Although RPM defaults to performing automatic de-
pendency processing, the effect of the AutoRegProv: tag can be reversed by changing no to yes.
(The number 1 may be used instead of yes)

The AutoReq: and AutoProv: tags can be used to disable automatic processing of requirements or
"provides’ only, respectively.

See also: the section called “The autor eqpr ov, autoreq, and autoprov Tags’.
Architecture- and Operating System-Specific Tags
The ExcludeArch: Tag

The ExcludeArch: tag is used to direct RPM to ensure that the package does not attempt to build on
the excluded architecture(s).

Excl udeArch: sparc al pha

See also: the section called “The excludearch Tag”.

The ExclusiveArch: Tag

The ExclusiveArch: tag is used to direct RPM to ensure the package is only built on the specified
architecture(s).
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Excl usi veArch: sparc al pha

See also: the section called “The exclusivearch Tag”.

The ExcludeOs: Tag

The ExcludeOs: tag is used to direct RPM to ensure that the package does not attempt to build on
the excluded operating system(s).

Excl udeGS: linux irix

See also: the section called “ The excludeos Tag”.

The ExclusiveOs: Tag

The ExclusiveOs: tag is used to denote which operating system(s) should only be be permitted to
build the package.

Excl usi veOS: | i nux

See also: the section called “ The exclusiveos Tag”.
Directory-related Tags
The Prefix: Tag

The Prefix: tag is used to define part of the path RPM will use when installing the package's files.
The prefix can be redefined by the user when the package is installed, thereby changing where the
packageisinstalled.

Prefix: /opt

See also: the section called “ The prefix Tag”.

The BuildRoot: Tag

The BuildRoot: tag is used to define an alternate build root, where the software will be installed
during the build process.

Bui | dRoot: /tnp/ cdpl ayer

See also: the section called “ The buildroot Tag”.

373



Concise Spec File Reference

Source and Patch Tags
The Source: Tag

The Source: tag is used to define the filename of the sources to be packaged. When there is more
than one Sour ce: tag in a spec file, each one must be numbered so they are unique, starting with the
number 0. When there is only one tag, it does not need to be numbered.

By convention, the source filename is usually preceded by a URL pointing to the location of the ori-
ginal sources, but RPM does not require this.

Source0O: ftp://ftp.gnonovision.conf pub/cdpl ayer-1.0.tgz
Sourcel: foo.tgz

See also: the section called “ The source Tag”.
The NoSource: Tag

The NoSour ce: tag is used to alert RPM to the fact that one or more source files should be excluded
from the source package file. Thetag is followed by one or more numbers. The numbers correspond
to the numbers following the Sour ce: tags that are to be excluded from packaging.

NoSource: 0, 3

See also: the section called “The nosource Tag”.
The Patch: Tag

The Patch: tag is used to define the name of a patch file to be applied to the package's sources.
When there is more than one Patch: tag in a spec file, each one must be numbered so they are
unique, starting with the number 0. When thereis only one tag, it does not need to be numbered.

Pat ch: cdp-0. 33-fsstnd. patch

See also: the section called “ The patch Tag”.
The NoPatch: Tag

The NoPatch: tag is used to alert RPM to the fact that one or more patch files should be excluded
from the source package file. Thetag is followed by one or more numbers. The numbers correspond
to the numbers following the Patch: tags that are to be excluded from packaging.

NoPatch: 2 3
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See also: the section called “ The nopatch Tag”.

Scriptlets

This section lists the various scriptlets found in a spec file.

Build Scriptlets

Every build scriptlet has the following environment variables defined:

« RPM SOURCE DI R

- RPM BUI LD DIR

- RPM DOC DI R

- RPM OPT_FLAGS

« RPM ARCH

- RPM OS

« RPM ROOT_DI R

« RPM BUI LD_ROOT

« RPM _PACKAGE_NAME

« RPM PACKAGE_VERSI ON
« RPM PACKAGE_RELEASE

For more information on these environment variables, and build scriptlets in general, please see the
section called “Build-time Scripts’.

%prep Directive -- Unpack archives and apply patches.

The % prep scriptlet is executed first during a build, The scriptlet normally prepares the contents of
a source package for building, usually by unpacking archives and applying patches. The scriptlet can
contain any valid sh commands.

%pr ep

See also: the section called “The % prep Script”.

%build Directive -- Configure and compile components to be
packaged.

The % build scriptlet is the second scriptlet executed during a build, immediately after % prep. The
scriptlet normally builds the components to be included in a binary package, usually by configuring
and compiling source code from the previously unpacked and patched archives. The scriptlet can
contain any valid sh commands.
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Y%ui l d

See also: the section called “The % build Script”.

%install Directive -- Install components to be packaged.

The %install scriptlet is the third scriptlet executed during a build, immediately after %build. The
scriptlet normally installs components to be included in a binary package, usualy by copying files
from the build directory tree to an install directory tree. The scriptlet can contain any valid sh com-
mands.

% nst al |

See also: the section called “ The %install Script”.

%check Directive -- Run included tests.

The %check scriptlet is the fourth scriptlet executed during a build, immediately after %install.
The scriptlet normally runs the test suite for the built components if one is available. The scriptlet
can contain any valid sh commands.

o%check

See also: the section called “ The % check Script”.

%clean Directive -- Remove build components.

The %clean scriptlet is executed at the end of a build. The scriptlet cleans up files produced during
a build, usually by removing the install directory tree. The scriptlet can contain any valid sh com-
mands.

%! ean

See also: the section called “ The % clean Script”.

Install/Erase Scriptlets

These scriptlets are executed whenever the package isinstalled or erased. Each scriptlet can contain
any valid sh commands.

Note: Each of the following scriptlet can be made specific to a particular subpackage by adding the
subpackage name, and optionally, the - n option:

%post bar

376



Concise Spec File Reference

%reun -n bar

The subpackage name and usage of the - n option must match those defined with the % package
directive.

Each scriptlet has the following environment variable defined:
* RPM_I NSTALL_PREFI X

For more information on this environment variable please see the section called “Install/Erase-time
Scripts’.

The %pre Script

The % pre scriptlet executes just before the package is to be installed.

Y%pr e

See also: the section called “ The % pre Script”.

The %post Script

The % post scriptlet executes just after the package isto be installed.

%post

See also: the section called “The % post Script”.

The %preun Script

The % preun scriptlet executes just before the package is to be erased.

%pr eun

See also: the section called “The % preun Script”.

%postun Directive

The % postun scriptlet executes just after the package is to be erased.

%post un
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See also: the section called “The % postun Script”.
%verifyscript Directive
This section describes the verification script.

The %verifyscript Script

The % verifyscript scriptlet executes whenever the package is verified using RPM's - V option. The
scriptlet can contain any valid sh commands.

See also: the section called “ Verification-Time Script — The % verifyscript Script ”.

Macros

This section describes the various macros used by RPM.

The %setup Macro

The % setup macro is used to unpack the origina sources in preparation for the build. It is used in
the % prep script:

%pr ep
UYset up

See also: the section called “The % setup Macro”.

The - n <nane> Option

The - n option is used to set the name of the software's build directory. This is necessary only when
the source archive unpacks into a directory named other than <nane>- <ver si on>.

Y%setup -n cd-player

See also: the section called “ -n <nane> — Set Name of Build Directory ”.
The - g Option
The - q option is used to direct % setup to quiet its output. Verbose file listings won't be displayed

when unpacking archives with this option.

Ysetup -cC

See also: the section called “ -¢c — Create Directory (and change to it) Before Unpacking ”.

The - ¢ Option
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The - ¢ option is used to direct % setup to create the top-level build directory before unpacking the
sources.

Ysetup -cC

See also: the section called “ -c — Create Directory (and change to it) Before Unpacking ”.
The - DOption

The - D option is used to direct % setup to not delete the build directory prior to unpacking the
sources. This option is used when more than one source archive is to be unpacked into the build dir-
ectory, normally with the - b or - a options.

Y%etup -D -T -b 3

See also: the section called “ -D — Do Not Delete Directory Before Unpacking Sources ™.
The - T Option
The - T option is used to direct % setup to not perform the default unpacking of the source archive

specified by thefirst Source: tag. It isused with the - a or - b options.

%setup -D -T -a 1

See also: the section called “ -T — Do Not Perform Default Archive Unpacking ™.
The - b <n> Option

The - b option is used to direct % setup to unpack the source archive specified on the nth Source:
tag line before changing directory into the build directory.

Y%setup -D -T -b 2

See also: the section called “ -b <n> — Unpack The nth Sources Before Changing Directory ”.
The -a <n> Option
The - a option is used to direct % setup to unpack the source archive specified on the nth Source:

tag line after changing directory into the build directory.

%etup -D -T -a 5
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See also: the section called “ -a <n> — Unpack The nth Sources After Changing Directory ”.

The %patch Macro

The % patch macro, as its name implies, is used to apply patches to the unpacked sources. With no
additional options specified, it will apply the patch file specified by the Patch: (or Patch0:) tag.

%pat ch

When there is more than one Patch: tag line in a spec file, they can be specified by appending the
number of the Patch: tag to the % patch macro name itself.

Y%pat ch2

See also: the section called “The % patch Macro”.
The - P <n> Option
The - P option is another method of applying a specific patch. The number from the Patch: tag fol-

lows the - P option. The following % patch macros both apply the patch specified on the Patch2:
tag line:

Y%patch -P 2
%pat ch2

See also: the section called “ Specifying Which patch Tag to Use”.
The - p<#> Option

The - p option is sent directly to the patch command. It is followed by a number which specifies the
number of leading slashes (and the directories in between) to strip from any filenames present in the
patch file.

Y%patch -p2

See also: the section called * -p <#> — Strip <#> leading slashes and directories from patch file-
names”.

The - b <nane> Option

When the patch command is used to apply a patch, unmodified copies of the files patched are re-
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named to end with the extension . ori g. The - b option is used to change the extension used by
patch.

Y%patch -b .fsstnd

See also: the section called “ -b <nanme> — Set the backup file extension to <nane> ".
The %patch -E Option

The - E option is sent directly to the patch command. It is used to direct patch to remove any empty
files after the patches have been applied.

See also: the section called “-E — Remove Empty Output Files”.

The %files List

The %files list indicates which files on the build system are to be packaged. The list consists of one
file per line. If adirectory is specified, by default al files and subdirectories will be packaged.

%iles

/ et c/ f oo. conf

/ sbin/foo

/usr/ bi n/ foocnd

The %fileslist can be made specific to a particular subpackage by adding the subpackage name, and
optionally, the - n option:

% il es bar

% iles -n bar

The subpackage name and usage of the - n option must match those defined with the % package
directive.

The %files list can also use the contents of afile as the list of files to be packaged. This is done by
using the - f option, which isthen followed by a filename:

%iles -f files.list

See also: the section called “The %files List”.

Directives For the %files list

This section lists the various directives used in the %files lists.

381



Concise Spec File Reference

File-related Directives

This section lists those directives that are related to files.

The %doc Directive

The % doc directive flags the filename(s) that follow as being documentation.

%loc README

See also: the section called “ The % doc Directive’.

The %config Directive

The % config directive is used to flag the specified file as being a configuration file.

%onfig /etc/fstab

See also: the section called “The % config Directive”.

The %attr Directive

The %attr directive is used to permit RPM to directly control afile's permissions and ownership. It
is normally used when non-root users build packages. The % attr directive has the following format:

Y%attr (<node>, <user>, <group>) file

The user and group identifiers must be non-numeric. Attributes that do not need to be set by % attr
may be replaced with a dash:

Y%attr (755, root, -) foo.bar

See dso: the section called “ The %o attr Directive”.

The %attr Directive
The % defattr sets default % attr for RPM.

The % defattr directive has the following format:

Yattr(<file nmode>, <user>, <group> <dir node>)
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The user and group identifiers must be non-numeric. Attributes that do not need to be set by
% defattr may be replaced with a dash. Directory mode may be ommited:

%lef attr (644, root, root, -)

See adso: the section called “ The %o defattr Directive”.

The %verify Directive
The % verify directive is used to control which of nine different file attributes are to be verified by
RPM. The attributes are:
1. owner — Thefile's owner.
2. group — Thefile's group.
3. mode— Thefile's mode.
4

md5 — Thefile's MD5 checksum.

o

size— Thefile'ssize.

6. maj — Thefile'smajor number.

7. min — Thefile's minor number.

8. symlink — Thefile's symbolic link string.

9. mtime— Thefile's modification time.

If the keyword not precedes thelist, every attribute except those listed will be verified.

%erify(node nd5 size maj min symink ntinme) /dev/ttySO

See also: the section called “The % verify Directive’.
Directory-related Directives

The %docdir Directive
The %docdir directive is used to add the specified directory to RPM's internal list of directories
containing documentation. When a directory is added to this list, every file packaged in this direct-
ory (and any subdirectories) will automatically be marked as documentation.

See d so: the section called “ The % docdir Directive”.

The %dir Directive

The %dir directive is used to direct RPM to package only the directory itself, regardiess of what
files may reside in the directory at the time the package is created.
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ogli r /usr/bl at her

See also: the section called “The %dir Directive”.

%package Directive

The % package directive is used to control the creation of subpackages. The subpackage name is de-
rived from the first Name: tag in the spec file, followed by the name specified after the % package
directive. Therefore, if the first Name: tag is:

Nane: foo

and a subpackage is defined with the following % package directive:

Y%package bar

the subpackage name will be f oo- bar .
See also: the section called “The Lone Directive: % package”.
The %package -n Option
The - n option is used to change how RPM derives the subpackage name. When the - n option is

used, the name following the % package directive becomes the complete subpackage name. There-
fore, if a subpackage is defined with the following % package directive:

Y%package -n bar

the subpackage name will be bar .

See also: the section called “ -n <st ri ng>— Use<st ri ng> Asthe Entire Subpackage Name ”.

Conditionals

The %ifxxx conditionals are used to begin a section of the spec file that is specific to a particular
architecture or operating system. They are followed by one or more architecture or operating system
specifiers, each separated by commas or whitespace.

Conditionals may be nested within other conditionals, provided that the inner conditional is com-
pletely enclosed by the outer conditional.

The %ifarch Conditional
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If the build system'’s architecture is specified, the part of the spec file following the % ifar ch, but be-
fore a%else or % endif will be used during the build.

% farch i 386 sparc

See ad'so: the section called “ The %ifarch Conditional”.

The %ifnarch Conditional

If the build system's architecture is specified, the part of the spec file following the %ifarch but be-
fore a%else or % endif will not be used during the build.

% fnarch i 386 sparc

See aso: the section called “ The % ifnar ch Conditional”.

The %ifos Conditional

If the build system is running one of the specified operating systems, the part of the spec file follow-
ing the %ifos but before a % else or % endif will be used during the build.

% f os | i nux

See also: the section called “ The % ifos Conditional”.

The %ifnos Conditional

If the build system is running one of the specified operating systems, the part of the spec file follow-
ing the %ifnos but before a % else or % endif will not be used during the build.

% f nos | i nux

See also: the section called “ The % ifnos Conditional”.

The %else Conditional

The % else conditional is placed between a %if conditional of some persuasion, and an % endif. It
is used to create two blocks of spec file statements, only one of which will be used in any given
case.

% farch al pha
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make RPM OPT_FLAGS="$RPM OPT FLAGS - |
%l se
make RPM OPT_ FLAGS="$RPM OPT_FLAGS"

%endi f

See aso: the section called “ The % el se Conditional”.

The %endif Conditional

An %endif is used to end a conditional block of spec file statements. The % endif is always needed
after a conditional, otherwise, the build will fail.

% farch i 386
make | NTELFLAG=- DI NTEL
%endi f

See also: the section called “ The % endif Conditional”.
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Appendix F. RPM-related Resources

There are a number of resources available to help you with RPM, over and above the RPM man
page, and this book. Here are some pointers to them.

Where to Get RPM

What

Perhaps before asking, Where can | get RPM? it might be better to see if RPM is aready installed
on your system. If you have Red Hat Linux on your system, it's there already. But be sure to check
on other systems — people are porting RPM to different systems every day, and it just might be

there waiting for you.

Here'saquick way to seeif RPM isinstalled on your system:

% rpm --version
RPM version 4.2
%

If this command doesn't work, it might be that your path doesn't include the directory where RPM
resides. Check the usual "binary" directories before declaring RPM a no-show!

FTP Sites

If you can't find RPM on your system, you'll have to grab a copy by FTP. RPM can be found at
ftp.rpmorg.Itisnolonger availablefromft p. r edhat . comsince version 2.5.1.

Do | Need?

Once you find a nearby site with RPM, and have found the directory where it's kept, you'll notice a
variety of files, all starting with "r pni'. What are they? Which ones do you need? Here's a represent-
ative list, along with the ways in which each file would be used:

ftp>1Is

227 Entering Passive Mde (66, 187, 233, 245, 39, 44)

150 Here comes the directory listing.

STWr--F-- 1 2369 300 79155 Sep 17 21:17 popt-1.7-8x.al pha.rpm
SrTWr--r-- 1 2369 300 69704 Sep 17 21:17 popt-1.7-8x.i386.rpm
STWr--r-- 1 2369 300 88284 Sep 17 21:17 popt-1.7-8x.ia64.rpm
STW-TWAT - - 1 2369 300 574549 Sep 17 20:57 popt-1.7.tar.gz

STWr--f-- 1 2369 300 2647153 Sep 17 21:17 rpm 4. 1-8x. al pha. rpm
SrWr--r-- 1 2369 300 2222224 Sep 17 21:17 rpm4.1-8x.i386.rpm
SrWr--r-- 1 2369 300 3390500 Sep 17 21:17 rpm4.1-8x.ia64.rpm
SrWr--r-- 1 2369 300 6469152 Sep 17 21:17 rpm4.1-8x.src.rpm
STW-FWT - - 1 2369 300 5670825 Sep 17 20:55 rpm4.1.i386.tar.gz
STWFWT-- 1 2369 300 6494145 Sep 17 19:38 rpm4.1.tar.gz

STWF--F-- 1 2369 300 83884 Sep 17 21:17 rpmbuil d-4.1-8x. al pha.rpm
STWF--F-- 1 2369 300 79365 Sep 17 21:17 rpmbuil d-4.1-8x.i386.rpm
STWr--F-- 1 2369 300 95701 Sep 17 21:17 rpmbuil d-4.1-8x.ia64.rpm
STWr--f-- 1 2369 300 3798135 Sep 17 21:17 rpmdevel -4.1-8x. al pha. rpm
STWr--f-- 1 2369 300 3259143 Sep 17 21:17 rpmdevel -4.1-8x.i386.rpm
STWr--f-- 1 2369 300 3978604 Sep 17 21:17 rpmdevel -4.1-8x.ia64.rpm
STWr--f-- 1 2369 300 104653 Sep 17 21:17 rpm python-4. 1-8x. al pha. rpm
STWr--f-- 1 2369 300 97407 Sep 17 21:17 rpmpython-4.1-8x.i386.rpm
STWr--r-- 1 2369 300 132830 Sep 17 21:17 rpmpython-4.1-8x.ia64.rpm

226 Directory send OK
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ftp>

Although the version numbers may change, the types of files kept in this directory will not. Here's
the first group of files:

STWr--F-- 1 2369 300 79155 Sep 17 21:17 popt-1.7-8x.al pha.rpm
SrW-r--r-- 1 2369 300 69704 Sep 17 21:17 popt-1.7-8x.i386.rpm
STWr--r-- 1 2369 300 88284 Sep 17 21:17 popt-1.7-8x.ia64.rpm
STWr--f-- 1 2369 300 2647153 Sep 17 21:17 rpm 4. 1-8x. al pha. rpm
SrWr--r-- 1 2369 300 2222224 Sep 17 21:17 rpm4.1-8x.i386.rpm
STWr--f-- 1 2369 300 3390500 Sep 17 21:17 rpm4.1-8x.ia64.rpm

The files above are the binary package files for RPM version 4.1, release 8x (intended for Red Hat
Linux 8.x), on the Digital Alpha, the Intel x86, and the Intel 1A-64. Note that the version number
will change in time, but the other parts of the file naming convention won't. As binary package files,
they must be installed using RPM. So if you don't have RPM yet, they won't do you much good. 1

Let'slook at the next file:

SrWr--r-- 1 2369 300 6469152 Sep 17 21:17 rpm4.1-8X.src.rpm

Thisisthe source package file for RPM version 4.1, release 8x. Like the binary packages, the source
package requires RPM to install — therefore, it cannot be used to perform an initia install of RPM.
Let's see what else thereis here:

STWr--r-- 1 2369 300 3798135 Sep 17 21:17 rpmdevel -4. 1-8x. al pha. rpm
STWIr--r-- 1 2369 300 3259143 Sep 17 21:17 rpmdevel -4. 1-8x.i 386.rpm
STWr--r-- 1 2369 300 3978604 Sep 17 21:17 rpmdevel -4. 1-8x.i a64.rpm

The files above are binary package files that contain the r pm devel subpackage. The r pm
devel package contains header files and the RPM library, and is used for developing programs that
can perform RPM-related functions. These files cannot be used to get RPM running. That leaves
two files left:

-rwrwr-- 1 root 97 278620 Jul 18 06:05 rpm2.2.2-1.i386.cpio.gz
-rwrwr-- 1 root 97 356943 Jul 18 06:05 rpm2.2.2.tar.gz

The first file is a gzipped cpio archive of the files comprising RPM. After uncompressing the file,
cpio can be used to extract the files and place them on your system. Note, however, that there is a
cpio archive for the 1386 architecture only. To extract the files, issue the following command:

11f your goal isto install RPM on one of these systems, it might be a good idea to copy the appropriate binary package. That way, once you
have RPM running, you can reinstall it with the --for ce option to ensure that RPM is properly installed and configured.
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# zcat file.cpio.gz | (cd / ; cpio --extract)
#

(When actually issuing the command, fi | e. cpi 0. gz should be replaced with the actual hame of
the cpio archive.)

Note that the archive should be extracted using GNU cpio version 2.4.1 or greater. It may also be
necessary to issue the following command prior to using RPM:

# nkdir /var/lib/rpm
#

The last file, r pm 2. 2. 2. t ar. gz, contains the sources for RPM. Using it, you can build RPM
from scratch. Thisis the most involved option, but it is the only choice for people interested in port-
ing RPM to a new architecture. See Chapter 8, Miscellanea for an example of RPM being built from
the sources.

Where to Talk About RPM

As much as we've tried to make this book a comprehensive reference for RPM, there are going to be
times when you'll need additional help. The best way to connect with other that use RPM is to try
one of the following mailing lists.

Therpm|i st Mailing List

Red Hat maintains amailing list specifically for RPM. In order to subscribe to the ligt, it's necessary
to send amail message to:

rpmlist-request @edhat.com

On the message's subject line, place the word subscribe. After a short delay, you should receive an
automated response with general information about the mailing list.

To send messages to the list, address them to:

rpmlist@edhat.com

As with other on-line forums, it's advisable to "lurk” for a while before sending anything to the list.
That way, you'll be able to see what types of questions are acceptable for the list. Let the list's name
be your guide; if the message you want to send doesn't have anything to do with RPM, you shouldn't
sendittorpm | i st!

In general, the flavor of r pm | i st isabit biased towards RPM's development, building packages,
and issues surrounding the porting of RPM to other systems. If your question is more along the lines
of, How do | use RPM to install new software? consider reviewing the first half of this book and
lurkingonr pm | i st awhilefirst.

Theredhat -1i st Mailing List
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Ther edhat - 1 i st mailing list is meant to serve as aforum for users of Red Hat's Linux operating
system. If your questions concerns the use of RPM on Red Hat Linux, thenther edhat -1 i st isa
good place to start. To subscribe, send a message to:

redhat -1i st-request @edhat. com

On the message's subject line, place the word subscribe. After a short delay, you should receive an
automated response with general information about the mailing list. Aswithrpm | i st , it'sbest to
lurk for awhile before posting to the list

To send messagesto the list, address them to:

redhat-1|i st @edhat.com

The r edhat - di gest Mailing List

Some people might find the number of messages on r edhat - | i st more than they can handle.
However, there isa digest version of the list available. Each digest consists of one or more messages
sent to r edhat - | i st . The digest is sent out when the collected messages reach a certain size.
Therefore, a digest might have one very long message, or twenty smaller ones. In either case, you'll
have the collected knowledge of the Red Hat development team and their many customers delivered
in one message.

To subscribeto r edhat - di gest , send amessage to:

redhat - di gest - request @ edhat . com

On the message's subject line, place the word subscribe. After a short delay, you should receive an
automated response with general information about the mailing list.

To send messagesto the list, address them to:

redhat-1|i st @edhat.com

As always, observe proper "netiquette” — lurk before you leap!

RPM On the World Wide Web

Up-to-date information on RPM can always be found at Red Hat's web site:

http://ww. redhat. com
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The site's content changes frequently, so it's impossible to specify an exact URL for RPM informa-
tion. However, the site is very well run, and always has a comprehensive table of contents aswell as
asearch engine. Either should make finding information on RPM easy.

RPM's License

RPM is licensed under the GNU General Public License, or asit's more commonly called, the GPL.
If you're not familiar with the GPL, it would be worthwhile to spend a few minutes looking it over.
The purpose behind the GPL isto ensure that GPL 'ed software remains freely available.

"Freely available" doesn't necessarily mean "at no cost,” although GPL'ed software is often available
by anonymous FTP. The idea behind the GPL is to make it impossible for anyone to take GPL'ed
code, and make it proprietary. But enough preliminaries! The best way to understand the GPL isto
read it:

GNU GENERAL PUBLIC LICENSE

Version 2, June 1991

Copyright © 1989, 1991 Free Software Foundation, Inc. 675 Mass Ave, Cambridge, MA 02139,
USA

Everyone is permitted to copy and distribute verbatim copies of this license document, but changing
itisnot alowed.

Preamble

The licenses for most software are designed to take away your freedom to share and change it. By
contrast, the GNU General Public License is intended to guarantee your freedom to share and
change free software — to make sure the software is free for al its users. This General Public Li-
cense applies to most of the Free Software Foundation's software and to any other program whose
authors commit to using it. (Some other Free Software Foundation software is covered by the GNU
Library General Public Licenseinstead.) Y ou can apply it to your programs, too.

When we speak of free software, we are referring to freedom, not price. Our General Public Li-
censes are designed to make sure that you have the freedom to distribute copies of free software
(and charge for this service if you wish), that you receive source code or can get it if you want it,
that you can change the software or use pieces of it in new free programs; and that you know you
can do these things.

To protect your rights, we need to make restrictions that forbid anyone to deny you these rights or to
ask you to surrender the rights. These restrictions translate to certain responsibilities for you if you
distribute copies of the software, or if you modify it.

For example, if you distribute copies of such a program, whether gratis or for a fee, you must give
the recipients all the rights that you have. Y ou must make sure that they, too, receive or can get the
source code. And you must show them these terms so they know their rights.

We protect your rights with two steps:

1. copyright the software, and
2. offer you this license which gives you legal permission to copy, distribute and/or modify the
software.

Also, for each author's protection and ours, we want to make certain that everyone understands that
there is no warranty for this free software. If the software is modified by someone else and passed
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on, we want its recipients to know that what they have is not the original, so that any problemsintro-
duced by others will not reflect on the original authors' reputations.

Finally, any free program is threatened constantly by software patents. We wish to avoid the danger
that redistributors of a free program will individually obtain patent licenses, in effect making the
program proprietary. To prevent this, we have made it clear that any patent must be licensed for
everyone's free use or not licensed at all.

The precise terms and conditions for copying, distribution and modification follow.

GNU GENERAL PUBLIC LICENSE

TERMS AND CONDITIONS FOR COPYING, DISTRIBUTION AND MODIFICATION

1. ThisLicense appliesto any program or other work which contains a notice placed by the copy-
right holder saying it may be distributed under the terms of this General Public License. The
"Program", below, refers to any such program or work, and a "work based on the Program"
means either the Program or any derivative work under copyright law: that is to say, a work
containing the Program or a portion of it, either verbatim or with modifications and/or trans-
lated into another language. (Hereinafter, trandation is included without limitation in the term
"modification".) Each licensee is addressed as "you".

Activities other than copying, distribution and modification are not covered by this License;
they are outside its scope. The act of running the Program is not restricted, and the output from
the Program is covered only if its contents constitute a work based on the Program
(independent of having been made by running the Program). Whether that is true depends on
what the Program does.

2. You may copy and distribute verbatim copies of the Program's source code as you receive it, in
any medium, provided that you conspicuously and appropriately publish on each copy an ap-
propriate copyright notice and disclaimer of warranty; keep intact all the notices that refer to
this License and to the absence of any warranty; and give any other recipients of the Program a
copy of this License along with the Program.

You may charge a fee for the physical act of transferring a copy, and you may at your option
offer warranty protection in exchange for afee.

3. You may modify your copy or copies of the Program or any portion of it, thus forming a work
based on the Program, and copy and distribute such modifications or work under the terms of
Section 1 above, provided that you also meet all of these conditions:

a  You must cause the modified files to carry prominent notices stating that you changed the
files and the date of any change.

b. You must cause any work that you distribute or publish, that in whole or in part contains
or is derived from the Program or any part thereof, to be licensed as a whole at no charge
to all third parties under the terms of this License.

c. If the modified program normally reads commands interactively when run, you must
cause it, when started running for such interactive use in the most ordinary way, to print or
display an announcement including an appropriate copyright notice and a notice that there
isno warranty (or else, saying that you provide awarranty) and that users may redistribute
the program under these conditions, and telling the user how to view a copy of this Li-
cense. (Exception: if the Program itself is interactive but does not normally print such an
announcement, your work based on the Program is not required to print an announce-
ment.)

These requirements apply to the modified work as a whole. If identifiable sections of that work
are not derived from the Program, and can be reasonably considered independent and separate
works in themselves, then this License, and its terms, do not apply to those sections when you
distribute them as separate works. But when you distribute the same sections as part of awhole
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which is a work based on the Program, the distribution of the whole must be on the terms of
this License, whose permissions for other licensees extend to the entire whole, and thus to each
and every part regardless of who wrote it.

Thus, it is not the intent of this section to claim rights or contest your rights to work written en-
tirely by you; rather, the intent is to exercise the right to control the distribution of derivative or
collective works based on the Program.

In addition, mere aggregation of another work not based on the Program with the Program (or
with awork based on the Program) on a volume of a storage or distribution medium does not
bring the other work under the scope of this License.

You may copy and distribute the Program (or a work based on it, under Section 2) in object
code or executable form under the terms of Sections 1 and 2 above provided that you also do
one of the following:

a.  Accompany it with the complete corresponding machine-readable source code, which
must be distributed under the terms of Sections 1 and 2 above on a medium customarily
used for software interchange; or,

b. Accompany it with awritten offer, valid for at least three years, to give any third party, for
a charge no more than your cost of physically performing source distribution, a complete
machine-readable copy of the corresponding source code, to be distributed under the terms
of Sections 1 and 2 above on a medium customarily used for software interchange; or,

c.  Accompany it with the information you received as to the offer to distribute corresponding
source code. (This alternative is allowed only for noncommercia distribution and only if
you received the program in object code or executable form with such an offer, in accord
with Subsection b above.)

The source code for awork means the preferred form of the work for making modifications to
it. For an executable work, complete source code means al the source code for al modules it
contains, plus any associated interface definition files, plus the scripts used to control compila-
tion and installation of the executable. However, as a specia exception, the source code distrib-
uted need not include anything that is normally distributed (in either source or binary form)
with the major components (compiler, kernel, and so on) of the operating system on which the
executable runs, unless that component itself accompanies the executable.

If distribution of executable or object code is made by offering access to copy from a desig-
nated place, then offering equivalent access to copy the source code from the same place counts
as distribution of the source code, even though third parties are not compelled to copy the
source along with the object code.

You may not copy, modify, sublicense, or distribute the Program except as expressly provided
under this License. Any attempt otherwise to copy, modify, sublicense or distribute the Pro-
gram isvoid, and will automatically terminate your rights under this License. However, parties
who have received copies, or rights, from you under this License will not have their licenses
terminated so long as such parties remain in full compliance.

You are not required to accept this License, since you have not signed it. However, nothing
else grants you permission to modify or distribute the Program or its derivative works. These
actions are prohibited by law if you do not accept this License. Therefore, by modifying or dis-
tributing the Program (or any work based on the Program), you indicate your acceptance of this
License to do so, and all its terms and conditions for copying, distributing or modifying the
Program or works based on it.

Each time you redistribute the Program (or any work based on the Program), the recipient auto-
matically receives alicense from the original licensor to copy, distribute or modify the Program
subject to these terms and conditions. Y ou may not impose any further restrictions on the recip-
ients' exercise of the rights granted herein. Y ou are not responsible for enforcing compliance by
third parties to this License.
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10.

11.

12.

13.

If, as a consequence of a court judgment or allegation of patent infringement or for any other
reason (not limited to patent issues), conditions are imposed on you (whether by court order,
agreement or otherwise) that contradict the conditions of this License, they do not excuse you
from the conditions of this License. If you cannot distribute so as to satisfy simultaneously
your obligations under this License and any other pertinent obligations, then as a consequence
you may not distribute the Program at all. For example, if a patent license would not permit
royalty-free redistribution of the Program by all those who receive copies directly or indirectly
through you, then the only way you could satisfy both it and this License would be to refrain
entirely from distribution of the Program.

If any portion of this section is held invalid or unenforceable under any particular circum-
stance, the balance of the section is intended to apply and the section as a whole is intended to
apply in other circumstances.

It is not the purpose of this section to induce you to infringe any patents or other property right
claims or to contest validity of any such claims; this section has the sole purpose of protecting
the integrity of the free software distribution system, which is implemented by public license
practices. Many people have made generous contributions to the wide range of software distrib-
uted through that system in reliance on consistent application of that system; it is up to the au-
thor/donor to decide if he or she is willing to distribute software through any other system and
alicensee cannot impose that choice.

This section is intended to make thoroughly clear what is believed to be a consequence of the
rest of this License.

If the distribution and/or use of the Program is restricted in certain countries either by patents
or by copyrighted interfaces, the original copyright holder who places the Program under this
License may add an explicit geographical distribution limitation excluding those countries, so
that distribution is permitted only in or among countries not thus excluded. In such case, this
Licenseincorporates the limitation as if written in the body of this License.

The Free Software Foundation may publish revised and/or new versions of the General Public
License from time to time. Such new versions will be similar in spirit to the present version,
but may differ in detail to address new problems or concerns.

Each version is given a distinguishing version number. If the Program specifies a version num-
ber of this License which appliesto it and "any later version”, you have the option of following
the terms and conditions either of that version or of any later version published by the Free
Software Foundation. If the Program does not specify a version number of this License, you
may choose any version ever published by the Free Software Foundation.

If you wish to incorporate parts of the Program into other free programs whose distribution
conditions are different, write to the author to ask for permission. For software which is copy-
righted by the Free Software Foundation, write to the Free Software Foundation; we sometimes
make exceptions for this. Our decision will be guided by the two goals of preserving the free
status of all derivatives of our free software and of promoting the sharing and reuse of software
generaly.

NO WARRANTY

BECAUSE THE PROGRAM IS LICENSED FREE OF CHARGE, THERE IS NO WAR-
RANTY FOR THE PROGRAM, TO THE EXTENT PERMITTED BY APPLICABLE LAW.
EXCEPT WHEN OTHERWISE STATED IN WRITING THE COPYRIGHT HOLDERS
AND/OR OTHER PARTIES PROVIDE THE PROGRAM "ASIS"' WITHOUT WARRANTY
OF ANY KIND, EITHER EXPRESSED OR IMPLIED, INCLUDING, BUT NOT LIMITED
TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A
PARTICULAR PURPOSE. THE ENTIRE RISK AS TO THE QUALITY AND PERFORM-
ANCE OF THE PROGRAM ISWITH YOU. SHOULD THE PROGRAM PROVE DEFECT-
IVE, YOU ASSUME THE COST OF ALL NECESSARY SERVICING, REPAIR OR COR-
RECTION.

IN NO EVENT UNLESS REQUIRED BY APPLICABLE LAW OR AGREED TO IN WRIT-
ING WILL ANY COPYRIGHT HOLDER, OR ANY OTHER PARTY WHO MAY MODIFY
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AND/OR REDISTRIBUTE THE PROGRAM AS PERMITTED ABOVE, BE LIABLE TO
YOU FOR DAMAGES, INCLUDING ANY GENERAL, SPECIAL, INCIDENTAL OR
CONSEQUENTIAL DAMAGES ARISING OUT OF THE USE OR INABILITY TO USE
THE PROGRAM (INCLUDING BUT NOT LIMITED TO LOSS OF DATA OR DATA BE-
ING RENDERED INACCURATE OR LOSSES SUSTAINED BY YOU OR THIRD
PARTIES OR A FAILURE OF THE PROGRAM TO OPERATE WITH ANY OTHER PRO-
GRAMS), EVEN IF SUCH HOLDER OR OTHER PARTY HAS BEEN ADVISED OF THE
POSSIBILITY OF SUCH DAMAGES.

END OF TERMS AND CONDITIONS

How to Apply These Terms to Your New Programs

If you develop a new program, and you want it to be of the greatest possible use to the public, the
best way to achieve this is to make it free software which everyone can redistribute and change un-
der these terms.

To do s0, attach the following notices to the program. It is safest to attach them to the start of each
source file to most effectively convey the exclusion of warranty; and each file should have at least
the "copyright" line and a pointer to where the full notice is found.

<one line to give the program name and a brief idea of what it does.>
Copyri ght © 19yy <nane of author>

This programis free software; you can redistribute it and/or
nodify it under the terns of the GNU General Public License as
publ i shed by the Free Software Foundation; either version 2 of
the License, or (at your option) any l|later version.

This programis distributed in the hope that it will be useful,
but W THOUT ANY WARRANTY; wi thout even the inplied warranty of
MERCHANTABI LI TY or FI TNESS FOR A PARTI CULAR PURPOSE. See the G\U
General Public License for nore details.

You shoul d have received a copy of the GNU General Public License
along with this program if not, wite to the Free Software
Foundation, Inc., 675 Mass Ave, Canbridge, MA 02139, USA

Also add information on how to contact you by electronic and paper mail.

If the program is interactive, make it output a short notice like this when it starts in an interactive
mode:

Gnonovi si on version 69, Copyright © 19yy nane of author

Gnonovi si on conmes with ABSOLUTELY NO WARRANTY; for details type
"show w'. This is free software, and you are wel cone to

redi stribute it under certain conditions; type "show c" for
details.

The hypothetical commands "show w" and "show c" should show the appropriate parts of the Gen-
eral Public License. Of course, the commands you use may be called something other than "show
w" and "show c"; they could even be mouse-clicks or menu items — whatever suits your program.

Y ou should also get your employer (if you work as a programmer) or your school, if any, to sign a
"copyright disclaimer" for the program, if necessary. Here is a sample; alter the names:

395



RPM-related Resources

Yoyodyne, Inc., hereby disclaims al copyright interest in the program “"Gnomovision' (which
makes passes at compilers) written by James Hacker.

<signature of Ty Coon>, 1 April 1989

Ty Coon, President of Vice

This General Public License does not permit incorporating your program into proprietary programs.
If your program is a subroutine library, you may consider it more useful to permit linking propriet-
ary applications with the library. If thisiswhat you want to do, use the GNU Library General Public
Licenseinstead of this License.
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Appendix G. An Introduction to PGP

PGP

Assuming you're not the curious type and haven't flipped your way back here, you are probably here
looking for some information on the program known as Pretty Good Privacy, or PGP.

— Privacy for Regular People

PGP, or "Pretty Good Privacy", is a program that is intended to help make electronic mail more se-
cure. It does this by using sophisticated techniques known as public key encryption.

If you find yourself wondering what electronic mail and making information unreadable by spies
has to do with RPM, you have a good point. However, although PGP's claim to fame is the handling
of e-mail in total privacy, it has some other tricks up its sleeve.

Keys your Locksmith Wouldn't Understand

As we mentioned above, PGP uses public key encryption to do some of its magic. Y ou might guess
from the name that this type of encryption involves keys of some sort. But, as you might imagine,
these are not keys that you can copy down at the local hardware store. They are numbers — really
large numbers. Here's what a key might look like1:

----- BEG N PGP PUBLI C KEY BLOCK- - - - -
Version: 2.6.2

NCNAz EpXj UAAAEEAKGA/ V9o USi Dc9w ge6Bng6er DGCLznFyi oAho8kDI JSr cmi
F9qTdPg+f ) 726pgWLi Sb0Y7syZn9Y2l gQrbHkPCODf Ni 8eW) TFSxbr 8ygosLRC TP
xgHvht I nG f ZNLoSpv1LdWOre0y OpOQInghdOvE KXpgf 5g84valg6PHLopv5AAUR
t CpSZWQSGFOI FNvZnR3YXJI LCBIbmVul Dxy ZWRo YXRAc nivkaGFOLn\vbT6J AFUD
BRAxcOxcKQ2ui x Ux6ZEBAQDF Af sGmrueeH3Wj ngsAoZyr envyV3@BCLYnY1EZCO
SV QxdRKe7n2PY/ W A82Mrc+oplXGTkngByvxMAX/ dXh+pei QCVAWUQMXL7Xi | S
axFDcvLNAQHS5PAP/ TdAOy VeuDkXf OPj N/ Tl j gKRPRt 7k6Fm anmeRvz SqBOf MWVHEE
5i ZKi 55Ep1AkBI3wX257hvduZ/ 9j uKSJj QNuW FxcHaz PU+7yLZnf 27x1 q7E0i hW
82z9JINFWBA9+8vI CvBYwdPla+DzVdw bJcnQu3/ Z/ aCYy2l Yi 9U45Pznt UBi JAJUD
BRAX U9 GUGXO+I yMDc SUBAbW A/ 9+l Vf qcpFYkJI VAHUVSni W7LWlywxW Sft qCM
| XDXdJdoDbr vLt VYl GAeGMBbES6CoQ Q i W/ WVAC3BY9ZI TQEAhWOPQADz OnZPQ
fdkl I xul UAUnU Yar asqvxCs5v/ Tygf WUTPLPSP+MGqJcDF2UHXC NAHr | t se9M
h7et KkYKAJQVFEDEpP61/ Ng6l pl nosk QEB538C+wSI aCNNDOGx | x S5E2t CI XRMWYf 0
ymuKXs/ srvl U OO7xul HAK7qcSSdl 4eUnwuXy 6wst WAR3x Z/ Xi ygcLt KM 21 ZI qOj
wiFq7MVEK+Xp8MN71 cawkqj 1/ 1pOp4EwKKkI U4k Al QVFEDEp6pZECVNogr / H7 QEB
j paAD/i bl fi CZVTAShGeW) 1r RkWeohMrnngn291 JgdnN3zuQXB1/ | bWwW3zYci RH
Nyvpynf cTcgORHNpAI xXDaZ7sd48/ v7hHLar cREkxuYOT75XOTGOKTA Fvb4XntY
HZR2WSWEBt e Kez B5uK47 A6uhwt vPok VOOwk 9x PmBV+LPXk WL

=pnqV

----- END PGP PUBLI C KEY BLOCK- - - - -

PGP uses two different types of keys: public and private. The public key, as its name suggests, can
be shared with anyone. The key shown above is, in fact, a public key. The private key, as its name
suggests, should be kept a secret. PGP creates keys in pairs — one private and one public. A key
pair must remain a pair; if oneislost, the other by itself is useless. Why? Because the two keys have
an interesting property that can be exploited in two ways.

* A message encrypted by a given public key can only be decrypted with the corresponding
private key.

1 When we say that keys are numbers, we aren't lying even though the example key doesn't 1ook like a number. It has been processed so that
it can be concisely displayed using only printable characters.
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* A message encrypted by a given private key can only be decrypted with the corresponding pub-
lic key.

In the case of sending messages in total privacy, the key pairs are used in the first manner. It allows
two people to exchange private messages without first exchanging any "secret codes'. The only re-
quirement is that each know the other's public key.

However, for RPM, the second method is the important one. Let's say a company needs to send you
a document, and you'd like to make sure it really did come from them. If the company first encryp-
ted the file with their private key and sent it to you, you would have an encrypted file you couldn't
read.

Or could you? If you have the company's public key, you should be able to decrypt it. In fact, if you
can't, you can be sure that the message you received did not come from them 2!

It is this feature that is used by RPM. By using PGP's public key encryption, it is possible to not
only prove that a package file came from a certain person or persons, but also that it was not
changed somewhere along the line.

Are RPM Packages Encrypted?

In aword, no. Rather than being encrypted, RPM package files possess a digital signature. Thisisa
way of using encryption to attach a signature (again, basically alarge number) to some information,
such that:

» The signature cannot be separated from the information. Any attempt to verify the signature
against any other information will fail.

» The signature can only be produced by one private key.

In the case of RPM, the information being signed is the contents of the .. r pmfileitself.

A digital signature is just like a regular signature. It doesn't obscure the contents of the document
being signed, it just provides a method of determining the authenticity of a document. Hereis an ex-
ample of adigital signature turned into printable text:

----- BEA N PGP S| GNATURE- - - - -
Version: 2.6.3a
Charset: noconv

i QCQVAWMUBMXVGVFI a2NdXHZJZAQFe4AQAz OFZr HdHBo+z k! vcl / 4ABg4gf E7c GOXE
Z2J9GVW\D2zi 4t Gts1+l WEY6Ae17kx925IKr zFATi 2upAWTN2Pnb/ x0GBW QVKQz P
nZcD+XNnAaYCqFz8i | uAFVLchYeW 1PgxxqOweGCtj Q r pzr maxV7xXzKO0j us+6V
r ML3Tx QSWdA=

=T9Mc

----- END PGP S| GNATURE- - - - -

Do All RPM Packages Have Digital Signatures?

Again, no. In a perfect world, every .rpm file would be signed. However, RPM has no formal re-
quirement that this be the case. There is aso no requirement that you do anything specia with a
signed .rpm file. Think of it as an extra feature that you can take advantage of, or not — it's strictly
your choice.

2 Or at least that it didn't make it to you unchanged.
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So Much to Cover, So Little Time

PGP has awealth of features, 99% of which we will not cover in this book. For more information on
the basics of encryption, Applied Cryptography, by Bruce Schneier, contains a wealth of informa-
tion on the subject. For more details on PGP specifically, O'Reilly's PGP: Pretty Good Privacy by
Simson Garfinkel is an excellent reference.

If you'd rather surf the 'Net, use your favorite World Wide Web index to hunt for "crypto” or "PGP",
and you'll be in business.

Installing PGP for RPM's Use

To use RPM's PGP-related capabilities, you'll need to have PGP installed on your system. If it'sin-
stalled already, you should be able to flip to the chapters on verifying package signatures and sign-
ing packages and be in business in a matter of minutes. Otherwise, read on for athumbnail sketch of
what's required to install PGP.

Obtaining PGP

The first step in being able to verify .rpm files is to get a copy of PGP. Unfortunately, this is not
quite as simple as it might sound. The reason is that PGP is very controversial stuff.

Why the controversy? It centers on PGP's primary mission — to provide a means of communicating
with others in complete privacy. As we've discussed, PGP uses encryption to provide this privacy.
Good encryption. Very good encryption. Encryption so good, it appears some of the world's govern-
ments consider PGP athresat to their national security.

Know Your Laws!

Various countries have differing stances on the use of "strong encryption” products such as PGP. In
some countries, possession of encryption software is strictly forbidden. Other countries attempt to
control the flow of encryption technology into (or out of) their country. It is vital you know your
country's laws, lest you find yourself in prison, or possibly in front of afiring squad!

Patent/Licensing Issues Surrounding PGP

Over and above PGP's legal status, there are other aspects to PGP that people living in the U.S. and
Canada should keep in mind:

* PGP isfree— for non-commercial use only. If you are going to use PGP for business purposes,
you should look into getting a commercia copy. PGP is marketed in the United States by:

Pretty Good Privacy, Inc.

2121 S. El Camino Real
Suite 902

San Mateo, CA 94403
(415) 572-0430

(415) 572-1932
http://ww.pgp.com/
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e Part of the software that comprises PGP is protected by several United States patents. Versions
of PGP approved for use in the U.S. contain a licensed version of this software, known as
RSAREF. RSAREF includes a patent license that allows the use of the software in noncommer-
cial settings only. Commercia use of the technology contained in RSAREF requires a separate
license. This is one reason why there are restrictions on the commercial use of PGP in the United
States and Canada.

While people outside the U.S. and Canada can use RSAREF-based PGP, they will probably
choose the so-called "international" version. This version replaces RSAREF with software
known as MPILIB. MPILIB is, in general, faster than RSAREF, but it cannot legally be used in
the United States or Canada.

To summarize, if you are using PGP for commercia purposes in the U.S. or Canada, you'll need to
purchase it. Otherwise, people living in the U.S. or Canada should use a version of PGP incorporat-
ing RSAREF. People in other countries can use any version of PGP they desire, though they'll prob-
ably choose the MPILIB-based "international” version 3.

Getting RSAREF-based PGP

The official source for the latest version of PGP based on RSAREF is the Massachusetts Institute of
Technology. Due to the restrictions on the export of encryption technology, the process is somewhat
convoluted. The easiest way to aobtain PGP from the official MIT archive is to use the World Wide
Web. Point your web browser at:

http://web. mt.edu/ network/pgp. ht m

Simply follow the steps, and you'll have the necessary software on your system in no time.
There is a more cumbersome method that doesn't use the Web. It involves first using anonymous ftp
to obtain several files of instructions and license agreements. Y ou will then be directed to use telnet

to obtain the name of a temporary ftp directory containing the PGP software. Finally, you can use
anonymous ftp to retrieve the software. To start this process, ftp to:

ftp://net-dist.mt.edu

Then change directory to:

/ publ PGP

Obtain a copy of the file README and follow the instructionsin it exactly.

If all this seems like too much trouble, there is another alternative. Y ou can find copies of PGP on
just about any BBS, FTP, or Web site advertising freely available software. Be aware, however, that
"Floyd's Storm Door and BBS Company" may not be as trustworthy a place as MIT to obtain en-
cryption software. It's really a question of how paranoid you are.

3 Note that there are no commercial restrictions regarding PGP in countries other than the U.S. and Canada.
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An Introduction to PGP

Outside the United States and Canada

For people living in other countries, it is much easier to find PGP (depending on the legality of en-
cryption software, of course). Try any of the places you'd normally look for free software. Keep in
mind, however, that you shouldn't download PGP from any sites in the U.S. Doing so is considered
an "export" of munitions, and can get the people responsible for the site in deep trouble. Wherever
you eventualy get PGP from, since the patents that complicate matters for the U.S. do not apply
abroad, you'll probably end up with the "international" versions of PGP.

Building PGP

Building PGP is mostly a matter of following instructions. However, users of ELF-based Linux dis-
tributions (Such as Red Hat Linux) will find that PGP will not build. The problem, according to the
PGP FAQ, is that two files do not properly handle the C preprocessor directives that affect support
for ELF. The changes are to two files: 80386. S and zrmat ch. S. Near the beginning of each,
you'll find either a#ifndef or a#ifdef for SYSV. If you find:

#i f ndef SYSV

It should be changed to read:

#if ldefined(SYSV) && !defined(__ELF_ )

If you find:

#i f def SYSV

It should be changed to read:

#if defined(SYSV) || defined(__ELF )

After making these changes, PGP should build with no problems.

Ready to Go!

After building and installing PGP, you're ready to start using RPM's package signature capabilities.
If your primary interest isin checking the signatures on packages built by someone else, Chapter 7,
Using RPM to Verify Package Files will tell you everything you need to know.

On the other hand, if you are a package builder and would like to start signing packages, Chapter 17,
Adding PGP Sgnatures to a Package will have you signing packagesin no time.
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